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1.0 INTRODUCTION

In spite of the variety and pace of change in tbenmuter field, certain

fundamental concepts apply consistently throughow. be sure, the
application of these concepts depends on the dustate of technology and
the price/ performance objectives of the designer.

Many computer manufacturers offer a family of cotapumodels, all with the
same architecture but with differences in orgaroratin a class of computers
called microcomputers, the relationship between #rehitecture and
organization is very close. Changes in technologt anly influence

organization but also result in the introductionnebre powerful and more
complex architecture. However, because a computgan@ation must be



designed o implement a particular architecturalcgjpation, a thorough
treatment of organization requires a detailed eration of architecture as
well.

2.0 OBJECTIVES

At the end of this unit you should be able to:

. Explain the operational units of a computer system.

. Outline types of operands and operations specific hbachine
instruction.

. Explain opcodes, operands and addressing modes

3.0 MAIN CONTENT

3.1 COMPUTER ORGANIZATION AND ARCHITECTURE

Although it is difficult to give precise definitigra consensus exists about the
general area covered by it. Computer organizatefars to the operational
units and their interconnection that realize theh#ectural specification.
Examples of architectural attributes include th&rinction set, the number of
bit used to represent various data types (e. g ewsnkcharacters), 1/0
mechanism, and techniques for addressing memogarational attributes
include those hardware details transparent to tbgrammer, such as control
signals; interfaces between the computer peripberadl memory technology
used.

3.2 STRUCTURE AND FUNCTION
A computer is a computer system, contemporary coenpicontain millions
of elementary electronic components.

. Structure: The way in which the components are interrelated.
. Function: The operation of each individual component as pathe
structure.

In term of description, there are two choices: tetgrat the bottom and
building up to a complete description, or beginningh a top view and



decomposing the system into its subparts. Evidémee a number of fields
suggest that the top down approach is the cleanesimost effective.
The approach taken is that the computer be descfiben the top down.

Both the structure and functioning of a computes ample. Figure 1.1

depicts the basic functions that a computer cafopar In general terms,

there are only four:

- Data processing

- Data storage

- Data movement

- Control

The computer of course, must be able to process dae data may take a
wide variety of forms, and the range of processeguirements id broad. It is
also essential that a computer store data. Evéreitomputer is processing
data on the fly (i.e data come in and get processwtlthe results go out
immediately) the computer must temporarily stordeast. Those pieces of
data that are being worked on at any given monfielels of data are stored on
the computer for subsequent retrieval and update.

The computer must be able to move data betweelf &g outside
world. The computers operating environment cordistevices that serve as
either sources or destinations of data. When datareceived from or
delivered to a device that is directly connecteth®ocomputer, the process is
known as input- output (I/O), and the device iredd to as a peripheral.
When data are moved over longer distances, toran Boremote device, the
process is known as data communications. Findllgret must be control of
these three functions. Ultimately, this controkisercised by the individuals
who provide the computer with instructions. Withihee computer a control
unit manages the computers resources and orclesstrat performance of its
functional parts in response to those instructions.

There are four main structural components



- Central processing unit (CPU: Controls the operations of the
computer and performs its data processing functioften simply referred to
as processor.
- Main memory: Stores data
- I/O: Moves data between the computer and its extemalament.
- System interconnections Some mechanism that provides for
communication among CPU, main memory and 1/O. A mmm example of
system interconnection is by means of a systemdaunsisting of a number of
conducting wires to which all the other componexitach.
However, the most interesting and complex compoimerihe C. P. U. Its
major structural components are as follows:
- Control unit: Controls the operations of the CPU and hence the
computer.
- Arithmetic and logic unit (ALU): Performs the computer data
processing functions.
- Registers: Provides storage internal to the CPU.
- CPU interconnection Some mechanism that provides for
communication among the control unit, ALU and regis.
COMPUTER COMPONENTS
As discussed in Chapter 2, virtually all contempgraomputer designs
are based on concepts developed by John yon Neumtiatire Institute
for Advanced Studies Princeton. Such a design fierred to as theon
Neumann architecture and is base on three key concepts:

» Data and instructions are stored in a single reatkymemory.

 The contents of this memory are addressable bytitogawithout

regard to the type of data contained there.
» Execution occurs in a sequential fashion (unlegdi@ty modified)
from one instruction to the next.

The reasoning behind these concepts was discusseldaipter 2 but is worth
summarizing here. There is a small set of basilogmponents that can be



combined in various ways to store binary data anderform arithmetic and
logical operations on that data. If there is aipaldr computation to be
performed, a configuration of logic components gesd specifically for that
computation could be constructed. We can thinkhefgrocess of connecting
the various components in the desired configuratesm a form of
programming. The resulting "program" is in the fooh hardware and is
termed ahardwired program.

Now consider this alternative. Suppose we constacgeneral-purpose
configuration of arithmetic and logic functions. i$hset of hardware will
perform various functions on data depending onrobsignals applied to the
hardware. In the original case of customized hardwthe system accepts
data and produces results (Figure 3.1a). With géyperpose hardware, the
system accepts data and control signals and predeselts. Thus, instead of
rewiring the hardware for each new program, thgmmmer merely needs to
supply a new set of control signals.

How shall control signals be supplied? The answeimple but subtle. The
entire program is actually a sequence of stepgash step, some arithmetic
or logical

Sequence of

arithmetic - > Its
Data ——————> o Results
# and legic

functions g
f‘? -

(a) Programming in hardware

Instruction Instraction _
— e %
codes interpreter g

Control
| signals

General-purpose |
arithmetic
and logic
functions

Data ——————> = Results

(b) Programming in software

Figure 3.1 Hardware and Software Approaches



operation is performed on some data. For each staggw set of control
signals is needed. Let us provide a unique codedoh possible set of control
signals, and let us add to the general-purposewaseda segment that can
accept a code and generate control signals (FRyQis.
Programming is now much easier. Instead of rewithghardware for each
new program, all we need to do is provide a newsece of codes. Each
code is, in effect, an instruction, and part of Hadware interprets each
instruction and generates control signals. To mystish this new method of
programming, a sequence of codes or instructionalisdsoftware.
Figure 3.1b indicates two major components of ffg#esn: an instruction in-
terpreter and a module of general-purpose aritloraatid logic functions.
These two constitute the CPU. Several other compsrae needed to yield
a functioning computer. Data and instructions naestut into the system.
For this we need some sort of input module. Thiglm® contains basic
components for accepting data anc instruction®imesform and converting
them into an internal form of signals usable by fystem. A means of
reporting results is needed, and this is in thenforan output module. Taken
together, these are referred to asdafhponents.
One more component is needed. An input devicelwilg instructions an’
data in sequentially. But a program is not invdgiaxecuted sequentially; it
ma,. jJump around (e.g., the IAS jump instructiddmilarly, operations on
data may require access to more than just one ateatea time in a
predetermined sequence Thus, there must be a fuas®re temporarily
both instructions and data. That module is caftechory, or main memory
to distinguish it from external storage of perigiatevices. Von Neumann
pointed out that the same memory could be usesote soth instructions
and data.



Figure 3.2 Iillustrates these top-level componentsd asuggests the
interaction, among them. The CPU exchanges data mémory. For this
purpose, it typical" makes use of two internal fb@ CPU) registers: a
memory address register (MAR), which specifiesatidress in memory for
the next read or write, and memory buffer regi$dBR), which contains
the data to be written into memory receives thea daad from memory.
Similarly, an /0 address register (I/OAR specifeegparticular 1/0 device.
An 1/0 buffer (I/OBR) register is used for thghange of data between an 1/0
module and the CPU.

A memory module consists of a set of locationsingef by sequentially nun
bered addresses. Each location contains a binamgbewu that can be
interpreted either an instruction or data. An 1/6doie transfers data from
external devices CPU and memory, and vice versaofitains internal
buffers for temporarily holing these data untilytlean be sent on.

Having looked briefly at these major components,ne& turn to an over
viewof how these components function together to exepragrams.
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the key elements of program execution. In its sasiplform, instruction
processing consists of two steps: The processals rgetches) instructions
from memory one at a time and executes each inginud®rogram execution
consists of repeating the process of instructiechfand instruction execution.
The instruction execution may involve several openg and depends on the
nature of the instruction (see, for example, thveeloportion of Figure 2.4).
The processing required for a single instructiorcaied aninstruction

cycle. Using the simplified two-step description given \poasly, the



instruction cycle is depicted in Figure 3.3. The@tsteps are referred to as the
fetch cycle and theexecute

cycle. Program execution halts only if the machine is édroff, some sort of
unrecoverable error occurs, or a program instrodiiat halts the computer is
encountered.

INSTRUCTION FETCH AND EXECUTE

At the beginning of each instruction cycle, thegassor fetches an instruction
from memory. In a typical processor, a registeledaihe program counter (PC)
holds the address of the instruction to be fetalext. Unless told otherwise,
the processor

Fetch cycle Execute cycle

Fetch next
instruction |

Basic Instruction Cycle
always increments the PC after each instructiochfeb that it will fetch the
next instruction in sequence (i.e., the instructiocated at the next higher
memory address). So, for example, consider a canpmt which each
instruction occupies one 16-bit word of memory. #aee that the program
counter is set to location 300. The processor nakht fetch the instruction at
location 300. On succeeding instruction cyclesyiik fetch instructions from
locations 301, 302, 303, and so on. This sequersgeba altered, as explained
presently.

The fetched instruction is loaded into a registethe processor known as
the instruction register (IR). The instruction @ns bits that specify the action
the processor is to take. The processor interpinetsnstruction and performs
the required action. In general, these actiongrftdlfour categories:
Processor-memory: Data may be transferred fromggsmr to memory or from
memory to processor.

Execute
instruction

ﬂ

HALT

R

TART )

B



Processor-I/O: Data may be transferred to or frompedpheral device be
transferring between the processor and an /O neodul
Data processing:The processor may perform some arithmetic or logiera-
tion on data.
Control: An instruction may specify that the sequence otetien be altered
For example, the processor may fetch an instrudtmm location 149, which
specifies that the next instruction be from locatid2. The processor will re-
member this fact by setting the program counté8®. Thus, on the next fetch
cycle, the instruction will be fetched from locatid82 rather than 150.
An instruction's execution may involve a combinatis these actions.
The processor contains a single data registexdccath accumulator (AC).
Both instructions and data are 16 bits long. Thiuspnvenient to organize
memory using 16-bit words. The instruction formabvypde 4 bits for the
opcode, so that there can be as many as15 different opcodes, aup to 212 =
4096 (4K) words of memory can be directly addressed

address 941 and stores the result in the lattextiot Three instructions,
which be described as three fetch and three exegates, are required:

1. The PC contains 300, the address of the first uostn. This
instruction value 1940 in hexadecimal) is loadet ithe instruction
register IR anPC is incremented. Note that thiegse involves the use
of a memory dress register (MAR) and a memory bufegister
(MBR). For simply these intermediate registersignered.

2. The first 4 bits (first hexadecimal digit) in thR indicate that the AC
is -loaded. The remaining 12 bits (three hexad€lcitiggts) specify the
ac (940) from which data are to be loaded.



3. The next instruction (5941) is fetched from locati801 and the
incremented.

4, The old contents of the AC and the contents oftlona941 are added
an result is stored in the AC.

5. The next instruction (2941) is fetched from locati802 and the F
incremented.

6. The contents of the AC are stored in location 941.

In this example, three instruction cycles, eachsistimg of a fetch cycle
execute cycle, are needed to add the contentsatiém 940 to the contents C
With a more complex set of instructions, fewer egalvould be needed. Some
processors, for example, included instructions tt@itain more than one
address. Thus the execution cycle for a particisiruction on such prop
could imvolve more than one reference to memorgoAlnstead of mgmory
references,“aiinstruction may specify an M@-epmra

(a) Instruction format

Magnitude

(b) Integer format

Program counter (PC) = Address of instruction
Instruction register (IR) = Instruction being executed
Accomulator (AC) = Temporary storage

(¢) Internal CPU registers
0001 = Load AC from memory
0010 = Store AC to memory
0101 = Add to AC from memory

(d) Partial list of opcodes

—

Memory * CPU registers Memory CPU registers
300[1 940 3 0 0]rC 30001 9 40 3 0 1]pPC
30159411 AC|301(5 0 4 1 0.0 0 3]ac
30202 9 41 19 4 0/R |302[2 9 41 194 0|R
9400 0 0 3 940[0 0 0 3

9410 0 0 2 94110 0 0 2

Step | Step 2

Memory CPU registexg 3 Memory CPU registers
300[1 9 40 301]lpc |300[1797 0 3 0 2]pC
3015 9 4 1 000 3lAC|301]5 9 4 1 000 5]lac
30202 9 4 1] 594 (|JR|302(2 0941 5'941)11{
9400 0.0 3 940[0 0 0 3 3+2=5
9410 0 0 2 9410 0 0 2

Step 3 Step 4

Memory CPU registers Memory CPU registers
300[1 94 0 3 02]pc |300[1 9 40 30 3|pC
300[5 9 4 1 0005 AC|301(5 9 4] 000 5|AC
302(2 9 4 1 294 1]IR [302]2 0 4 2 0. 427
940 [0 3 940[0 0 0 3

941|0 0 0 2 941[0 0 0 5

\itep 5 Step 6




For example, the PDP-11 processor includes anutgtin, expressed
physically as ADD B,A, that stores the sum of thentents of memory
locations B into memory location A. A single ingttion cycle with the
following steps
=  Fetch the ADD instruction.
= Read the contents of memory location A into thecpssor.

» Read the contents of memory location B into thecgssor. In order to
contents of A are not lost, the processor must laveast two register
storing memory values, rather than a single accatoul

=  Add the two values

=  Write the result from the processor to memory lioceA.

Thus, the execution cycle for a particular instiarctmay involve more
than one reference to memory. Also, instead of nmgmeferences, an
instructor specify an I/O operation.

. For any given instruction cycle, some states|-amndl others may be visited

more than once. The states can be described aw$oll

Instruction address calculation (ac): Determine the address of the next in-
struction to be executed. Usually, this involvediagd a fixed number to the
address of the previous instruction. For exampleach instruction is 16 bits
long and memory is organized into 16-bit wordsnthdd 1 to the previous ad-
dress. If, instead, memory is organized as indadiguaddressable 8-bit bytes,
then add 2 to the previous address.
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Figure 3.6 Instruction Cycle State Diagram

Instruction fetch (if): Read instruction from itsemory location into the
processor.

Instruction operation decoding (iod): Analyze instruction to determine type
of operation to be performed and operand(s) tosked.u

Operand address calculation (oac If the operation involves reference to an
operand in memory or available via 1/0, then deieenthe address of the
operand. ,

Operand fetch (of): Fetch the operand from memory or read it in frd@®. 1
Data operation (do): Perform the operation inddatethe instruction. Operand
store (0s): Write the result into memory or out/@.

States in the upper part of Figure 3.6 involve amchange between the
processor and either memory or an 1/O module. Siatthe lower part of the
diagram involve only internal processor operatiohke oac state appears
twice, because an instruction may involve a read;t, or both. However, the
action performed during that state is fundamenthéysame in both cases, and
so only a single state identifier is needed. Alsterthat the diagram allows for
multiple operands and multiple results, becauseesarmtructions on some
machines require this. For example, the PDP-1tucsbn ADD A,B results in
the following sequence of states: iac, if, iod,,adcoac, of, do, oac, os.



Finally, on some machines, a single instruction gjgecify an operation to be
performed on a vector (one-dimensional array) ahloers or a string (one-
dimensional array) of characters. As Figure 3.Gcetes, this would involve
repetitive operand fetch and/or store operations.

Tapble 3.1 (lasses OI INTErrupts

Program - Genetated by some condmon that ocouts as  result of an msirus:uon”
execution, such as arithmetic overflow, division by zero, attempt to
execute anillegal machine mstructmn or reference outside a uset’s .

- allowed memory space.

Timer Generated by a timet within the processor, This allows the operazmg"
e ~ system (o perform cortain functions on a regular basis.
wo o - .. Generated by an /0 controller, to signal normal completion of an
: .  operation or (o signal a variety of error conditions.
I—i.ar::!W:'lré' fél%iﬂre - (rfmerated by a failure suich as power failure or memary parity error.

CHARACTERISTICS AND FUNCTIONS

1.0 INTRODUCTION
One boundary where the computer designer and thapuoter
programmer can view the same machine is the maadhsteuction
set. From the designers point of view, the machistruction set
provides the functional requirements for the preoes
Implementing the processor is a tasks that in lggge involves
implementing the machine instruction set.
2.0 OBJECTIVES
At the end ;f the of this unit, you should be atde
Explain the instruction format
Understand the instruction length and charactessti
3.0 MAIN CONTENT
3.1INSTRUCTION FORMATS
An instruction format defines the layout of theshif an instruction, in terms
of its constituent’s fields. An instruction formatust include an opcode and



implicitly or explicitly, zero or more operands. dHormat must implicitly
explicitly, indicate the addressing mode for eagberands. For most
instruction sets, more than one instruction forisatsed.

3.1.1 INSTRUCTION LENGTH

The most basic design issue to be faced is theugigin format length. This
decisions effects and is affected by, memory sizemory organization bus
structure process complexity and processor speeid. decision determines
the richness and flexibility of the machine.

3.2 INSTRUCTION SETS CHARACTERISTICS

The operation of the processor is determined byirtkguctions it executes
referred to as machine instructions or computeruaetion. The collection of
different instructions that the processor can eteeds referred to as the
processors instruction set.

3.2.1 ELEMENTS OF A MACHINE INSTRUCTION

These elements are as follows:

- Operation code: Specifies the operation to be performed (e.g, ADD,
I/O). The operation is specified by a binary cddeywn as the operation code
or opcode.

- Source operand referenceThis operation may involve one or more
source operands, that is operands that are inputkd operation

- Results operands referenceThe operation may produce a result

- Next instruction reference: This tells the processor where to fetch the
next instruction after the execution of this instron is complete.

The address of the next instruction to be fetclmddcbe either a real address
or a virtual address, depending on the architec@@emerally, the distinction
is transparent to the instruction set architectune most cases, the next
instruction to be fetched immediately follows therent instruction. In most
cases, there is no explicit reference to the nestiruction when an explicit
reference is needed then the main memory or virhehory address must be
supplied. Source and result operands can be ifoioeir areas.



- Main or virtual memory: As with next instruction references, the
main or virtual memory address must be supplied.

- Processor register:With rare exception a processor contains one or
more registers that may be referenced by machisieutions. If only one
registers exits reference to it may be implicitmibre than one register exists,
then each register is assigned a unique name obemrand the instruction
must contain the number of the designed register

- Immediate: The value of the operand is contained in a fieldhe
instruction being executed.

- I/O device: The instruction must specify the 1/O module andicke for
the operation. If memory-mapped I/O is used, tBigust another main or
virtual memory address

3.2.2 INSTRUCTION REPRESENTATION

Within the computer, each instruction is represgrig a sequence of bits.
The instruction is divided into fields, correspamglito the constituents
elements of the instruction

Opcodes are represented by abbreviation called mmesthat indicate the
operation. Common examples include:

ADD add

SUB SUBTRACT

MUL multiply

DIV divide

LOAD Load data form memory

STOR Store data to memory

Operands are also represented symbolically. Fompbea the instruction
ADD, R, Y

May mean add the value contained in data locatioto Xhe contents of
register R. In this example Y refers to the addfsa location in memory,



and R refers to a particular register. Note thatdperation is performed on
the contents of a location not on its address:
Thus, it is possible to write a machine languagg@am in symbolic form.
X=413
Y=414
A simple program would accept this symbolic inpcwnvert opcodes and
operand references to binary form, and construwrigimachine instructions.
However symbolic machine language remains a udefulfor describing
machine instructions, and we will use it for thatgmose.
Lets assume that the variables X and Y corresptntigation 413 and 414.If
we assume a simple set of machine instruction, d¢ipsration could be
accomplished with three instruction.

1. Load a register with the content of memory locadds.
2. Add the contents of memory location 414 to thegtyi
3. Store the contents of the register in memory locedil3.

3.3 INSTRUCTION SET DESIGN

One of the most interesting and most analyzed,chsgecomputer design is

instruction set is very complex because it affeat nsany aspect of the

computer system. The instruction defines any offtimetions performed by

the processor and thus has significant effect enitmplementation of the

process. The instruction set is the programmer'sinmeof controlling the

processor. Thus, programmer requirements must hsidered in designing

the instruction set. The most important of thesedamental design issues

include the following:

- Operation repertoire: How many and which operations to provide

and how complex operations should be.

- Data types: The various types of data upon which operatiores ar
perform.



- Instruction format: Instruction length (in nits) mber of assesses size
of various fields and so on.

- Registers: Number of processor registers that can be refeckerny
instructions and their use.

- Addressing: The mode or modes by which the address of an ngesa
specified.

These issues are highly interrelated and must besidered together in

designing an instruction set.

4.0 CONCLUSION

In spite of the variety and pace of change in tbenmuter field, certain
fundamental concept applies consistently throughbhee application of these
concepts depends on the current state of technolagpyd the
price/performance objectives of the designer.

5.0 SUMMARY

Computer organization refers to the operational tsunand their
interconnections that realize the architecturatspation.

Computer architecture refers to those attributesa ddystem visible to a
programmer or those attributes that have a diregiact on the logical
execution of a program. Collection of differenttnugtion that the processor
can execute is referred to as the processor'suctsin set and an to
instruction format defines the layout of the bifsaa instruction, in terms of
its constituents fields.

6.0 TUTOR- MARKED ASSIGNMENT

1. What in general terms is the distinction betweemater organization
and computer architecture?

2. What are the four main functions of a computer

3. List and briefly explain five important instructicet design issues

7.0 REFERENCES/ FURTHER READING
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MODULE 2: Computer Arithmetic

UNIT 1: The arithmetic and logic unit
UNIT 2: Control unit design/Implementation
1.0 Introduction

2.0 Objectives

3.0 Main content

3.1 The arithmetic and basic unit
3.2 Integer representation

3.3 Integer Arithmetic

3.4 Floating point representation
3.5 Floating point arithmetic

4.0 Conclusion

5.0 Summary

6.0 T.M.A

7.0 Reference and Further reading

1.0 INTRODUCTION

This unit focuses on the most complex aspect of AlhdJ, computer
arithmetic. Computer arithmetic is commonly perfednon two very
different types of numbers: integer and floatingnpoln both cases, the
representation chosen is a crucial design issuésaneated first.

2.0 OBJECTIVES
At the end of this unit, you should be able to



- Understand the way in which numbers are represe(ttesl binary
format) and the algorithms used for the basic amittic operations (add,
subtract, multiply, divide) both to integer andailmg point arithmetic.

3.1THE ARITHMETIC AND LOGIC UNIT
The arithmetic and logic unit (ALU) is that part thle computer that actually
performs arithmetic and logical operations on dathof the other elements
of the computer system- Control unit, registers mmgml/0- are there mainly
to bring into the ALU for it to process and thekedhe result back out.

An ALU and all electronic components in the compsitere based on
the use of simple digital logic devices that caresbinary digits and perform
simple Boolean logic operations.

Figure 3. 1. 1 indicates, in general terms, howAh¥ is interconnected with
the rest of the processor. Data are presentecet@\lth) in registers and the
results of an operation are stored in registerg@sé&lregisters are temporary
storage locations within the processor that areeocted by signal paths to the
ALU. The ALU may also set flags as the result ofoperation. For example,
an overflow flag is set to 1 if the result of a qortation exceeds the length of
the register into which it is to be stored. Thayflelues are also stored in
registers within the processor. The control undves signals that control
the operation of th ALU and the movement of theadato and out of the
ALU.

3.2 INTEGER REPRESENTATION
In the binary number, arbitrary numbers can beesmted with just
the digits zero and one the minis sign and theogesr radix point.
-1101.010%=-13.3125¢
For purposes of computer storage and processingg\er w do not have the
benefits of minus signs and periods. Only binagitdi(0 and 1) may be used



to represent numbers. If we are limited to non tiegaintegers, the
representation is straight forward.
An 8 bit word can represent the numbers form 06, thcluding

00000000 = 0
00000001 = 1
00101001 = 41
10000000 = 128
11111111 = 255
In general, if an n- bit sequence of binary digits Is interpreted as an
unsigned integer, A it value is
A= n-1
22i ai
2=0

In going from the first to the second equation, meeguire that the least
significantn - 1 bits do not change between the two representatidimen we
get to .-next to last equation, which is only triiall of the bits in positions
throem?2 are 1. Therefore, the sign-extension rule works. .

Fixed-point representation

Finally, we mention that the representations disedsin this section are
sometime referred to as fixed point. This is beeati® radix point (binary
point) is fixed assumed to be to the right of thghtmost digit. The
programmer can use the representation for binagtibns by scaling the
numbers so that the binary poor implicitly posiBdrat some other location.
Negation

In sign-magnitude representation, the rule for fagnthe negation of an
integer is simple: invert the sign bit. In twos qdement notation, the
negation of an integer can be formed with the foilhg rules:

Take the Boolean complement of each bit of theget (including the sign
bit). That is, set each 1 to 0 and each 0 to 1.

Treating the result as an unsigned binary intesy,1.



This two-step process is referred to astii@s complement operationor the
taking of the twos complement of an integer.
bitwise complement
As expected, the negative of the negative of thather is itself:

Again, interpret an n-bit sequence of binary digitlan-2 ... aa, as a
twos complement integer A, so that its value is
Now form the bitwisc complement a, and, treating th an unsigned integer,
add 1. Finally, interpret the resulting n-bit seoee of binary digits as a twos
complement integdgso that its value is
A=-2n-lan-1+

Some such anomaly is unavoidable. The number tdrdiit bit patterns
in arn-bit word is 2n, which is an even number. Wgh to represent positive
and negative integers and 0. If an equal numbepasitive and negative
integers are represented (sign magnitude), thea Hre two representations for
0. If there is on=_ one representation of 0 (twamplement), then there must
be an unequal numb -- - of negative and positivebers represented..In the
case of twos complement, for such an n-bit lertdjiere is a representation for

®~but not for +2"*.

Addition in twos complement is illustrated in Figud.3. Addition proceeds as
it . two numbers were unsigned integers. The fost examples illustrate
sucreoperations. If the result of the operatiomasitive, we get a positive
number in :-.- - complement form, which is the samsein unsigned-integer
form. If the result o= : - _ operation is negatiwes get a negative number in
twos complement form. N - that, in some instantdese is a carry bit beyond
the end of the word (indicat-shading), which is ignored.

On any addition, the result may be larger thanbsaheld in the wor- - i
being used. This condition is called overflow. Wterflow occurs, the ALL
-- _ signal this fact so that no attempt is madaide the result. To detect
overflo-. following rule is observed:



Some insight into twos complement addition and reghibn can be
gained by looking at a geometric depiction [BENH92$ shown in Figure
9.5. The circle in the upper half of each part lné figure is formed by
selecting the appropriate segment of the numbex hAmd joining the
endpoints. Note that when the numbers are laidoout circle, the twos
complement of any number is horizontally oppodieg humber (indicated by
dashed horizontal lines). Starting at any numbethencircle, we can add
positive k (or subtract negative k), to that number by mouingositions
clockwise, and we can subtract positive(of add negativek) from that
number by moving positions counterclockwise. If an arithmetic opierat
results in traversal of the point where the endgoare joined, an incorrect
answer is given (overflow).

The central element is a binary adder, which es@nted two numbers
for addition and produces a sum and an overfloucaiwn. The binary adder
treats the two numbers as unsigned integers. debti@n, the two numbers are
presented to the adder from two registers, desagniat this case as A and B
registers. The result may be stored in one of thegisters or in a third. The
overflow indication is stored in a 1-bit overflolad (0 = no overflow; | =
overflow). For subtraction, the

4.0 CONCLUSION

Numbers are represented in binary form and theriéihgoes used for basic
arithmetic operators are add, subtract, multiplg divide

5.0 SUMMARY

- An ALU and all electronic components in the dagjibgic devices that store
binary digits and perform simple Boolean logic @tiems



- Overflow rule occurs when two numbers positivenegative numbers are
added and the result of the addition has the oppsgn.

- Subtraction flow is to subtract one number (sadird) from another
(minuend) take the two compliments (negation) ef $hbtrahend and hold it
to the minuend.

Floating point numbers are expressed as a humigmifisant) multiplied by
a constant (base) raised to some integer poweo(exy). It can be used to
represent very large and very small numbers.

6.0 TUTOR- MARKED ASSIGNMENT
1. What is sign- extension rule for twos complimenumbers?
2. Find the following differences using two compdimt arithmetic:
a.1111011  b.10101110 c. 111110010111

-100100 -111-1-1 -111010010101
7.0 Reference and further reading
Swartzlander, E. editor computer Arithimetic, voksn| and Il. Los
Alamitiss, CA IEEE Computer society press, 1990.
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7.0 Reference and further reading

1.0 Introduction

The execution of an instruction involves the exerubf a sequence of sub
steps, generally called cycles. For example anwixgtmay consist of fetch,
indirect, execute and interrupt cycles. Each cyslén turn made up is a
sequence of more fundamental operations calledommperations. A single
micro operation generally involves a transfer betweegisters a transfer
between registers a register and an external lbassionple ALU operation.

2.0 At the end of this unit you should be able to

- Understand that each cycle is in turn made up séquence of more
fundamental operations called micro- operations.

- Identify the two task performs by the control umfita processor which
are: Generation of control signals that causes &éiclo operation to
be executed and causing the processor to stepgthrauseries of
micro- operations in the proper sequence basedth®mpriogram being
executed.

3.1 MICRO OPERATIONS

The prefix micro refers to the fact that each stepvery simple and
accomplishes very little. To design a control wach of the smaller cycles
involves a series of step each of which involves phocessor registers. We
refer to these steps as micro operations. Microatfpas are the functional,
or atomic operations of a processor.

Three. Now, we turn to the question of how thesetions are performed or,
more specifically, how the various elements of ghgcessor are controlled to
provide these functions. Thus, we turn to a disonssf the control unit,
which controls the operation of the processor.



We have seen that the operation of a computerxetwing a program,
consists of a sequence of instruction cycles, wita machine instruction per
cycle. Of course, we must remember that this semiehinstruction cycles is
not necessarily the same as Wrétten sequence of instructions that make up
the program, because of the existence of branadhstguctions. What we are
referring to here is the executitime sequence of instructions.

We have further seen that each instruction cycleasle up of a number
of smaller units. One subdivision that we foundwsament is fetch, indirect,
execute, and interrupt, with only fetch and execytdes always occurring.

To design a control unit, however, we need to bazakn the description
further. In our discussion of pipelining in Chapi&t, we began to see that a
further decomposition is possible. In fact, we wile that each of the smaller
cycles involves
a series of steps, each of which involves the msmeregisters. We will refer
to these steps as micro-operations. The prafcxo refers to the fact that each
step is very simple and accomplishes very littleguFe 15.1 depicts the
relationship among the various concepts we haven bdiscussing. To
summarize, the execution of a program consistee@tequential execution of
instructions. Each instruction is executed duringrestruction cycle made up
of shorter subcycles (e.g., fetch, indirect, executterrupt). The execution of
each subcycle involves one or more shorter opemstidhat is, micro-
operations.

Micro-operations are the functional, or atomic, rapens of a processor.
In this section, we will. examine micro-operatidagain an understanding of
how



Program execution ‘(
Instruetion cycle Instruction cycle LG Instruction cycle

[nOP] [uOP] [5OF] [wOP| 5GP

" e
Figmee 15,1

5.1 Constituent Blements of a Program Execution

the events of any instruction cycle can be desdrdsea sequence of such m'
operations. A simple example will be used. In thmainder of this chapter.
-then show how the concept of micro-operations eer@s a guide to the
desi=the control unit.

'‘We begin by looking at the fetch cycle, which ascat the beginning of
eac_- _struction cycle and causes an instructidmetéetched from memory.
For purp,: of discussion, we assume the organizatepicted in Figure 12.6.
Four registere involved:

Memory address register (MAR): Is connected todtdress lines of the
tem bus. It specifies the address in memory feaal or write operation.
Memory buffer register (MBR): Is connected to tlaallines of the system --
__It contains the value to be stored in memoryherlast value read from melr
_ Program counter (PC): Holds the address of thdé mestruction to be
fete==Instruction register (IR): Holds the lasttimstion fetched.

Let us look at the sequence of events for the feydte from the poin_:
view of its effect on the processor registers. Aareple appears in Figure
15.-. .=_ the beginning of the fetch cycle, theradd of the next instruction to
be execs:.=-is in the program counter (PC); in ttase, the address is
1100100. The first steto move that address to teenony address register



(MAR) because this is only register connected t® #ddress lines of the
system bus. The second step bring in the instmicibe desired address (in
the MAR) is placed on the ad c== -



We have seen that the operation of a computerxaowting a program, consists of a sequence
of instruction cycles, with one machine instructpmar cycle. Of course, we must remember that
this sequence of instruction cycles is not necdgstire same as theritten sequence of
instructions that make up the program, becauskeoéxistence of branching instructions. What
we are referring to here is the executione sequence of instructions.

We have further seen that each instruction cycteade up of a number of smaller units.
One subdivision that we found convenient is feiodjrect, execute, and interrupt, with only
fetch and execute cycles always occurring.
To design a control unit, however, we need to bidakn the description further. In fact, we
will see that each of the smaller cycles involvesedes of steps, each of which involves the
processor registers. We will refer to these stepsii@ro-operations. The prefiricro refers to
the fact that each step is very simple and accamgdi very little. Figure 15.1 depicts the
relationship among the various concepts we hava bsgussing. To summarize, the execution
of a program consists of the sequential executiomsiructions. Each instruction is executed
during an instruction cycle made up of shorter gules (e.g., fetch, indirect, execute,
interrupt). The execution of each subcycle involee® or more shorter operations, that is,
micro-operations.

Micro-operations are the functional, or atomic, @pens of a processor.

l Program execution 1

Instruetion cycle Instruction cycle e o 0 Instruction eycle

[1OP] [uOP| [wOF| [wOP| [wOP

150 Constituent Elements of a Program Execution



bus, the control unit issues a READ command onctir@rol bus, and the
result appears on the data bus and is copied ltonemory buffer register
(MBR). We also need to increment the PC by theriiesibn length to get
ready for the next instruction. Because these tatm@s (read word from
memory, increment PC) do not interfere with eadhengtwe can do them
simultaneously to save time. The third step is wventhe contents of the
MBR to the instruction register (IR). This frees g MBR for use during a
possible indirect cycle.

Thus, the simple fetch cycle actually consists loké steps and four
microoperations. Each micro-operation involvesrig/ement of data into or
out of a register. So long as these movements doimerfere with one
another, several of them can take place during step, saving time.
Symbolically, we can write this sequence of evastfollows:
t1: MAR E- (PC) t2: MBR <-- Memory PC <- (PC) + | tBR <-- (MBR)
where | is the instruction length. We need to makeeral comments about
this sequence. We assume that a clock is avaifabléming purposes and
that it emits regularly spaced clock pulses. Edokkcpulse defines a time
unit. Thus, all time units are of equal duratioack micro-operation can be
performed within the time of a single time unit. eTmotation ( t,, t3)
represents successive time units. In words, we have

| First time unit: Move contents of PC to MAR.
Second time unit: Move contents of memory locaspecified by MAR
to MBR. Increment by | the contents of the PC.
Third time unit: Move contents of MBR to IR.
Note that the second and'third micro-operations$ liake place during the
second time unit. The third micro-operation coudavdr been grouped with the
fourth without affecting the fetch operation:
t1: MAR <- (PC) t: MBR <- Memory t3: PC E- (PC) + | IR <- (MBR)
The groupings of micro-operations must follow tvumgle rules:
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The proper seqnce of events must be followed. Thus (MARRC))
must precede (MBR - Memory) because the memory gaetation
makes use of the address in the MAR.
Conflicts must be avoided. One should not atteraptad to and write from
the same register in one time unit, because thétsagould be unpredictable.
For example, the micro-operations (MBR ¢-- Memoayld (IR <- MBR)
should not occur during the same time unit.

A final point worth noting is that one of the mieoperations involves
an addition. To avoid duplication of circuitry, $hiaddition could be
performed by the ALU. The use of the ALU may inweladditional micro-
operations, depending on the functionality of tHdJAand the organization of
the processor. We defer a discussion of this peitit later in this chapter.

It is useful to compare events described in thig #me following
subsections to Figure 3.5. Whereas micro-operatianmes ignored in that
figure, this discussion shows the micro-operatioeeded to perform the
subcycles of the instruction cycle.

Once an instruction is fetched, the next step idetoh source operands.
Continuing our simple example, let us assume a agligess instruction
format, with direct and indirect addressing allowddhe instruction specifies
an indirect address, then ar indirect cycle mustede the execute cycle. The
data flow differs somewhat from_ that indicatedrigure 12.7 and includes
the following micro-operations:

t: MAR <-- (IR(Address)) £ MBR

F- Memory

t;: IR(Address) F- (MBR(Address))

The address field of the instruction is transfet@the MAR. This is then
use to fetch the address of the operand. Findiyaddress field of the IR is
update from the MBR, so that it now contains aalirather than an indirect
address.
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The IR is now in the same state as if indirect agsing had not been
use and it is ready for the execute cycle. We giap cycle for a moment, to
consider t interrupt cycle.

At the completion of the execute cycle, a test alento determine whether
any :-_abled interrupts have occurred. If so, thernujgt cycle occurs. The
nature of cycle varies greatly from one machinartother. We present a very
simple sequeof events, as illustrated in Figur&.1\2/e have

t;: MBR E- (PC)

t,, MAR F- Save Address PC F-

Routine Address 3t Memory E-

(MBR)
In the first step, the contents of the PC are feared to the MBR, so that u-
can be saved for return from the interrupt. Then MAR is loaded with the
add- .at which the contents of the PC are to bedsaand the PC is loaded
with the add to the MAR and PC, respectively. Iy aase, once this is done,
the final step is to store the MBR, which contaims old value of the PC, into
memory. The processor is now ready to begin théinsttuction cycle.
The fetch, indirect, and interrupt cycles are samphd predictable. Each
involves a small, fixed sequence of micro-operaiamd, in each case, the
same micro-operations are repeated each time around

This is not true of the execute cycle. Becaus@®ariety opcodes, there
are a number of different sequences of micro-oeratthat can occur. Let us
consider several hypothetical examples.
First, consider an add instruction:
ADD R1, X

which adds the contents of the location X to regidRl. The following
sequence of micro-operations might occur:

We begin with the IR containing the ADD instructidn the first step, the
address portion of the IR is loaded into the MAReit the referenced memory
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location is read. Finallv. the contents of RI anB8Rlare added by the ALLT.
Again. this
is a simplified example. Additional micro-operatomay be required to extract
the register reference from the IR and perhapstagesthe ALt' inputs or
outputs in some intermediate registers.
Let us look at two more complex examples. A commestruction is incre-
ment and skip if zero:
The content of location X is incremented by |. lietresult is 0, the next
instruction is skipped. A possible sequence of cagperations is
ti: MAR <-- (IR(address))
t;: MBR- F- Memory
t,: MBR <-- (MBR) +
1
t,. Memory <- (MBR)
If ( (MBR) = 0) then (PC F- (PC)
+1)

The new feature introduced here is the conditiactbn. The PC
is incremented if (MBR) = 0. This test and acti@m de implemented
as one micro-operation. Note also that this migeration can be
performed during the same time unit during whiah dipdated value in
MBR is stored back to memory.

It is worth pondering the minimal nature of the wohunit. The control unit
is the engine that runs the entire computer. Isdbes based only on knowing
the instructions to be executed and the naturdefésults of arithmetic and
logical operations (e.g., positive, overflow, etdt)never gets to see the data
being processed or the actual results produced.itArmhtrols everything with

a few control signals to points within the procesasod a few control signals
to the system bus.
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INTERNAL PROCESSOR ORGANIZATION

Figure 15.5 indicates the use of a variety of ghatidns. The complexity of this
type of organization should be clear. More typigatlome sort of internal bus
arrangement, as was suggested in Figure 12.2bevilised.
Using an internal processor bus, Figure 15.5 carehganged as shown in
Figure 15.6. A single internal bus connects the Aabd all processor
registers.
CPU with Internal Bus.

Control _
| oomit

I&d;dress E ° -
lines
b O— =

Data
lines

Pigure 156 CPU with Internal Bus
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Gates and control signals are provided for movement of data onto and off the bus from

each register. Additional control signals control data transferated from the
system (external) bus and the operation of the ALU.

Two new registers, labeled Y and Z, have been admedhe
organization. These are needed for the proper bperaf the ALU. When
an operation involving two operands is performede @an be obtained
from the internal bus, but the other must be ole@iftom another source.
The AC could be used for this purpose, but thistéirthe flexibility of the
system and would not work with a processor withtrpld general-purpose
registers. Register Y provides temporary storagettie other input. The
ALU is a combinatorial circuit (see Chapter 20) lwrio internal storage.
Thus, when control signals activate an ALU functithre input to the ALU
is transformed to the output. Thus, the outpuhefALU cannot be directly
connected to the bus, because this output would k=ek to the input.
Register Z provides temporary output storage. Whik arrangement, an
operation to add a value from memory to the AC wdwve the following
steps:

ti: MAR <-- (IR(address)).t
MBR E- Memory

tz: Y<_ (MBR)

t4: Z f- (AC) +

(Y)ts ACF-(2)

Other organizations are possible, but, in gene@he sort of internal
bus or set of internal buses is used. The usemframn data paths simplifies
the interconnection layout and the control of thecpssor. Another practical
reason for the use of an internal bus is to saseesp
To illustrate some of the concepts introduced tfamsin this chapter, let us
consider the Intel 8085. Its organization is shawfigure 15.7. Several key
components that may not be self-explanatory are:
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Incrementer/decrementer address latchlogic that can add 1 to or subtract
1 from the contents of the stack pointer or progmnter. This saves time
by avoiding the use of the ALU for this purpose.
Interrupt control: This module handles multiple levels of interrupt
signals.
Serial 1/0 control: This module interfaces to devices that communitdie
at a time.

Table 15.2 describes the external signals intocndf the 8085. These
are linked to the external system bus. These sgma the interface between
the 8085 processor and the rest of the system@-itf. 8).
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Tntel 8085 External Signals

Address and Data Signals

High Address (A15-A8)
The high-order 8 bits of a 16-bit address.

Address/Data (AD7-ADO)
The lower-order & bifs of a 16-bit address or 8 bits of data. This multiplexing saves on pins.

Serial Input Data (SID)
A single-bit input to accommeodate devices that transmit serially (one bit at a time).

Serial Output Data (SOD)
A single-bit output te accommodate devices that receive serially.

Timing and Control Signals

CLK (OUT)
~ The system clock. The CLK signal goes to peripheral chips and synchronizes (heir timing.

X1, X2 :
These signals come from 2n external crystal or other device to drive the internal clock generator.

Address Latch Enabled (ALE)

Oceurs during the first clock state of a machine eyele and causes peripheral chips to store the address lines.
This allows the address module (e.g., memory, I/ ) {o recognize that it is being addressed.
Status (50, S1)

Control signals used to indicate whether a read or wrile operation is taking place.

Used to enable either FO or mentory modules for read and write operations.

Read Control (RI))
' Indicates that the selected memory or /0O module is to be read and that the data bus is available for data
transfer.

Write Control (WR) &
" Indicates that data on the data bus is to be written into the selected memory or /O location.

Memory and IO Initiated Symbols

Hold
Requests the CPU to relinquish control and use of the external system bus. The CPU will complete
_ exceution of the instruction preseatly in the IR and then enter a hold state, during which no signals are
inserted by the CPU to the control, address, or data buses. During the hold state, the bus may be used for
DMA operations.

Hold Acknowledge (HOLDA)
This contral unit output signal acknowledges the HOLD signal and indicates that the bus is now
available.

READY

UJsed to synchronize the CPU with stower memeory or I/O devices. When an addressed device asserts
READY. the CPU may proceed with an input (DBIN) or output (WR) operation. Otherwise, the CPU enters
a wail state until the device is ready.

(Continued)
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596 CHAPTER 15/ CONTROL UNIT OPERATION

Table 15.2 Continued

ImermptuRe'Eatéd’ Signals

TRAP _
Restart Interrupts (RST 7.5,6.5,5.5)

Interrupt Request (INTR) . _

. These five lines are used by an external device to interrupt the CPU. The CPU will not honor the request if
it isdn the hold state or if the interrupt is disabled. An interrupt is honored only at the completion of an in-
struction. The irterrupts are in descending order of priority. -

- Interrupt Aciméwledge
~ Acknowledges an interrupt.
CPU Initialization
RESET IN L
Causes the contents of the PC to be set to zero. The CPU resumes execution at location zero.
RESET OUT ..
Acknowledges that the CPU has been reset. The signal can be used to reset the rest of the system.
~Voltage and Ground
vee.
+5-volt pow

s

The control unit is identified as having two compots labeled (1) in
decoder and machine cycle encoding and (2) timmagcantrol. A discuss"C _-
- first component is deferred until the next seactibhe essence of the contthe
timing and control module. This module includeslack and accepts as i
current instruction and some external control dgjiés output consists C--
signals to the other components of the processisr qantrol signals to the :- -
system bus.
The timing of processor operations is synchronibgdthe
clock trolled by the control unit with control sigis. Each
instruction cycle i, into from one to fivenachine cycles; each
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machine cycle is in turn difdlom three to five states. Each state lasts
one clock cycle. During a state. the

son performs one or a set of simultaneous microatipgs as
determine -
control signals.

The number of machine cycles is fixed for a givestruction but one
instruction to another. Machine cycles are defitede equivalent cesses.
Thus, the number of machine cycles for an instonatiepends on
bar of times the processor must communicate witereal devices. For e an
instruction consists of two 8-bit portions, therotmachine, cycles are fetch the
instruction. If that instruction involves a 1-byteemory or 1/0 then a third
machine cycle is required for execution.

X, —]1 40 [J—— Vcc
X, —=[2 39[J«—— HOLD
Reset out <—|3 38— HLDA
S0D —|4 37— CLK (out)
SID —{|5 36[]«—— Resetin
Trap <—|6 35— Ready
RST 7.5 —{|7 34— IO/M
RST 6.5 ~—{8 33}—— S
RST 5.5 —{|9 32[}«—— Vpp
INTR ——[ 10 31— RD
INTA <—|11 30— WR
ADy =—{]12 29[}— Sy
AD| |13 28— As
AD, ——{|14 27— A
ADg <—>{|15 26[— Ay
AD, —{|16 25— Ap
AD;s <—[]17 24— Ay
ADg <~—{]18 23— Ay
AD; <——>{|19 22— A
Vss —|20 21— Ag

[5.5  Intel 8085 Pin Configuration
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Figure 15.9 gives an example of 8085 timing, shgwihe value of
external control signals. Of course, at the sammeetithe control unit
generates internal control signals that controénim&l data transfers. The
diagram shows the instruction cycle for an OUT nmstion. Three machine
cycles (M, M,, Ms) are needed. During the first, the OUT instructisn
fetched. The second machine cycle fetches the ddtalh of the instruction,
which contains the number of the 1/O device setefe output. During the
third cycle, the contents of the AC are written tuthe selected device over
the data bus.

The Address Latch Enabled (ALE) pulse signals thertsof each
machine cycle from the control unit. The ALE pulderts external circuits.
During timing state T of machine cycle M the control unit sets the |IO/M
signal to indicate that this is a memory operatiéiso, the control unit
causes the contents of the PC to be placed on the
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addressed memory module places the contents ofaddeessed memory

vocation on the address/data bus. The controlsaté the Read Control (RD)
signal to indicate a read, but it waits untiltd copy the data from the bus. This
gives the memory module time to put the data onbiie and for the signal

levels to stabilize. The final state, Tis a busidle state during which the

processor decodes the instruction. The remaininchime cycles proceed in a
similar fashion.

Finally, consider a subroutine call instruction. #&s example, consider a
branchand-save-address instruction:
BSA X
The address of the instruction that follows the Bf@étruction is saved in
location X, and execution continues at location X ¥he saved address will
later be uses for return. This is a straightforwgedhnique for providing
subroutine calls. The fo=lowing micro-operationffisa:
t,, MAR E- (IR(address)) MBR ~-
(PC)
t,, PC <-- (IR(address)) Memory <--
(MBR) t3: PC < (PC) + 1|
The address in the PC at the start of the instmuds the address of the
nexinstruction in sequence. This is saved at tliresd designated in the IR.
The lateeaddress is also incremented to providexdideess of the instruction
for the next it - struction cycle.
We have seen that each phase of the instructida cgo be decomposed into a
sequence of elementary micro-operations. In oum@i&, there is one sequence
eac= for the fetch, indirect, and interrupt cyclasd, for the execute cycle,
there is one sequence of micro-operations for epchde.
To complete the picture, we need to tie sequenicesopno-operations to-
gether, and this is done in Figure 15.3. We assamew 2-bit register called
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theinstruction cycle code (ICC). The ICC designates the state of the processor
in terms of which portion of the cycle it is in:

00: Fetch 01: Indirect

10: Execute 11:

Interrupt

At the end of each of the four cycles, the ICCdt appropriately. The
indirect cycle is always followed by the executeley The interrupt cycle is
always followed by the fetch cycle (see Figure L2Fbr both the fetch and
execute cycles, the next cycle depends on thedt#te system.

Thus, the flowchart of Figure 15.3 defines the clatep sequence of
microoperations, depending only on the instrucgequence and the interrupt
pattern. Of course, this is a simplified examplée Tlowchart for an actual
processor would be more complex. In any case, we teached the point in
our discussion in whic?, the operation of the pssoe is defined as the
performance of a sequence of microoperations. \Menoav consider how the
control unit causes this sequence to occur.

of tbp ~~r of the interrupt-processing routine. 3&dwo actions may each be
- single micro-operation. However, because mostcgssors provide
multiple tyr_ and/or levels of interrupts, it make one or more additional
micro-operations obtain the Save Address and thdifRm Address before
they can be transfer the events of any instruatiarle can be described as
a sequence of such micro operations. A simple elamitl be used. In the
remainder of this chapter, we then show how theceph of micro-
operations serves as a guide to the design ofathieat unit.
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THE FETCH CYCLE
We begin by looking at the fetch cycle, which oscat the beginning of
each instruction cycle and causes an instructiorbg¢ofetched from
memory. Four registers are involved:
Memory address register (MAR): Is connected to the address lines of
the system bus. It specifies the address in meruorg read or write
operation.
Memory buffer register (MBR): Is connected to the data lines of the
system bus. It contains the value to be stored emary or the last
value read from memory.
Program counter (PC): Holds the address of the next instruction to be
fetched.
Instruction register (IR): Holds the last instruction fetched.

Let us look at the sequence of events for the fetathe from the
point of view of its effect on the processor regjist An example appears
in Figure 3.1.2. At the beginning of the fetch eycthe address of the
next instruction to be executed is in the programanter (PC); in this
case, the address is 1100100. The first step nsotee that address to the
memory address register (MAR) because this is they @egister
connected to the address lines of the system bus.s€cond step is to
bring in the instruction. The desired address lim MAR) is placed on
the address

MAR MAR 0000001100100
MBR 7 MBR
PC| 0000000001100100 ¢ PC|000000000L100100
IR R
AC AC
(a) Beginning (before t) (b) After first step
MAR | 0000000001100100 MAR | 0000000001100100
MBR | § oo-10.oao<j--n1oovo_am'rgj MBR | 6001000000100000
PC 'feh 00000002100101 PC| 0000000001100101
IR

AC

(c) After second step (d) After third step
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bus, the control unit issues a READ command onctiv@rol bus, and the result
appears on the data bus and is copied into the myelodfer register (MBR). We

also need to increment the PC by the instructiogtleto get ready for the next in-
struction. Because these two actions (read wonah freemory, increment PC) do
not interfere with each other, we can do them diaméously to save time. The
third step is to move the contents of the MBR  itiistruction register (IR). This
frees up the MBR for use during a possible indiogcie.

Thus, the simple fetch cycle actually consistshoé¢ steps and four micro-
operations. Each micro-operation involves the maaminof data into or out of a
register. So long as these movements do not ingevigh one another, several of
them can take place during one step, saving timmb8lically, we can write this
sequence of events as follows:
where | is the instruction length. We need to msdweeral comments about this se-
quence. We assume that a clock is available fongrpurposes and that it emits
regularly spaced clock pulses. Each clock pulsendgfa time unit. Thus, all time
units are of equal duration. Each micro-operatian loe performed within the time
of a single time unit. The notation (t1, t3) tepresents successive time units. In
words, we have

*  First time unit: Move contents of PC to MAR.

. Second time unit:Move contents of memory location specified by M&R

MBR. Increment by | the contents of the PC.

e Third time unit: Move contents of MBR to IR.
Note that the second and third micro-operation$ bake place during the second
time unit. The third micro-operation could have meeouped with the fourth with-
out affecting the fetch operation:
The groupings of micro-operations must follow tvumgle rules:
The proper sequence of events must be followeds AR - (PC)) must precede
(MBR - Memory) because the memory read operatiokenaise of the address in
the MAR.
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Conflicts must be avoided. One should not atteraptetd to and write from the
same register in one time unit, because the reswdtdd be unpredictable. For
example, the micro-operations (MBR Memory) and BRVIBR) should not occur
during the same time unit.

A final point worth noting is that one of the mieoperations involves an
addition. To avoid duplication of circuitry, thisldition could be performed by the
ALU. The use of the ALU may involve additional noeoperations, depending on
the functionality of the ALU and the organizatiointioe processor.

Whereas micro-operations are ignored in that &gtinis discussion shows
the micro-operations needed to perform the subsyai¢he instruction cycle.

Once an instruction is fetched, the next step fetich source operands. Continuing
our simple example, let us assume a one-addressatisn format, with direct and
indirect addressing allowed. If the instruction@pes an indirect address, then an
indirect cycle must precede the execute cycle.

The address field of the instruction is transfetedhe MAR. This is then
used to fetch the address of the operand. Fintily,address field of the IR is
updated from the MBR, so that it now contains adirather than an indirect
address.

The IR is now in the same state as if indirect agsing had not been used, and
it is ready for the execute cycle. We skip thatleyfor a moment, to consider the
interrupt cycle.

At the completion of the execute cycle, a test &lento determine whether any en-
abled interrupts have occurred. If so, the interayele occurs. The nature of this
cycle varies greatly from one machine to anotiwe have

t: MBR <-- (PC)

t,; MAR <-- Save Address PC <-- Routine

Address £ Memory <-- (MBR)

In the first step, the contents of the PC are fearnsd to the MBR, so that they
can be saved for return from the interrupt. Thes MAR is loaded with the
address at which the contents of the PC are t@abeds and the PC is loaded with
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the address of the start of the interrupt-procgsenutine. These two actions may
each be a single micro-operation. However, becauest processors provide
multiple types and/or levels of interrupts, it ntaige one or more additional micro-
operations to obtain the Save Address and the Rodtddress before they can be
transferred to the MAR and PC, respectively. In ease, once this is done, the final
step is to store the MBR, which contains the oldi&af the PC, into memory. The
processor is now ready to begin the next instroctigle.

The fetch, indirect, and interrupt cycles are samghd predictable. Each involves a
small, fixed sequence of micro-operations and, achecase, the same micro-
operations are repeated each time around.

This is not true of the execute cycle. Becausa@f/ariety opcodes, there are a
number of different sequences of micro-operatidvag tan occur. Let us consider
several hypothetical examples.

First, consider an add instruction:
which adds the contents of the location X to regif1. The following sequence of
micro-operations might occur:

t;: MAR <-- (IR(address)),t MBR <--
Memory
t;: R1 ~- (R1) + (MBR)

We begin with the IR containing the ADD instructidn the first step, the ad-
dress portion of the IR is loaded into the MAR. iiltlee referenced memory location
is read. Finally, the contents of R1 and MBR ardealdby the ALU. Again, this is a
simplified example. Additional micro-operations mag required to extract the
register reference from the IR and perhaps to stiageALU inputs or outputs in
some intermediate registers.

Let us look at two more complex examples. A comnmstruction is increment
and skip if zero:

The content of location X is incremented by 1h# result is O, the next instruction
is skipped. A possible sequence of micro-operat®ns
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The new feature introduced here is the conditiacbn. The PC is incremented
if (MBR) = 0. This test and action can be implenaeh&s one micro-operation. Note
also that this micro-operation can be performednduthe same time unit during
which the updated value in MBR is stored back tonowy.

Finally, consider a subroutine call instruction. As example, consider a
branch and-save-address instruction:
BSA X
The address of the instruction that follows the B&#truction is saved in location X,
and execution continues at location X + I. The daaddress will later be used for
return. This is a straightforward technique forvyadong subroutine calls. The fol-
lowing micro-operations suffice:
t1l: MAR <-- (IR(address))
MBR <-- (PC)
t,, PC ~__ (IR(address))
Memory - (MBR)
t3: PC ~_(PC) + 1
The address in the PC at the start of the instmas the address of the next
instruction in sequence. This is saved at the addilesignated in the IR. The latter
address is also incremented to provide the addfetse instruction for the next in-
struction cycle.

THE INSTRUCTION CYCLE
We have seen that each phase of the instructide cgn be decomposed into a se-
guence of elementary micro-operations. In our exentpere is one sequence each
for the fetch, indirect, and interrupt cycles, afw the execute cycle, there is one se-
guence of micro-operations for each opcode.

We assume a new 2-bit register calleditistruction cycle code (ICC). The
ICC designates the state of the processor in tefmgich portion of the cycle it is
in:
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00: Fetch

01: Indirect

10: Execute

11: Interrupt

At the end of each of the four cycles, the ICCasappropriately. The indirect
cycle is always followed by the execute cycle. irtterrupt cycle is always followed
by the fetch cycle. For both the fetch and execytdes, the next cycle depends on
the state of the system.

Thus, the flowchart of Figure 3.1.3 defines the plate sequence of micro
operations, depending only on the instruction segei@nd the interrupt pattern. Of
course, this is a simplified example. The flowcHartan actual processor would be
more complex. In any case, we have reached the ipodrur discussion in which the
operation of the processor is defined as the pmdoce of a sequence of micro
operations. We can now consider how the contrdlaaises this sequence to occur.

11 (interrupt) / ICC" \ 00 (fetch)
10 (execute) ‘ 01 indirect L

Read Fetch
address instruction

Execute
IcC =00 instruction ICC = 10

ICC =10 ICC =01
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3.2 CONTROL OF THE PROCESSOR
As a result of our analysis in the preceding sactize have decomposed the behavior or
functioning of the, processor into elementary op@na, called micro-operations. By
reducing the operation of the processor to its gtamental level, we are able to define
exactly what it is that the control unit must catisehappen. Thus, we can define the
functional requirements for the control unit: those functions that the cohunit must
perform. A definition of these functional requirem is the basis for the design and
implementation of the control unit.

With the information at hand, the following threefs process leads to a char-
acterization of the control unit:

1. Define the basic elements of the processor.
2. Describe the micro-operations that the processdopns.
3. Determine the functions that the control unit mpetform to cause the micro-

operations to be performed.
We have already performed steps 1 and 2. Let usnsuize the results. First, the basic
functional elements of the processor are the fotigw

. ALU

. Registers

. Internal data paths External data
paths

. Control unit

Some thought should convince you that this is i plete list. The ALU is the
functional essence of the computer. Registers aesl U0 store data internal to the
processor. Some registers contain status informatieeded to manage instruction
sequencing (e.g., a program status word). Othermirodata that go to or come from the
ALU, memory, and I/O modules. Internal data paths ased to move data between
registers and between register and ALU. Externt daths link registers to memory and
1/0 modules, often by means of a system bus. Tinkralounit causes operations to
happen within the processor.
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The execution of a program consists of operationslving these processor elements.

As we have seen, these operations consist of aesegquof micro-operations. micro-

operations fall into one of the following categarie

+ Transfer data from one register to another.

* Transfer data from a register to an external iat&f(e.g., system bus).

* Transfer data from an external interface to astegi

* Perform an arithmetic or logic operation, usingistgs for input and output.

All of the micro-operations needed to perform omgtriuction cycle, including all of the

micro-operations to execute every instruction i itstruction set, fall into one of these

categories.

We can now be somewhat more explicit about the wayhich the control unit

functions. The control unit performs two basic &ask

> Sequencing: The control unit causes the processor to stepugfiraa series of
micro-operations in the proper sequence, basebdeoprogram being executed.

> Execution: The control unit causes each micro-operation tpdréormed.

The preceding is a functional description of winat tontrol unit does. The key to
how the control unit operates is the use of cordigmals.
Controls Signals
We have defined the elements that make up the gsocdALU, registers, data paths)
and the micro-operations that are performed. Ferctntrol unit to perform its function,
it must have inputs that allow it to determine #tate of the system and outputs that
allow it to control the behavior of the system. S@are the external specifications of the
control unit. Internally, the control unit must avhe logic required to perform its
sequencing and execution functions. The remainfidhi® section is concerned with the
interaction between the control unit and the odlements of the processor.

57



Controﬂignals
within CPU

Control signals
from control bus

Control bus

Control
unit

Clock —— Conirol signals

to control bus

Figure 3.2.1 is a general model of the controk,ushowing all of its inputs and

outputs. The inputs are

v

Clock: This is how the control unit "keeps time." The wohunit causes one
micro-operation (or a set of simultaneous microrafiens) to be performed for
each clock pulse. This is sometimes referred tthagprocessor cycle time, or the
clock cycle time.

Instruction register: The opcode and addressing mode of the currentiatisin
are used to determine which micro-operations téoparduring the execute cycle.
Flags These are needed by the control unit to deterthieestatus of the processor
and the outcome of previous ALU operations. Fomga, for the increment-and-

skip-if-zero (1SZ) instruction, the control unitivincrement the PC if the zero flag
IS set.

Control signals from control bus: The control bustion of the system bus provides
signals to the control unit.

The outputs are as follows:

v

Control signals within the processor: These aretiypes: those that cause data to
be moved from one register to another, and thoae dhtivate specific ALU
functions.

Control signals to control bus: These are alsowa types: control signals to
memory, and control signals to the I/O modules.
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Three types of control signals are used: thoseatttatate an ALU function, those that
activate a data path, and those that are signaiseoexternal system bus or other external
interface. All of these signals are ultimately @ggbldirectly as binary inputs to individual
logic gates.

Let us consider again the fetch cycle to see haactintrol unit maintains control. The

control unit keeps track of where it is in the rastion cycle. At a given point, it knows

that the fetch cycle is to be performed next. Tire $tep is to transfer the contents of the

PC to the MAR. The control unit does this by adiivg the control signal that opens the

gates between the bits of the PC and the bitscoMAR. The next step is to read a word

from memory into the MBR and increment the PC. €amstrol unit does this by sending

the following control signals simultaneously:

A control signal that opens gates, allowing theteots of the MAR onto the address bus
A memory read control signal on the control bus

A control signal that opens the gates, allowingdbetents of the data bus to be stored in

the MBR

Control signals to logic that add 1 to the conteftthe PC and store the result back to

the PC

Following this, the control unit sends a contrgngll that opens gates between the MBR

and the IR.

This completes the fetch cycle except for one thiflge control unit must decide
whether to perform an indirect cycle or an exeaytde next. To decide this, it examines
the IR to see if an indirect memory reference isiena

The indirect and interrupt cycles work similarlyorRhe execute cycle, the control
unit begins by examining the opcode and, on theslzdghat, decides which sequence of
micro-operations to perform for the execute cycle.

To illustrate the functioning of the control unit us examine a simple example. Figure
3.2.3 illustrates the example. This is a simplecpssor with a single accumulator
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Figure 185  Data Paths and Control Signals

(AC). The data paths between elements are indicated control paths for signals
emanating from the control unit are not shown,thatterminations of control signals are
labeled €and indicated by a circle. The control unit reesiinputs from the clock, the
instruction register, and flags. With eadbck cycle, the control unit reads all of its
inputs and emits a set of control signals. Corgigihals go to three separate destinations:

Data paths: The control unit controls the internal flow of datFor example, on
instruction fetch, the contents of the memory huffegister are transferred to the
instruction register. For each path to be contdplteere is a switch (indicated by a circle
in the figure). A control signal from the contralititemporarily opens the gate to let data
pass.

ALU: The control unit controls the operation of the Alby a set of control signals.
These signals activate various logic circuits aageg within the ALU.

System bus:The control unit sends control signals out onte dontrol lines of the
system bus (e.g., memory READ).
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The control unit must maintain knowledge of wheresiin the instruction cycle. Using

this knowledge, and by reading all of its inputsg ttontrol unit emits a sequence of
control signals that causes micro-operations taodt uses the clock pulses to time the
sequence of events, allowing time between eventssiffnal levels to stabilize. For

simplicity, the data and control paths for incretmenthe PC and for loading the fixed

addresses into the PC and MAR are not shown.

B et -

Active Control
Micro-operations Signals
ti: MAR <« (PC) ' <,
Fetch: 1 MBR < Memory . Cr
: PC— (PC) + 1
ty IR — (MBR) _ G
t: MAR « (1R(Address)) Cyq
Indirect: t: MBR < Memory Gs, Cr
t3: IR(Address) <— (MBR(Address)) c,
t: MBR < (PC) : G,
Tuterrupt: t;: MAR < Save-address
PC < Routinc-address
U5 M;:"mory == (;f;)IBR) Cio, Gy

Cg = Read control signal to system bus.
Cy = Write control signal Lo system bus.

It is worth pondering the minimal nature of the wohunit. The control unit is the
engine that runs the entire computer. It doeskiaged only on knowing the instructions
to be executed and the nature of the results tdimaetic and logical operations (e.g.,
positive, overflow, etc.). It never gets to spe tleda being processed or the actual
results produced. And it controls everything witfeas control signals to points within
the processor and a few control signals to theesy$ius.

Figure 15.5 indicates the use of a variety of qetths. The complexity of this type of

organization should be clear.

Using an internal processor bus, Figure 3.2.2 @arehrranged as shown in Figure 3.2.4

A single internal bus connects the ALU and all gssor registers.
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Gates and control signals are provided for moveroédata onto and off the bus from
each register. Additional control signals contratadtransfer to and from the system
(external) bus and the operation of the ALU.

Two new registers, labeled Y and Z, have been atlélde organization. These
are needed for the proper operation of the ALU. Whe operation involving two
operands is performed, one can be obtained fromntieenal bus, but the other must
be obtained from another source. The AC could bed usr this purpose, but this
limits the flexibility of the system and would nabrk with a processor with multiple
general-purpose registers. Register Y provides tearg storage for the other input.
The ALU is a combinatorial circuit with no internatorage. Thus, when control
signals activate an ALU function, the input to theU is transformed to the output.
Thus, the output of the ALU cannot be directly cected to the bus, because this
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output would feed back to the input. Register Zvptes temporary output storage.
With this arrangement, an operation to add a vélaemm memory to the AC would
have the following steps:

1t MAR <«— (IR (address) )

2 MBR «— Memory

ta: Y «— (MBR)

b: VA — (AC) + (Y)

& AC «— (2)

Other organizations are possible, but, in gena@he sort of internal bus or set
of internal buses is used. The use of common daitaspsimplifies the interconnection
layout and the control of the processor. Anotheacpcal reason for the use of an
internal bus is to save space.

To illustrate some of the concepts introduced tfawsin this unit, let us consider the
Intel 8085. Its organization is shown in Figure.8.2Several key components that may
not be self-explanatory are:

X Incremental decrementer address latchlogic that can add 1 to or subtract 1
from the contents of the stack pointer or prograounter. This saves time by
avoiding the use of the ALU for this purpose.

<o Interrupt control: This module handles multiple levels of interruigingls.

<o Serial UO control: This module interfaces to devices that communidalét at
a time.

Table 15.2 describes the external signals intoaraf the 8085. These are linked
to the external system bus. These signals arentbeface between the 8085 processor

and the rest of the system (Figure 15.8).
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Address and Data Signals

High Address (A15-A8)
“The high-order § bits of a 16-bit address.

Address/Data (AD7-AD0)
The lower-order 8 bits of a 16-bit address or § bits of data. This multiplexing saves on pins.

Serial Input Data (SID)
A single-bit input to accommedate devices that transmit serially (one bit at a time).

Serial Output Data (SOD)
A single-bit output to accommodate devices that receive seriallv.

Timing and Control Signals

CLK (OUT)
. The system clock. The CLK signal goes to peripheral chips and synchronizes their timing.

X1, X2 =

These signals come from an external crystal or other device to drive the internal clock generator.
Address Latch Enabled (ALE)

Oceurs during the first clock state of a machine cycle and causes peripheral chips to store the address lines,
This allows the address module (e.g., memory, 0) {o recognize that it is being addressed.
Statas (50, S1)

Control signals used to indicate whether a read or write operation is taking place.

- 10/M

Used to enable either IO or memory modules for read and write operations.

Read Control (RD)
. Indicates that the selected memory or /0 module is to be read and that the data bus is available for data
transfer. "

Write Control (WR)
Indicates that data on the data b

& is to be written into the selected memory or /O Jocation.

Memory and I/O Initiated Symbols

Hold
Requests the CPU to relinquish control and use of the external system bus. The CPU will complete
 execution of the instruction presently in the IR and then enter a hold state, during which no signals are
- inserted by the CPU to the conlrol, address, or data buses. During the hold state, the bus may be used for
DMA operations.

Held Acknowledge (HOLDA)
This cantral unit output signal acknowledges the HOLD signal and indicates that the bus is now
available.

READY .

Used to synchronize the CPU with slower memory or I/O devices. When an addressed device asserts
READY, the CPU may proceed with an input (DBIN) or output (WR) operation. Otherwise, the CPU enters
a wait state until the device is ready.
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Interrupt-Related Signals

TRAP
Restart Interrupts (RST 7.5,6:5,5.3)

Interrupt Request (INTR)
These five lines are u‘;cdwby an external device to interrupt the CPU. The CPU will not honor the request if
it is in the hold state or if the interruptis disabled. An interrupt is honored only at the completion of an in-
' thcimﬁ The mierrupts are in descending order of priority.

Interrupt Ackmowledge
. Acknowledges an interrupt.
CPU Initialization
RESET IN - -
Causes the contents of the PC to be set to Zero, The CPU resumes execution at location zero.
RESET QUT

Acknowledges that the CPU has been reset. The signal can be used to reset the rest of the system.

- Vtﬂ:tage and Ground

+5-volt power supply

The control unit is identified as having two compots labeled (1) instruction decoder
and machine cycle encoding and (2) timing and obntA discussion of the first
component is deferred until the next section. Téserce of the control unit is the timing
and control module. This module includes a clockl atcepts as inputs the current
instruction and some external control signalsolifput consists of control signals to the
other components of the processor plus controbdsgio the external system bus.

The timing of processor operations is synchronizgdhe clock and controlled by the
control unit with control signals. Each instructioycle is divided into from one to five
machine cycles; each machine cycle is in turn divided ifntom three to fivestates. Each
state lasts one clock cycle. During a state, thecqmsor performs one or a set of
simultaneous micro-operations as determined bgdnérol signals.

The number of machine cycles is fixed for a givestruction but varies from one
instruction to accesses. Thus, the number of maatynles for an instruction depends on t
lie number of times the processor must communieéte external devices. For example, if
an instruction consists of two 8-bit portions, the machine cycles are required to fetch
the instruction. If that instruction involves a §t& memory or I/O operation, then a third
machine cycle is required for execution.
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X —]1 40 [—— Ve
X, —]2 39[J<¢~— HOLD
Reset out <—]3 38—— HLDA
SOD —|4 37— CLK (out)
SID ——|5 36[J«<—— Reset in
Trap ——|6 35[]«—— Ready
RST 7.5 —{|7 34— IO/M
RST 6.5 ~—|8 33— §;
RST 5.5 ——[|9 32[«— Vpp
INTR ——{| 10 31— RD
INTA —]11 30— WR
ADy <—>{] 12 29— S
AD| ~—[] 13 28— Ay;
AD, ~—[]14 27— Ay
AD; ~——[ 15 20— Ays
AD; =—{]16 25— A
AD;5 <—{|17 24— Ay
ADg <] 18 23— Ay
AD; <—1]19 22— A
Vss ——[|20 21— Ag
i

Figure 3.2.7 gives an example of 8085 timing, simpahe value of external
control signals. Of course, at the same time, thbetrol unit generates internal
control signals that control internal data transférhe diagram shows the instruc-
tion cycle for an OUT instruction. Three machineleg (M, Mz, M3) are needed.
During the first, the OUT instruction is fetchedhél second machine cycle fetches
the second half of the instruction, which contaims number of the 1/0O device se-
lected for output. During the third cycle, the camis of the AC are written out to
the selected device over the data bus.
pulse signals the start of each machine cycle fiteencontrol unit. The ALE pulse alerts
external circuits. During timing state ®f machine cycle M the control unit sets the
IO/M signal to indicate that this is a memory opgena Also, the control unit causes the

contents of the PC to be placed on the
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3.3 HARDWIRED CONTROL/ IMPLEMENTATION
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In a hardwired implementation, the control unitessentially a state machine circuit. Its
input logic signals are transformed into a setwutpat logic signals, which are the control
signals.

3.3.1 CONTROL UNIT INPUT

The key inputs are the instruction registers, tloek; flags and control bus signals. In the
case of the flags and control bus signals, eacivichaal bit typically has some meaning
(eg overflow). The other two inputs, however aré¢ dioectly useful to the control unit.
First consider the instruction register. The cdntmit makes use of the opcode and will
perform different actions (issue a different conalbion of control signals) for different
instructions. To simplify the control unit logidydre should be a unique logic input for
each opcode. This function can be performed bycadkr, which takes an encoded input
and produces a single output.

The clock portion of the control unit issues a esentative sequence of pulses. This is
useful for measuring the duration of micro-openagioEssentially the period of the clock
pulses must be long enough to allow the propagadiosignals along data paths and
through processor circuitry. However the controlt lamits different control signals at
different time units within a single instructionatg. Thus, we would like a counter as input
to the control unit with a different control signaing used for T1, T2 and so forth. At the
end of an instruction cycle, the control unit miestd back to the counter to reinitialize it
at T1.
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With these two refinements, the control unit cardbpicted as in Figure 15.10.

To define the hardwired implementation of a controlt, all that remains is to discuss
the internal logic of the control unit that prodsacautput control signals as a function of
its input signals.

Essentially, what must be done is, for each consighal, to derive a Boolean
expression of that signal as a function of the tapiihis is best explained by example.
Let us consider again our simple example illusttate Figure 15.5. We saw in Table
15.1 the micro-operation sequences and controbtsgmeeded to control three of the four
phases of the instruction cycle.

Let us consider a single control signa, This signal causes data to be read from the
external data bus into the MBR. We can see that itsed twice in Table 15.1. Let us
define two new control signals, P and Q, that hheefollowing interpretation:

PQ =00 Fetch Cycle

PQ =0l Indirect Cycle

PQ =10 Execute Cycle

PQ =11 Interrupt Cycle
Then the following Boolean expression defines C5:

C;=PQT,+P.Q.T2

That is, the control signal C5 will be assertedmythe second time unit of both the
fetch and indirect cycles.
This expression is not completes; & also needed during the execute cycle. For our
simple example, let us assume that there are dmigetinstructions that read from
memory: LDA, ADD, and AND. Now we can defing, @s
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Cs +P.Q.FT+P-Q-(LDA +ADD + AND)-T2

This same process could be repeated for every a@lmsignal generated by the
processor. The result would be a set of Boolearagguos that define the behavior of
the control unit and hence of the processor.

To tie everything together, the control unit musntrol the state of the instruction
cycle. As was mentioned, at the end of each subecy{fetch, indirect, execute,
interrupt), the control unit issues a signal thauses the timing generator to
reinitialize and issue TThe control unit must also set the appropriateies of P and
Q to define the next sub cycle to be performed.

The reader should be able to appreciate that inodemn complex processor, the
number of Boolean equations needed to define timrabunit is very large. The task
of implementing a combinatorial circuit that saiesf all of these equations becomes
extremely difficult. The result is that a far simepl approach, known as
microprogramming, is usually used.

3.4 MICRO PROGRAMMED CONTROL

An alternative to a hardwired control unit is a miprogrammed control unit in which the
logic of the control unit is specified by a micreogram. A micro program consist of a
sequence of instructions in a microprogramming Uegg. These are very simple
instruction that specify micro operations.

3.4.1 MICRO INSTRUCTIONS

To implement a control unit as n interconnectiorbasic logic elements is no easy task.
The design must include logic for sequencing thhoumicro-operation for executing
micro- operations, for interpreting opcodes andnfiaking decisions based in ALU flags.

Table 16,1 Machine Instruction Set for Wilkes Example

Order Eftect of Order
An C{Acc) + Cln) to Accy

S . Cldce) — Cln) todce
Hn Cin) to Aecs :

VR C(Accy) X Cln) 10 Ace,where Cln) = 0

. B ClAce,) ton,0to Acc

Un C{Acc) ton

“Ba Cldce) 52" 0 Ace
Ln C(Ace) % 27 to Ace

. IF C(Acc) < 0, transfer control to sy if C(Acc) = 0, ignore (i.e., proceed serially)
In . Read next character on input mechanism into n
On : Send C{n) to output mechanism

Notation: Acc = accumulator

72



relatively inflexible. For example, it is difficutb change the design if one wishes tc add a
new machine instruction.

An alternative, which has been used in many ClS@gssors, is to implement a
microprogrammed control unit.

Consider Table 16.1. In addition to the use of mrdignals, each micro-operation is
described in symbolic notation. This notation loaksspiciously like a programming
language. In fact it is a language, known amieroprogramming language Each line
describes a set of micro-operations occurring ae dime and is known as a
microinstruction. A sequence of instructions is known asiigroprogram, or firmware.
This latter term reflects the fact that a microparg is midway between: hardware and
software. It is easier to design in firmware th@ndware, but it is more difficult to write a
firmware program than a software program.

How can we use the concept of microprogrammingriplement a contra: unit? Consider
that for each micro-operation, all that the contnoit is allowed to do is generate a set of

control signals. Thus, for any micro-operation,beagntrol link: emanating from the control

unit is either on or off. This condition can, ofutse, be represented by a binary digit for
each control line. So we could construct a comtoad in which each bit represents one
control line. Then each micro-operation would bpresented by a different pattern of 1s
and Os in the control word.

Suppose we string together a sequence of contradsmo represent the sequence of
micro-operations performed by the control unit. tyexe must recognizz that the sequence
of micro-operations is not fixed. Sometimes we hawendireccycle; sometimes we do not.
So let us put our control words in a memory, waleleword having a unique address. Now
add an address field to each control word,

| S )

I— Microinstruction address
Jump condition
—Unconditional

—Zero

—Overflow

—Indirect bit

System bus control signals
Internal CPU control signals

(a) Horizontal microinstruction

EEGisL . B |
[

Microinstruction address
Jump condition

} Function codes

(b) Vertical microinstruction

Figure 16,1 Typical Microinstruction Formats



indicating the location of the next control wordlde executed if a certain condition is true

(e.g., the indirect bit in a memory-reference stion is 1). Also, add a few bits to specify

the condition.

The result is known as a horizontal microinstructian example of which is shown in
Figure 3.4.1a The format of the microinstructiorcontrol word is as follows. There is one
bit for each internal processor control line anck doit for each system bus control line
There is a condition field indicating the conditiander which there should be a’ branch,
and there is a field with the address of the migwiction to be executed next when a
branch is taken. Such a microinstruction is intetga as follows:

. To execute this microinstruction, turn on all thentol lines indicated by a 1 bit;
leave off all control lines indicated by a O bihélresulting control signals will cause
one or more micro-operations to be performed.

. If the condition indicated by the condition bits false, execute the next microin-
struction in sequence.

. If the condition indicated by the condition bitstige, the next microinstruction to be
executed is indicated in the address field.

Figure 3.4.1b shows how these control words or emestructions could be arranged
in a control memory. The microinstructions in eaghtine are to be executed sequentially.
Each routine ends with a branch or jump instrucirahcating where to go next. There is a
special execute cycle routine whose only purposto isignify that one of the machine
instruction routines (AND, ADD, and so on) is to bgecuted next, depending on the
current opcode.
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2 Organization of Control Memory
b

The control memory of Figure 16.2 is a concise detson of the complete operation of the
control unit. It defines the sequence of micro-afiens to be performed during each cycle
(fetch, indirect, execute, interrupt), and it sfiesithe sequencing of these cycles. If nothing
else, this notation would be a useful device farumheenting the functioning of a control unit
for a particular computer. But it is more than thatis also a way of implementing the
control unit.

The control memory of Figure 3.4.1b contains a moygthat describes the behavior of the
control unit. It follows that we could implementetitontrol unit by simply executing that
program.

Figure 3.4.1b shows the key elements of such aremgntation. The set of mi-
croinstructions is stored in trentrol memory. The control address register contains the
address of the next microinstruction to be readelVa microinstruction is read from the
control memory, it is transferred to a control leuffegisterthe left-hand portion of that
register (see Figure 3.4.1b) connects to the cldimes emanating
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from the control unit. Thug,eading a microinstruction from the control memory is the
same asexecuting that microinstruction. The third element shown e tfigure is a
sequencing unit that loads the control addresstegand issues a read command.

Let us examine this structure in greater detaitjggscted in Figure 3.4.1d Compar-
ing this with Figure 3.4.1d we see that the cdnirut still has the same inputs (IR, ALU
flags, clock) and outputs (control signals). Thatoal unit functions as follows:

1. To execute an instruction, the sequencing logit iseues a READ command to the
control memory.

2. The word whose address is _,Specified in the obanidress register is read into
the control buffer register.

3. The content of the control buffer register geresatontrol signals and next address
information for the sequencing logic unit.

4. The sequencing logic unit loads a new address tiocontrol address register
based on the next-address information from therobhuffer register and the ALU
flags.

All this happens during one clock pulse.

The last step just listed needs elaboration. Atcibreclusion of each microin-
struction, the sequencing logic unit loads a nedresk into the control address
register. Depending on the value of the ALU flagsl éhe control buffer register,
one of three decisions is made:

Depending on the value of the ALU flags and thetwrbuffer register, one of three
decisions is made:

* Get the next instruction: Add 1 to the control atdrregister.
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e Jump to a new routine based on a jump microinstmct.oad the address field of the
control buffer register into the control addresgster.

* Jump to a machine instruction routine: Load thetrmdraddress register based on the
opcode in the IR.

\ Instraction register \,

\

Control

unit Decoder

rCcmtroI address register |

ALU
flags Sequencing

clock ——{ logic

Read

Control
memory

Control buffer register

Next address control |
{ Decoder
|

Control signals  Control signals
within CPU to system bus

Figure 3.4.1d shows two modules labetiedoder. The upper decoder translates the opcode
of the IR into a control memory address. The lowecoder is not used for horizontal
microinstructions but is used for vertical micrdmstions (Figure 16.1b). As was
mentioned, in a horizontal microinstruction evettyitnthe control' field attaches to a control
line. In a vertical microinstruction, a code isdier each action to be performed [e.g., MAR
F- (PC)], and the decoder translates this codeimnttividual control signals. The advantage
of vertical microinstructions is that they are maempact (fewer bits) than horizontal
microinstructions, at the expense of a small agigiti amount of logic and time delay.

3.4.2 ADVANTAGES AND DISADVANTAGES

The principal advantage of the use of micro-programg to implement a control unit is
that it simplifies the design of the control uriitus it is both cheaper and less error prone
to implement. A hard wired control unit must contaiomplex logic for sequencing
through the many micro-operation s of the instargi cycle. On the other hand the
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decoders and sequencing logic unit of a micro @nogned control unit are very simple
pieces of logic.

The principal disadvantage of a micro programmaead iarthat it will be somewhat slower
than a hardwired unit of comparable technology.desthis, microprogramming is the
dominant technique for implementing control unitspure CISC architecture due to its
ease of implementation. RISC processors with teianpler instruction format, typically
use hardwired control units

The two basic task performed by a micro programouwedrol unit arer as follows:

- Micro instruction sequencing: Get the next consmnals needed to execute the
micro instruction. In designing a control unit, sketasks must be considered together
because both affect the format of the micro ingibacand the timing of the control unit.

4.0 CONCLUSION

Micro- operations are the functional or atomic @pens of a processor. The concepts of
micro- operation serve as a guide to the desigheotontrol unit.

5.0 SUMMARY

In each instruction cycle is made up of a set afraibperations that generates control
signals. Execution is accomplished by the effedheke control signals, emanating for the
control unit to the ALU registers and system inbencection structure. Finally an approach
to the implements of the control unit referred $chard wired implementation is presented.
Furthermore, the concept of micro- operations ldadm elegant and powerful approach to
control unit implementation, known as micro prograimg. Besides each instruction in the
machine language of the processor is translatedairsequence of lower- level control unit
instruction referred to as micro instructions ane process of translation is referred to as
micro programming.

6.0 TUTOR- MARKED ASSIGNMENT

1. What is the relationship between instructions amfaoperations?

2. Briefly what is meant by a hard wired implementatad a control unit.

3. What are the basic tasks performed by a micro pragred control unit?

4, What is the difference between a hard wired implaiatgon and a micro
programmed implementation of a control unit?

7.0 REFERENCES/FURTHER READING

Carter J. Microprocessor Architecture and Micropamgming — Upper saddle River N. J
Prentice HALL, 1996
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Module 3 PARALLEL ORGANIZATION

UNIT 1: Multiple processor organization

UNIT 2: Symmetric Multiprocessor

UNIT 3: Multithreading and chip multi processors
UNIT 4: Vector computation

Unit 1: Multiple processor organization
1.0 Introduction

2.0 Objectives

3.0 Main content

3.1 Types of parallel processor system
3.2 Parallel Organization

4.0 Conclusion

5.0 Summary

6.0 Tutor marked assignment

7.0 References/further reading

1.0 INTRODUCTION

At the micro- operation level multiple control sajs are generated at the same time.
Instruction pipelining, at least to the extent @kedapping fetch and execute operations,
has been around for a long time. Both of theseearmples of performing functions in
parallel. This approach is taken further with supealar organization, which exploits
instruction- level parallelism. With a super scalaachine, there are multiple instructions
for the same program in parallel. As computer tetdgy has evolved and as the cost of
computer hard ware has dropped computer designave lBought more and more
opportunities for parallelism usually to enhancégrenance and in some cases to increase
availability.

2.0 OBJECTIVES

At the end of the unit you should be able to

- Understand the traditional way to increase systerfopmance.

- Explain and discuss symmetric multi processor (S\MiIRsl clusters

- Explain and discuss chip multiprocessing and ntnieaded processor.

3.1 TYPES OF PARALLEL PROCESSOR SYSTEM
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A taxonomy first introduced by Flynn is still tmeost common way of categorizing

system with parallel processing capability. He msgd the following categories of
computer systems:

Single instruction, single data (SISD) stream:A single processor executes a
single instruction stream to operate on data stomeda single memory.
Uniprocessors fall into this category.

Single instruction, multiple data (SIMD) stream: A single machine instruction
controls the simultaneous execution of a numbguro€essing elements on a lock
step basis. Each processing element has assodatadmemory so that each
instruction is executed on a different set of datahe different processors. Vector
and array processors fall into this category

Multiple instruction, single data (MISD) stream: A sequence of data is
transmitted to a set of processors, each of whidcwges a different instruction
sequence. This structure is not commercially imgleted.

Multiple instructions, multiple data (MIMD) stream: A sequence of data
transmitted to a set of processors, each of whigdcwges a different instruction
sequence. This structure is none commercially implged.

Multiple instructions, multiple data (MIMD) stream: A set of processors
simultaneously execute different instruction se@esron different data sets. SMPs,
clusters and NUMA systems fit into this category.

With the MMD organization, the processors are galrgurpose; each is able to
process all of the instruction necessary to perfotine appropriate data
transformation. MIMDs can be further sub divided thye means in which the
processors communicate (Figure 3. 1. 1) if the ggsors have a common memory,
then each processor accesses programs and daa stdhe shared memory and
processors.

4.0 CONCLUSION

A traditional way to incrust system performancadsuse multiple processors that

can execute in parallel to support a given workdlodhe two most common multiple
processor organizations are symmetric multi pramss{SMPs) and clusters. More
recently, non uniform memory access (NUMA) systeinave been introduced
commercially.
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5.0 SUMMARY

In a parallel organization, multiple processingtsintooperate to execute applications
whereas a superscalar process exploits opportsifitigparallel execution at the instruction
level, a parallels processing organization looksagrosser level of parallelism one that
enables work to be done in parallel and coopergtive multiple processors

6.0 TUTOR- MARKED ASSIGNMENT
1. List and briefly define types of parallel pessor system.
2. List the two most common multiple processoraoigations

7.0 REFERENCES/FURTHER READING
Catanzaro B. Multi processor system Architectu@uktain View CA, Sun sift pres
1994

UNIT 2: SYMMETRIC MULTI PROCESSOR

1.0 Introduction

2.0 Objectives

3.0 Main content

3.1 Organizations

3.2 Multi processor operating system design considamati
3.3 A main frame SMP

4.0 Conclusion

5.0 Summary

6.0 Tutor marked assignment

7.0 References/further

1.0 Introduction

Virtually all single user personal computers andstmnwork stations contained a single
generate purpose micro processors. As demand ffmrpg@nce increases and is the cost of
microprocessors continues to drop. Vendors hawedoted system with and SMP
organization.

2.0 Objectives
At the end of this unit you should be able to
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- Understand the organization of a multi processetesy
- Explain the character of an SMP as a standalong@utansystem.

3.1 Organization
This depicts in general terms the organization ofudtiprocessor system. There are two or

more processors. Each processor is self-containeldding a control unit, ALU, registers,
and, typically, one or more levels of cache. Eadtgssor
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/0
|
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network | .
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Main memory
Processor Processor C e Processor
L1 cache L1 cache L1 cache |
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has access to a shared in pin memory and the IX@edethrough some form of in-
terconnection mechanism. The processors can coroatanwith each other through
memory (messages and status information left inngom data areas). It may also be
possible for processors to exchange signals ditettle memory is often organized so that
multiple simultaneous accesses to separate bloEkmemory are possible. In some
configurations, each processor may also have itsmpwate main memory and 1/O channels
in addition to the shared resources.

The most common organization for personal compuwenskstations, and servers is the
time-shared bus. The time-shared bus is the simptechanism for constructing a
multiprocessor system (Figure 3.1.2). The structumé interfaces are basically the same as
for a single-processor system that uses a buscarteection. The bus consists of control,
address, and data lines. To facilitate DMA trarssfeom 1/O processors, the following
features are provided:

- Addressing: It must be possible to distinguish modules onlihe to determine the
source and destination of data.

- Arbitration: Any I/Q module can temporarily function as “ma%t# mechanism
is provided to arbitrate competing requests forduargrol, using some sort of priority
scheme.

- Time — sharing: When one module is controlling the bus other meslalre locked
out and must if necessary, suspend operation bunsilaccess is achieved. These
uniprocessor features are directly usable in an $kgBnization. In this latter case,
there are now multiple processors as well as nialtii® processors all attempting
to gain access to one or more memory modules @atis. The bus organization
has several attractive features:

- Simplicity: This is the simplest approach to multi processgganization. The
physical feature interface and the addressingiratinin and time sharing logic of
each processor remain the same as in a singlegs@cgystem.

- Flexibility: It is generally easy to expand the system by atirg more processors
to the bus.

- Reliability: The bus is essentially a passive medium, andaihed of any attached
device should not cause failure of the whole system
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The main draw back to the bus organization is parémce. All memory references pass
through the common bus. Thus the bus cycle timédithe speed of the system. To
improve performance, it is desirable to equip eatessor with a cache memory.
This should reduce the number of bus a access ticatha Typically work station
and PC SMPs have two levels of cache, with thealche internal (same chip as the
processor) and the L2 cache either internal oreatesome processors now employ
a L3 cache as well. The use of cache containsdat®s some new designs
considerations. Because each local cache contaimage of a portion of memory
if a word is altered in one cache, it could conably invalidate a word in another
cache. To prevent this other processessor muskdredathat an update has taken
place. This problem is known as the cache coherg@noblem and is typically
addressed in hardware rather than by the opersyistgm.

3.2 MULTIPROCESSOR OPERATING DESIGN CONSIDERATIONS

An SMP operating system manages processor and athgyuter resources so that the user
perceives a single operating system controllingesygscontrolling system resources. In fact
such a configuration should appear as a singleegsmr multi programming system. In
both the SMP and uniprocesssor cases, multiple gphrocesses may be active at one
time and it is the responsibility of the operatsygtem to schedule their expiation and to
allocate resources. A user may construct applicatiat use multiple jobs or process may
be active at one time, and it is the responsibditghe operating system to schedule their
execution and to allocate resources. A user magtogt application that use multiple
processes or multiple threads within processes owithregard to whether a simple
processor or multiple processor will be availafileus a multi processor operating system
must provide all the functionality of a multi pr@gnming system plus additional features
to accord ate multiple processor. Among the keygieissues:

- Simultaneous concurrent processes:Operating system routines need to be
reentrant to allow several processor to executects®e is code simultaneously. With
multiple processors executing the same or diffepants of the operating system, operating
system tables and management structures must begethproperly to avoid dead lock or
invalid operations.

- Scheduling: Any processor may perform scheduling, so confiittst be avoided.
The scheduler must assign ready processes to lalegieocessors.
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- Synchronization: With multiple active processes having potentiatesmses to
shared address spaces or shared I/O resourcesiastebe taken to provide effective.
Synchronization is a facility that enforces muteratiusion and event ordering.

- Memory management:Memory management on a multi processor must dehal w
all of the issues found on unit processor machilreaddition the operating system needs
to exploit the available hardware parallelism, sashmulti ported memories, to achieve the
best performance. The paging mechanism on diffeq@micessors shares a page
replacement.

- Reliability and fault tolerance: The operating system should provide graceful
degradation influence of processor failure. Theedclter and other portions of the
operating system must recognize the loss of a psaceand restructure management tables
accordingly.

3.2A MAIN FRAME SMP
Most pc and work station smps use a bus interatiumestrategy as depicted
in figure 3.1.1. It is instructive to look at arteahative approach, which is used
for ga recent implementation of the IBM series mfaame family of systems
spans a range from a uniprocessor with one mainanecard to a high- end
system with 48 processors and 8 memory cards. Byeckmponents of the
configuration are shown in figure 3.3.2
- Dual: core processor chip: Each processor chip includes identical central
processor, in which most of the instructions aredhaired and the rest are executed by
vertical micro code. Each CP includes 9256- KBLn4dtiuction cache and a 256- KB data
cache.
- L2 cache: Each L2 caches are arranged in clusters of fivith wach cluster
supporting eight processor chips and providing s€te the entire main memory space.
- System control element (SCE The SCE arbitrates system communication and has
a central role in maintaining cache coherence.
- Main store control (MSC): The MSCs interconnect the L2 caches and the main
memory.
- Memory card: Each card holds 32 GB of memory. The maximum coaméble
memory consists of 8 memory cards for a total @& &8B. Memory cards interconnect to
the MSC via synchronous memory interfaces (SMIs)
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- Memory has adapter (MBA): The MBA provides an interface to various types of
I/O channels. Traffic to/from the channels goesdiy to the L2 cache.

- The microprocessor in the 2990 is relatively uncamntompared with other
modern processors because although. It is suparsitaéxecutes instructions in strict
architectural order

’,4 "‘7
4!'//‘ SCE

MBA N Y “‘r
N

Multichip
ceramic
; module

b

Memory card Memory c;arﬁ

M

4.0 CONCLUSION

The term SMP refers to a computer hardware awthite and also to the operating
system behaviour that reflects that architectutecan be defined as a stands alone
computer system with the following characteristics.
1. There are two or more similar processors of conipareapability.
2. These processors share the same main memory andfabilities and are
interconnected by a bus or other internal conneaheme such that memory aces time is
approximately the same for each process.
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3. All processors share access to I/O devices eitherugh the same channels or
through different channels that provide paths todame device.

4, All process can perform the same function (henegdhm symmetric).

5. The system is controlled by an integrated operatygiem that provide interaction
between processors and their programs at the gidfita and data element levels.

Points 1 to 4 should be self-explanatory. Pointlistrates one of the contrasts with a
loosely coupled multiprocessing system, such daser. In the latter, the physical unit of
interaction is usually a message or complete filean SNIP, individual data elements can
constitute the level of interaction, and there bana high degree of cooperation between
processes.

The operating system of an SMP schedules processdhreads across all of the
processors. An SMP organization has a number eintiat advantages over a uniprocessor
organization.

5.0SUMMARY

- Availability: In a symmetric multiprocessor, because all praressan perform the same
functions, the failure of a single processor dagshalt the machine. Instead, the system can
continue to function at reduced performance.

- Incremental growth: A user can enhance the performance of a systeradbding an
additional processor.

- Scaling: Vendors can offer a range of products with différerice and performance
characteristics based on the number of proceseafgared in the system.

It is important to note that these are potentather than guaranteed, benefits. The operating
system must provide tools and functions to expii@tparallelism in an SMP system.

An attractive feature of an SMP is that the existeaf multiple processors is transparent to
the user. The operating system takes care of sthgai threads or processes on individual
processors and of synchronization among processors.

6.0 TUTOR MARKED ASSIGNMENT

1. What are some of the potential advantages &\4R compared with a uniprocessor?
2. What are the chief characteristics of an SMP?

3. What are some of key operating system desigessor an SMP?
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1.0 INTRODUCTION

The most important measure of performance for ags®or is the rate at which it executes
instructions. This can be expressed as MIPS=zdta& IPC wheref is the processor clock
frequency, in MHz, and IPC (instructions per cyatejhe average number of instructions
executed per cycle. Accordingly, designers haveyrda the goal of increased performance
on two fronts: increasing clock frequency and iasieg the number of instructions
executed or, more properly, the number of instamgtithat complete during a processor
cycle.

An alternative approach, which allows for a highgide of instruction-level parallelism
without increasing circuit complexity or power cangption, is called multithreading. In
essence, the instruction stream is divided intesswsmaller streams, known as threads,
such that the threads can be executed in parallel.
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The variety of specific multithreading designs,liisl in both commercial systems and
experimental systems, is vast.

2.00BJECTIVES
At the end of this unit you should be able to:
» Explain multi threading and chip multi processor.
» Discuss implicit and explicit multi threading.
* Understand the four principal approaches to muédatding.

3.1 IMPLICIT AND EXPLICIT MULTITHREADING

The concept of thread used in discussing mulgdatrprocessors may not be the
same as the concept of software threads in a pragrammed operating system. It will be
useful to define terms briefly:

- Process: An instance of a progam running on a ctanpA process embodies two

key characteristics.
- Resource ownership:A process includes a virtual address space to tlw@dprocess
image; the process image is the collections of panog data, stand attributes that define the
process. From time to time, a process may allooaérol or ownership of resources, such
as main memory, 1/0 channels, I/O devices, and.file
- Scheduling/execution: The execution of a process follows an executioacéy
through one or more programs. This execution maynteleaved with that of other
processes. Thus, a process has an execution Ratifg, Ready, etc.) and a
dispatching priority and is the entity that is sthied and dispatched by the operating
system.

Process switch An operation that switches the processor from proeess to another,
by saving all the process control data, registansl, other information for the first and
replacing them with the process information for skeeond.

Thread: A dispatch able unit of work within a processintludes a processor context
(which includes the program counter and stack pojrénd its own data area for a stack (to
enable subroutine branching). A thread executesesglly and is interruptible so that the
processor can turn to another thread.
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Thread switch: The act of switching processor control from onedld to another within
the same process. Typically, this type of switchmigch less costly than a process switch.

Thus, a thread is concerned with scheduling andugi®, whereas a process is concerned
with both scheduling/execution and resource owngrshhe multiple threads within a
process share the same resources. This is wheadtlswitch is much less time consuming
than a process switch. Traditional operating systesauch as earlier versions of UNIX, did
not support threads. Most modern operating systamsh as Linux, other versions of
UNIX, and Windows, do support thread. A distinctisrmade between user-level threads,
which are visible to the application program, aredniel-level threads, which are visible
only to the operating system. Both of these mayeberred to as explicit threads, defined
in software.

All of the commercial processors and most of thgeexnental processors so far have used
explicit multithreading. These systems concurremkecute instructions from different
explicit threads, either by interleaving instruaso from different threads on shared
pipelines or by parallel execution on parallel fiipes. Implicit multithreading refers to the
concurrent execution of multiple threads extradteth a single sequential program. These
implicit threads may be defined either statically the compiler or dynamically by the
hardware.

3.2 APPROACHES TO EXPLICIT MULTI THREADING

At minimum, a multithreaded processor must proadeeparate program counter for each
thread of execution to be executed concurrentlhg désigns differ in the amount and type
of additional hardware used to support concurrergad execution. In general, instruction
fetching takes place on a thread basis. The procéssats each thread separately and may
use a number of techniques for optimizing singledld execution, including branch
prediction, register renaming, and superscalamigcles. What is achieved is thread-level
parallelism, which may provide for greatly improvgerformance when married to
instruction-level parallelism. Broadly speakingett are four principal approaches to
multithreading:

Interleaved multithreading: This is also known as fine-grained multithreadifighe
processor deals with two or more thread contexts tahe, switching from one thread to
another at each clock cycle. If a thread is blodkechuse of data dependencies or memory
latencies. that thread is skipped and a readydhseexecuted.
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Blocked multithreading: This is also known as coarse-grained multithregadimfhe
instructions of a thread are executed successivdli/an event occurs that may cause delay,
such as a cache miss. This event induces a swota@mather thread. This approach is
effective on an in-order processor that would gtad pipeline for a delay event such as a
cache miss.

v' Simultaneous multithreading (SMT): Instructions are simultaneously issued from
multiple threads to the execution units of a supses processor. This combines the
wide superscalar instruction issue capability whign use of multiple thread contexts.

v Chip multiprocessing: In this case, the entire processor is replicated single chip
and each processor handles separate threads. Vaetage of this approach is that
the available logic area on a chip is used effetiwithout depending on ever-
increasing complexity in pipeline design. Thisaferred to as multicore;

For the first two approaches, instructions fromfedént threads are not executed
simultaneously. Instead, the processor is ablepally switch from one thread to another,
using a different set of registers and other cdnteformation. This results in a better
utilization of the processor's execution resour@ed avoids a large penalty due to cache
misses and other latency events. The SMT approacives true simultaneous execution of
instructions from different threads, using repkcht execution resources. Chip
multiprocessing also enables simultaneous execafiorstructions from different threads.

. Single-threaded scalar:This is the simple pipeline found in traditionadRd CISC
machines, with no multithreading.

. Interleaved multithreaded scalar. This is the easiest multithreading approach to
implement. By switching from one thread to anotiteeach clock cycle. The pipeline
stages can be kept fully occupied, or close tqg fadlcupied. The hardware must be
capable of switching from one thread context talagobetween cycles.

3.3 EXAMPLE SYSTEMS

Symmetric multi threading. This is the processas b super scalar architecture and
can issue instructions from one or both threagmmallel. At the end of the pipeline, separate
thread resources are needed to commit the inginscti

4.0 CONCLUSION

A multi cone computer also known as a chip mulbgessor, combines two ormore
processor (called cores) on a single pice of sili¢called adie). Another organizational
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design decision in a multi core will be superscalawill implement simultaneous multi
threading (SMI)

5.0 SUMMARY

An related design scheme is to replicate someeottimponents of a single processor so that
the processor con execute multiple threads condlyrehus is known as a multi thread
processor. When more than one processor are imptethen a single chip the configuration
is referred to as chip multi processing.

6.0 TUTOR MARKED ASSIGNMENT

1. Explain multi threading

2. List and briefly explain four principal approashto multi threading

7.0 References/ further reading
Ungerere, T. Rubic B and sile J” Multi threadedgassors the computer journal No 3 2002
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1.0 INTRODUCTION

Although the performance of mainframe general-psepoomputers continues to improve
relentlessly, there continue to be applications éina beyond the reach of the contemporary
mainframe. There is a need for computers to solathematical problems of physical
processes, such as occur in disciplines includemdynamics, seismology, meteorology,
and atomic, nuclear, and plasma physics.

2.0 OBJECTIVES
At the end of this unit, you should be able to
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- Understand that super computers are optimizeddorov computation.
- Explain the contrast between main frame and supmpaters as it relates to vectors
computation.

4.0 CONCLUSION

Supercomputers were developed to handle these tffppsoblems. These machines are
typically capable of billions of floating-point ofaions per second. In contrast to
mainframes, which are designed for multiprogramnaing intensive 1/O. the supercomputer
is optimized for the type of numerical calculatimst described. The supercomputer has
limited use and, because of its price tag, a lidnierket.

5.0 SUMMARY

Comparatively few of these machines are operationaktly at research centers and some
government agencies with scientific or engineerfogctions. As with other areas of
computer technology, there is a constant demandhdeease the performance of the
supercomputer. Thus, the technology and performahdbe supercomputer continues to
evolve.

There is another type of system that has beenmsEs$itp address the need to vector
computation, referred to as the array procesatihough a supercomputer optimized for
vector computation, it is a general-purpose compuetgable of handling scalar processing
and general data processing tasks. Array procedsor®t include scalar processing; they
are configured as peripheral devices by both mainér and minicomputer users to run the
vectorized portions of programs.

3.2 IBM 3090 VECTOR FACILITY

A good example of a pipelined ALU organization Y&ctor processing is the vector facility
developed for the IBM 370 architecture and impleteeénon the high-end 3090 series
[PADES88, TUCKS87]. This facility is an optional aduf to the basic system but is highly
integrated with it. It resembles vector facilitisind on supercomputers, such as the Cray
family.

The IBM facility makes use of a number of vectagiséers. Each register is actually a
bank of scalar registers. To compute the vector umA + B, the vectors A and B are
loaded into two vector registers. The data fronsehregisters are passed through the ALU as
fast as possible, and the results are storedhimdavtector register. The computation overlap,
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and the loading of the input data into the regsstera block, results in a significant speeding
up over an ordinary ALU operation.
The IBM vector architecture, and similar pipelinegctor ALUs. provides
increased performance over loops of scalar aritierrestructions in three ways:
The fixed and predetermined structure of vectomla dagrmits housekeeping instructions
inside the loop to be replaced by faster interhaiqware or microcode) machine operations.
Data-access and arithmetic operations on sevecakssive vector elements can proceed
concurrently by overlapping such operations in pelmed design_ or by performing
multiple-element operations in parallel.
The use of vector registers for intermediate resaubids additional storage reference.
Figure 3.2.1 shows the general organization ofvieor facility. Although the vector
facility is seen to be a physically separate addebthe processor, its architecture is an
extension of the System/370 architecture and ispatitie with it. The vector facility is
integrated into the System J370 architecture iridhewing ways:
- Existing System/370 instructions are used forcdla operations.
- Arithmetic operations on individual vector elemepteduce exactly the sale
result as do corresponding System/370 scalar oigins. For example, or__
design decision concerned the definition of theultem a floating-point
DIVIDE operation. Should the result be exact, as ifor scalar floating-
point, division, or should an approximation be aka that would permit
higher speed implementation but could sometimesdate an error in one
or mare low-order bit positions? The decision waslento uphold complete
compatibility with the System/370 architecture k¢ texpense of a minor
performance degradation.
- Vector instructions are interruptible, and theieextion can be resumed for
the point of interruption after appropriate actlms been taken, in a manne-
compatible with the System/370 program-interrupsoheme.
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- Arithmetic exceptions are the same as, or extessainexceptions for the scalar
arithmetic instructions of the System/370, and simiix-up routines can be used.
To accommodate this, a vector interruption indexensployed that indicates the
location in a vector register that is affected byexception (e.g., overflow). Thus,
when execution of the vector instruction resumés, proper place in a vector
register is accessed.
- Vector data reside in virtual storage, with pageltéabeing handled in a
standard manner.
- This level of integration provides a number of HaseExisting operating
systems can support the vector facility with mirextensions. Existing
application programs, language compilers, and osaéfware can be run
unchanged. Software that could take advantageeo¥eitor facility can be
modified as desired.
A key issue in the design of a vector facilityvbether operands are located in
registers or memory. The IBM organization is reddrto agegister to register,
because the vector operands, both input and owtpathe staged in vector registers.
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Operation Cycles Operation Cycles
AR(I) * BR(J) = T1(I) 3 AR - VI 1
AID = BII) — T2() 3 BR() —- V2D 1
T1() — T2(J) — CRQ) 3 VIU)* V2D — VAT 1
AR * B — T3 g AI(D) — VA 1
AI(J) * BR(I) — T4(D) 3 BI(J) — V5() %
T3() + T4(J) — CIJ) Va(J) # V5(J) — V6() q
V3(I) — V6(I) = V() i
TOTAL 18 V7d) — CR(J)) 1
V1) *V5(1) — V8D 1
(a) Storage to storage VAT *V2(T) — Vo) 1
V8(J) + VoI —= VO 1
Operation Cycles vod) - CI(h
AR(J) - V() 1 TOTAL 12
X;((j? ~BRD : gggg } (b) Register to register
V3 * BI() — V4 1 . —
V2(J) — VA() — V5() % Operation Cycles
V5(D) —» CR(J) .
VIJ) *BIJ) — V6 } S = Vi) 1
V4(J) * BR(U) — V() Y1d)y* BRUJ) =¥ V2l .
1 1
V6() + V() — V8({) i) =# ¥l 7
V&) - CI() 1 V2(I) — V3(J) * BI(J) - V2(J) -
V2(I) - CR(I) -
VI * BIJ) - V4(J)
TOTAL 10 V4 + V3(J) * BRA) = V5()
(c) Storage to register V) — CIJ)
Vi = Vector registers TOTAL 8
AR, BR, Al BI = Operands in memory
Ti = Temporary locations in memory. (d) Compound instruction
iy

This approach is also used on the Cray supercompitealternative approach, used on
Control Data machines, is to obtain operands dyeftom memory. The main
disadvantage of the use of vector registers is tti@tprogrammer or compiler must take
them into account for good performance. For exanguppose that the length of the vector
registers is K and the length of the a minor penfamce, vectors to be processedlis K.

In this case, a vector loop must be performedyhich the operation is performed on K
elements at a time and the loop is repe&tddtimes. The main advantage of the vector
register approach is that the can be resumed frmemation is decoupled from slower main
memory and instead takes place primarily taken, mmarine with registers.

The speedup that can be achieved using registelsnmnstrated in F17.20. The
FORTRAN routine multiplies vector A by vector B psoduce C, where each vector
has a real part (AR, BR, CR) and an imaginary gArt Cl). The 3090 can perform
one main-storage access per processor, or clotiieferead or write); has registers
that can sustain two accesses for reading one fiting per cycle; and produces one
result per cycle in its arithmetic. Let us assuime @ise of instructions that can specify
two source operands resuRart a of the figure shows that, with memory-to-rnoeyn
instructions iteration of the computation 'requieetotal of 18 cycles.
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register architecture (part b), this time is redlt® 12 cycles. Of course, with register-to-
register operation, the vector quantities mustdssléd into the vector registers prior to
computation and stored in memory afterward. Fogdavectors, this fixed penalty is
relatively small. Figure 17.20c shows that theigbtib specify both storage and register
operands in one instruction further reduces the ti;m10 cycles per iteration. This latter
type of instruction is included in the vector atebture’
Figure 17.21 illustrates the registers that ard parthe IBM 3090 vector facil-

ity.There are sixteen 32-bit vector registers. Vketor registers can also be coupled to
form eight 64-bit vector registers. Any registeeraknt can hold an integer or floating-

point value. Thus, the vector registers may be @ised2-bit and 64-bit integer values, and
32-bit and 64-bit floating-point values.

6.0TUTOR MARKED ASSIGNMENT
1. What are the chief characteristics of SMP
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2. Produce a vectorized version of the following peogs
DO20I=1,N
B(l,1)-0
AL(D)=A()+B(1,2)X(1,J)
20 CONTINUE
20 CONTINUE

7.0 REFERENCES/ FURTHER READING

Tomascivic, M amd Multinsvic, V. The cache coheeenproblem in shared memory
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1993.

MODULE 4 REDUCED INSTRUCTION SET COMPUTERS

UNIT 1: INSTRUCTIONS EXECUTION CHARACTERS
UNIT2: REDUCED INSTRUCTION SET ARCHITECTURE

CONTENT

1.0Introduction

2.00bjectives

3.0Main content
3.1 Operations
3.20perands
3.3Procedure calls
3.4Implications\

4.0Conclusion

5.0Summary

6.0 Tutor marked assignment

7.0References/ Further Reading

1.0INTRODUCTION
Studies of the execution behaving high- level latg programs have provided
guidance’s in designing a new type of processorhitacture. The reduced
instruction set computer (RISC)
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2.0 OBJECTIVES
At the end of this unit you should be able to
- Understand the operation of RISC machines
- Understand the number of parameters and variabfgecedure deals with and
the depth of nesting.

3.1 OPERATIONS

There is quite good agreement in the results of thixture of languages and appli-
cations. Assignment statements predominate. suiggettat the simple movement -
of data is of high importance. There is also a prejerance of conditional state-
ments (IF. LOOP). These statements are implementethachine language wit=
some sort of compare and branch instruction. Thggssts that the sequence control
mechanism of the instruction set is important.

These results are instructive to the machine icsion set designer, indicator, which
types of statements occur most often and theresboaild be supported in optimal”
fashion. However these results do not reveal whsi@tements use the most time in
the execution of a typical program. That is, givercompiled machine language
program, which statements in the source languageecaéhe execution o= the most
machine-language instructions?

To get at this underlying phenomenon, the Pattemograms [PATT82aj. described
in Appendix 4A. were compiled on the VAX, PDP-11ndaMotorolL 68000 to
determine the average number of machine instrustimmd memory references per
statement type. The second and third columns inleTdl8.2 show the relative
frequency of occurrence of various HLL instructioimsa variety of programs; the
data were obtained by observing the occurrencesumming programs rather than
just the number of times that statements occuhéensource code.

3.2 OPERANDS
Much less work has been done on the occurrenggetof operands, despite the
importance of this topic. There are several aspgbatsare significant.

The Patterson study already referenced [PATT82s) &boked at the dynamic
frequency of occurrence of classes of variablesblgld 3.3). The results, consistent
between Pascal and C programs, show that the rtyagdnieferences are to simple
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scalar variables. Further, more than 80 % of thedass were local (to the procedure)
variables. In addition, references to arrays/stmas require a previous reference to their
index or pointer, which again is usually a locahlac. Thus, there is a preponderance of
references to scalars, and these are highly lezhliz

The Patterson study examined the dynamic behaviétLd programs, inde-
pendent of the underlying architecture. As discddsefore, it is necessary to deal
with actual architectures to examine program beairamore deeply. One study,
[LUND77], examined DEC-10 instructions dynamicalgnd found that each
instruction on the average references 0.5 operamdeimory and 1.4 registers. Sim-
ilar results are reported in [HUCK83] for C, Pasahd FORTRAN programs on
S/370, PDP-11, and VAX. Of course, these figurepedd highly on both the
architecture and the compiler, but they do illustrahe frequency of operand
accessing.

These latter studies suggest the importance ofcmtacture that lends itself to
fast operand accessing, because this operatiorerf®rmed so frequently. The
Patterson study suggests that a prime candidatgptonization is the mechanism for
storing and accessing local scalar variables.
We have seen that procedure calls and returnsram@@ortant aspect of HLL programs.
The evidence (Table 13.2) suggests that theseharenbst time-consuming operations in
compiled HLL programs. Thus, it will be profitabte consider ways of implementing
these operations efficiently. Two aspects are Bagmt: the number of parameters and
variables that a procedure deals with, and thehdefptesting.

Tanenbaum's study [TANE78] found that 98% of dyreaity called procedures
were passed fewer than six arguments and that 92Pem used fewer than six local
scalar variables. Similar results were reportedhieyBerkeley RISC team [KATES83],
as shown in Table 13.4. These results show thahtineber of words required per
procedure activation is not large., The studieontep earlier indicated that a high
proportion of operand references is to local scedarables. These studies show that
those references are in fact confined to relatifely variables.

3.3IMPLICATIONS
A number of groups have looked at results suchhaset just reported and have
concluded that the attempt to make the instructietnarchitecture close to HLLs is not
the most effective design strategy. Rather, the #ldan best be supported by
optimizing performance of the most time-consumiegtfires of typical HLL programs.
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Generalizing from the work of a number of researshthree elements emerge that, by
and large, characterize RISC architectures. Risst,a large number of registers or use a
compiler to optimize register usage. This is inwhdo optimize operand referencing.
The studies just discussed show that there araaleneferences per HLL instruction
and that there is a high proportion of move (assgmt) statements. This, coupled with
the locality and predominance of scalar referensaggests that performance can be
improved by reducing memory references at the esgpaf more register references.
Because of the locality of these references, aamdgd register set seems practical.
Second, careful attention needs to be paid toélseyd of instruction pipelines. Because
of the high proportion of conditional branch andogadure call instructions, a
straightforward instruction pipeline will be inaffent. This manifests itself as a high
proportion of instructions that are prefetchedteser executed.

Finally, a simplified (reduced) instruction setnsglicated. This point is not as obvious

as the others, but should become clearer in th@rensgiscussion.

4.0 CONCLUSION
Assignment statements predominate, suggestingttreatsimple movement of data
should be optimized. There are also many IF and PO&structions, which suggest
that the underlying sequence control mechanism sidedbe optimized to permit
efficient pipelining. Studies of operand referergaterns suggest that it should be
possible to enhance, performance by keeping A neddenumber of operands in
registers.

5.0 SUMMARY

The simple instruction set of a RISC lends itsel&fficient pipelining because there
are fewer and more predictable operations perfornpsat instruction. Other
instruction to improve pipeline efficiency.

6.0 Tutor marked assignment
1. What is a delayed branch?

7.0 REFERENCES/ FURTHER READING

Patterson, D “Reduced instruction set computers mamcations of the ACM,
January 1985.
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1.0 INTRODUCTION
This is the focus of this unit. The RISC architeetis a dramatic departure from
the historical trend in processor architecture. Analysis of the RISC
architecture brings into focus many of the impottaasues in computer
organization and architecture.

2.0 OBJECTIVES
At the end of this unit, you should be able to enstand the pitfalls in the CISC
approach in companion to RISC.

3.1 Why CISC

In this section, we look at some of the generalanttaristics of and the motivation for a
reduced instruction set architecture. Specific gdamwill be seen later in this chapter. We
begin with a discussion of motivations for contemgpy complex instruction set
architectures.

We have noted the trend to richer instruction setsich include a larger number of
instructions and more complex instructions. Twa@pal reasons have motivated this trend:
a desire to simplify compilers and a desire to meprperformance. Underlying both of these
reasons was the shift to HLLs on the part of pnognars; architects attempted to design
machines that provided better support for HLLSs.
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It is not the intent of this chapter to say that @ISC designers took the wrong direction.
Indeed, because technology continues to evolve beaduse architectures exist along a
spectrum rather than in two neat categories, &idad-white assessment is unlikely ever to
emerge. Thus, the comments that follow are simmgamhto point out some of the potential
pitfalls in the CISC approach and to provide somdeustanding of the motivation of the
RISC adherents.

The first of the reasons cited, compiler simplifica, seems obvious. The task of the
compiler writer is to generate a sequence of macimstructions for each FILL statement. If
there are machine instructions that resemble Hittestents, this task is simplified. This
reasoning has been disputed by the RISC researhisIN82]. [RAIJI83], [PATT82b]).
They have found that complex machine instructioms aiten hard to exploit because the
compiler must find those cases that exactly fit th@struct. The task of optimizing the
generated code to minimize code size, reduce @tgiru execution count, and enhance
pipelining is much more difficult with a complexstnuction set. As evidence of this, studies
cited earlier in this chapter indicate that mosthaf instructions in a compiled program are
the relatively simple ones.

The other major reason cited is the expectationah@ISC will yield smaller. faster
programs. Let us examine both aspects of this tamsethat programs will be smaller and
that they will execute faster.

There are two advantages to smaller programs, Bestuse the program takes up less
memory, there is a savings in that resource. Wimory today being so inexpensive, this
potential advantage is no longer compelling. Manpartant

[PATTS2a] [KATES3] [HEATS4]
11 C Programs 12 C Programs 5 C Programs
RISCT 1.0 1.0 1.0
VAX-11/780 0.8 0.67
M68000 0.9 0.9
78002 12 1.12
PDP-11/70 0.9 0.71

smaller programs should improve performance, aml whil happen in two ways. First,
fewer instructions means fewer instruction bytesbt fetched. Second, in a paging
environment, smaller programs occupy fewer pagekjaing page faults.

The problem with this line of reasoning is thasifar from certain that a CISC program will
be smaller than a corresponding RISC program. Imynsases, the CISC program, expressed
in symbolic machine language, may derter (i.e., fewer instructions), but the number of
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bits of memory occupied may not be noticeadohaller. Table 13.6 shows results from three
studies that compared the size of compiled C progran a variety of machines, including
RISC I, which has a reduced instruction set archite. Note that there is little or no savings
using a CISC over a RISC. It is also interestingndte that the VAX, which has a much
more complex instruction set than the PDP-11, aelievery little savings over the latter.
These results were confirmed by IBM researchers}R&], who found that the IBM 801 (a
RISC) produced code that was 0.9 times the sipeadd# on an IBM S/370. The study used a
set of PL/I programs.
There are several reasons for these rather sugrisisults. We have already noted that
compilers on CISCs tend to favor simpler instrutdioso that the conciseness of the
complex instructions seldom comes into play. Alsgause there are more instructions on a
CISC, longer opcodes are required, producing lomggructions. Finally, RISCs ten's to
emphasize register rather than memory _referemecesthe former require fewer bits. An
example of this last effect is discussed presently.
So the expectation that a CISC will produce smafeograms, with the attendant
advantages, may not be realized. The second matvatactor for increasingly complex
instruction sets was that instruction execution idoe faster. It seems to make sense that a
complex HLL operation will execute more quickly assingle machine instruction rather
than as a series of more primitive instructionswileer, because of the bias toward the use
of those simpler instructions, this may not beTdwe entire control unit must be made more
complex, and/or the microprogram control store nhestmade larger, to accommodate a
richer instruction set. Either factor increasesakecution time of the simple instructions.
In fact, some researchers have found that the spagdhe execution of complex functions
is due not so much to the power of the complex macinstructions as to their residence in
high-speed control store [RADI83]. In effect, thentrol store acts as an instruction cache.
Thus, the hardware architect is in the positiorirgihg to determine which subroutines or
functions will be used most frequently and assignthose to the control store by
implementing them in microcode. The results havenbess than encouraging. On S/390
systems, instructions such as Translate and ExteRdecision-Floating-Point-Divide
reside in high-speed storage, while the sequenc®vied in setting up procedure calls or
initiating an interrupt handler are in slower maiemory.
Thus, it is far from clear that a trend to incregby complex instruction sets is

appropriate. This has led a number of groups teymithe opposite path.

3.2 CHARACTERISTICS OF REDUCED INSTRUCTION SET

ARCHITECTURES
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Although a variety of different approaches to reztlignstruction set architecture have
beers taken, certain characteristics are commat td them:
% One instruction per cycle
% Register-to-register operations
% Simple addressing modes
% Simple instruction formats
Here, we provide a brief discussion of these charestics. Specific examples are explored
later in this chapter.

The first characteristic listed is that there i amachine instruction per machine
cycle. A machine cycle is defined to be the time it takes to fetch two rapes from
registers, perform an ALU operation, and store tbgult in a register. Thus, RISC
machine instructions should be no more complictibeth, and execute about as fast as,
microinstructions on CISC machines (discussed irt Paur). With simple, one-cycle
instructions, there is little or no need for miavde; the machine instructions can be
hardwired. Such instructions should execute fasi@n comparable machine instructions
on other machines, because it is not necessargdesa a microprogram control store
during instruction execution.

A second characteristic is that most operationsilshbe register to register. with
only simple LOAD and STORE operations accessing argmThis design feature
simplifies the instructiodLset and therefore thentool unit. For example, a RISC
instruction set may include only one or two ADDtrmstions (e.g., integer add, add with
carry); the VAX has 25 different ADD instruction&nother benefit " that such an
architecture encourages the optimization of registee, so that frequently accessed
operands remain in high-speed storage.

This emphasis on register-to-register operations naable for RISC design
Contemporary CISC machines provide such instrustibnot also include memory to
memory and mixed register/memory operations. Attsnip compare these approaches
were made in the 1970s, before the appearance SCRlillustrates the approach taken.
Hypothetical architectures were evaluated on progsaze and the number of bits of
memory traffic. Results such as this one led retmarto suggest that future architectures
should contain no registers a: [MYER78]. One wosdehat he would have thought, at the
time, of the RISC machine once produced by Pyramidch contained no less than 528
registers!
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What was missing from those studies was a recagnif the frequent access to a small
number of local scalars and that, with a large bainiegisters or an optimizing compiler,
most operands could be kept in registers for a fmergpds of time.

Thus, Figure 13.5b may be a fairer comparison.

A third characteristic is the use of simple addressnodes. Almost all RISC
instructions use simple register addressing. Seveddlitional modes, such as
displacement

8 16 16 16 3 4 16
| Add | B c A Load |RB B
Load |RC
Memory to memory
1=156,D =96 M= 152 Add i RB | RC
Store R A

Register to memory
I=104,D =96, M = 200

(a)A<B +C
8 16 16 16 8 4 4 4
Add B & A Add | RA[RB| RC
Add A G B Add |RB| RA| RC
Sub B D D Sub |RD| RD| RB

Memory to memory Register to memory
I=168,D = 288, M = 456 1=00,D=0,M =60

) _(b)A<—B+C;B<—A+C;D€*D7B . ]
and PC-relative, may be included. Other, more cemphodes can be synthesized in

software from the simple ones. Again, this desagatdre simplifies the instruction set and
the control unit.

A final common characteristic is the usesohple instruction formats. Generally,
only one or a few formats are used. Instructiorgtlens fixed and aligned on word
boundaries. Field locations, especially the opcede,fixed. This design feature has a
number of benefits. With fixed fields, opcode dangdand register operand accessing
can occur simultaneously. Simplified formats siryplthe control unit. Instruction
fetching is optimized because word-length units fatehed. Alignment on a word
boundary also means that a single instruction doesross page boundaries.

Taken together, these characteristics can be asségsdetermine the potential
performance benefits of the RISC approach. A aeri@mount of "circumstantial
evidence" can be presented. First, more effecipienizing compilers can be developed.
With more-primitive instructions, there are moreogunities for moving functions out
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of loops, reorganizing code for efficiency, maximg register utilization, and so forth. It
is even possible to compute parts of complex iotbns at compile time. For example,
the S/390 Move Characters (MVC) instruction movestring of characters from one
location to another. Each time it is executed, tieve will depend on the length of the
string, whether and in which direction the locasiooverlap, and what the alignment
characteristics are. In most cases, these wilbalknown at compile time. Thus, the
compiler could produce an optimized sequence afifivie instructions for this function.
A second point, already noted, is that most insittns generated by a compiler are relatively
simple anyway. It would seem reasonable that araoonit built specifically for those
instructions and using little or no microcode coaldkcute them faster than a comparable
CISC.

A third point relates to the use of instructiongdiping. RISC researchers feel that the
instruction pipelining techniqgue can be applied munore effectively with a reduced
instruction set. We examine this point in someitptasently.

A final, and somewhat less significant, point iatttRISC processors are more
responsive to interrupts because interrupts arekeldebetween rather elementary operations.
Architectures with complex instructions either riestinterrupts to instruction boundaries or
must define specific interruptible points and inmpét mechanisms for restarting an
instruction.

The case for improved performance for a reduceduictson set architecture is strong,
but one could perhaps still make an argument f&CCIA number of studies have been done
but not on machines of comparable technology amnvdepoFurther, most studies have not
attempted to separate the effects of a reducediatisin set and the effects of a large register
file. The "circumstantial evidence," however, iggestive.

3.3 CISC VERSUS RICS CHARACTERISTICS
After the initial enthusiasm for RISC machineséhbas been a growing realization that (1)
RISC designs may benefit from the inclusion of so@Gi8C features and that (2) CISC
designs may benefit from the inclusion of some Rf8&ures. The result is that the more
recent RISC designs, notably the PowerPC, are mgelo'pure” RISC and the more recent
CISC designs, notably the Pentium Il and later iBentnodels, do incorporate some RISC
characteristics.

An interesting comparison in [MASH95] provides somsight into this issue. Table
13.7 lists a number of processors and compares dlcenss a number of characteristics. For
purposes of this comparison, the following are maTed typical of a classic RISC:
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10.

A single instruction size.

That size is typically 4 bytes.

A small number of data addressing modes, typidaltg than five. This paramet:is
difficult to pin down. In the table, register anitktal modes are not count and
different formats with different offset sizes aminted separately.

No indirect addressing that requires you to maleeraemory access to get address of
another operand in memory.

No operations that combine load/store with arithen@t.g., add from mem,-add to
memory).

No more than one memory-addressed operand paugtietr.

Does not support arbitrary alignment of data fadigtore operations.

Maximum number of uses of the memory management(MivU) for a c: address
in an instruction.

Number of bits for integer register specified eqodive or more. This means that at
least 32 integer registers can be explicitly refeeel at a time.

Number of bits for floating-point register speaifequal to four or more. This means
that at least 16 floating-point registers can haiely referenced at a time.
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.. - through 8 suggest the

Items 1 through 3 are an indication of instructa@tode .
ease or difficulty of pipelining, especial L_, vidl memory requirements. Items 9 and 10

are related to the advantage of compilers.

In the table, the first eight processors are cjeBiSC are five are clearly CISC, and

the last two are processors often thou in fact maaey CISC characteristics.

UNIT 3 : RISC PIPELINING
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1.0introduction
2.0 objectives
3.0main contents
3.1pipelining with regular instructions
3.2 optimization of pipelining
4.0 conclusion
5.0summary
6.0tutor marked assignment
7.0references/further reading
1.0introductio
Instruction pipelining is often used to enhance pdormances and can be improved
further by permitting two memoryaccesses per stage.
2.0 objectives
At the end of this unit, you should be able to
-Explain the stages involve in an instruction cye
- Explain the stages required for LOAD and STORE oprations
3.1 PIPELINIG WITH REGULAR INSTRUCTIONS
Instruction pipelining is often to enhance perfonca Let us reconsider this in the context
of a RISC architecture. Most instructions are regiso register, and an instruction cycle
has the follow.
e |: Instruction fetch.
» E: Execute. Performs an ALU operation with regigt@ut any
For load and store operations, three stages anireeq
I: Instruction fetch.
E: Execute. Calculates memory address
D: Memory. Register-to-memory or memory-to-regisiperates.

Figure 3.1.A depicts the timing of a sequence efrirctions using. Clearly, this is a
wasteful process. Even very simple pipelining cenprove performance. Figure
3.4.1B shows a two-stage pipelining scheme thed Bnstages of two different
instructions are performed simultaneously two stagé the pipeline are an
instruction fetch stage, and an execute/memory 8tage that executes the
instruction, including register-to-memory a to-itgr operations. Thus we see that
the instruction fetch stage instruction can e pentd in parallel with the first part of
the ex. stage. However, the execute/memory stagieecsecond instruction must be
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delayed until the first instruction clears the getgtage of the pipeline. This scheme
up to twice the execution rate of a serial schef®&o problems prevent the
maximum speed up from being achieved. First, waraesthat a single-port memory
iIs used and that only one memory access is posp#ilestage. This requires the
insertion of a wait state in some instructions. ddelc a branch instruction is
sequential flow of execution. To accommodate thik vwinimum circuit instruction
can be inserted into the instruction stream byctirapiler or assemblier.

Pipelining can be improved further by permittingotunemory access stage. This
yields the sequence shown in Figure 3.1.1 Now, apthree instructions can be
overlapped; and the improvemasatas much as a factor of 3. Again, branch Insimast
cause the speedup to fall short of the maximumibplessAlso data dependencies have an
effect. If an instruction needs an operand thattesred

Load rAe M I[|ED Load rA« M 1|E|D
Load rB« M I1|E|D Load B+ M 1 E|D
Add  CerA + 1B I|E Add  rCerA + 1B 1 &
Store M ¢ 1C 1|E|D Store M« 1C I1|E|D
Branch X 1 |E| Branch X 1 E
NOOP 1[E]
(a) Sequential execution (b) Two-stage pipelined timing
Load rA« M 11E|D Load rA&«M 1 |E([Ea|D
Load 1B+« M T1|E|D Load B« M [|E|E;|D
NOOP I |E NOOP I [EE,
Add 1C 1A + 1B 1|E NOOP 1 |E4|E;
Store M e&e1C 1/ E|D Add IC«r1A + 1B 1E\[E»
Branch X Ll Store M« rC [ |E|Es|D
NOOP 1B Branch X 1E,|E»
NOOP T |EE;
NOOP I |E4E>
(c) Three-stage pipelined timing (d) Four-stage pipelined timing

The Effects of Pipelining 3.1.3
by the preceding instruction, a delay is requir&dain. this can be accomplished by a
NOOP
The pipelining discussed so far works best if theed stages are of approximately

equal duration. Because the E stage usually ingsaweALU operation, it may be longer. In
this case, we can divide into two substages:

» E: Register file read

» Ez: ALU operation and register write
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3.2 OPTIMIZATION OF PIPELINING

Because of the simplicity and regularity of a Rli@€truction set, the design of the phasing
into three or four stages is easily accomplishegurgé 3.1.3hows the result with a four-
stage pipeline. Up to four instructions at a tina de under way, and the maximum
potential speedup is a factor of 4. Note againube of NOOPs to account for data and
branch delays.

Because of the simple and regular nature of RISBuations, pipelining schemes can be
efficiently employed. There are few variations mstruction execution duration, and the
pipeline can be tailored to reflect this. Howevere have seen that data and branch
dependencies reduce the overall execution rate.

Delayed Branch

To compensate for these dependencies, code repagjanitechniques have been developed.
First, let us consider branching instructions. gipetl branch, a way of increasing the
efficiency of the pipeline, makes use of a branikht tdoes not take effect until after
execution of the following instruction (hence tlegnt delayed). The instruction location
immediately following the branch is referred to ttkelay slot This strange procedure is
illustrated in Table 3.1.2 In the column labeledrmal branch,” we see a normal symbolic
instruction machine-language prow
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Address

Normal Branch

Optimized

100
101
102
103
104
105
106

LOAD X, rA
ADD 1A

JUMP 105

ADD rA, B
SUB rC, B
STORE." rAZ

Delayed Branch
LOAD X.rA
ADD 12A
JUMP 106
NOOP

ADD A, 1B
SUB rC, B

STORE 1A Z

Delayed Branch
LOAD X, A
JUMP 105
ADD 1LrA
ADD A, 1B
SUB rC,tB
STORE 1A Z

After 102 is exccuted, the next instruction to be executed is 105. To regularize the
pipeline, a NOOP is inserted after this branch. However, increased performance 18
achieved if the instructions at 101 and 102 are interchanged.

Figure 13.7 shows the result. Figure 13.7a shows the traditional approach to

pipelining, of the type discussed in Chapter 12 (e.g., see Figures 12.11 and 12.12).

The JUMP instruction is fetched at time 3. At tichethe JUMP instruction is executed at
the same time that instruction 103 (ADD instruclienfetched. Because a JUMP occurs,
which updates the program counter, the pipelinettib@sleared of instruction 103; at time
5, instruction 105, which is the target of the JUN#Ploaded. Figure 3.1.1 shows the same
pipeline handled by a typical RISC organization.eTtiming is the same. However,
because of the insertion of the NOOP instructioa,de not need special circuitry to clear
the pipeline; the HOOP simply executes with no &ff&igure 13.7c shows the use of the

100 LOAD X, rA
101 ADD 1, rA
102 JUMP 105
103 ADD rA, rB
105 STORE rA, Z

100 LOAD X, rA
101 ADD 1, rA
102 JUMP 106
103 NOOP

106 STORE rA, Z

100 LOAD X, Ar

101 JUMP 105
102 ADD 1, rA
105 STORE rA, Z

why

Time _
3 4 5 6 7
D
E
1 E
I E
1 E D
(a) Traditional pipeline
D ]
E
I E
1 E

I

e .

(b) RISC pipeline with inserted NOOP

7]

-

[ [ e ]»

(c) Reversed instructions

ure 13,7 Use of the Delayed Branch
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delayed branch. The JUMP instruction is fetchetimé 2, before the ADD instruction,
which is fetched at time 3. Note, however, that ARD instruction is fetched before the
execution of the JUMP instruction has a chancelter ¢he program counter. Therefore,
during time 4, the ADD instruction is executed la¢ same time that instruction 105 is
fetched. Thus, the original semantics of the prnogase retained but one less clock cycle is
required for execution.

This interchange of instructions will work succeslsf for unconditional branches,
calls, and returns. For conditional branches, phicedure cannot be blindly applied. If the
condition that is tested for the branch can beredteby the immediately preceding
instruction, then the compiler must refrain fromrdpthe interchange and instead insert a
NOOP Otherwise, the compiler can seek to insededull instruction after the branch. The
experience with both the Berkeley RISC and IBM &§ktems is that the majority of
conditional branch instructions can be optimizethis fashion ([PATT82a], [RADI83]).

Delayed load

A similar sort of tactic, called the delayed loadn be used on LOAD instructions. On
LOAD instructions, the register that is to be tlget of the load is locked by the
processor. The processor then continues executithe onstruction stream until it reaches
an instruction requiring that register, at whichnpat idles until the load is complete. If the
compiler can rearrange instructions so that usetuk can be done while the load is in the
pipeline, efficiency is increased.

Loop unrolling
Another compiler technique to improve instructi@aradlelism is loop unrolling [BAC094].
Unrolling replicates the body of a loop some nuntdifdrmes called the unrolling factor (u)
and iterates by step a instead of step 1. Unroiangimprove the performance by

» reducing loop overhead

* increasing instruction parallelism by improving @iipe performance

e improving register, data cache, or TLB locality

Figure 13.8 illustrates all three of these improeats in an example. Loop overhead

is cut in half because two iterations are perforineidre the test and
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alll —El e

(a) Original loop

[1] + ali1-1]1 * ali+l1]
ali+l] + ali]l] * ali+2]

m ¢
et
I
o

if {mod(n-2, 2) = i) then
aln-1] = a[n-1] +aln-2] * alnl
end if

(b) Loop unrolled twice

branch at the end of the loop. Instruction parnalhelis increased because the second
assignment can be performed while the results effitist are being stored and the loop
variables are being updated. If array elementass@ned to registers, register locality will
improve because a[i] and afi + 1] are used twicthaloop body, reducing the number of
loads per iteration from three to two.

As a final note, we should point out that the des§the instruction pipeline should
not be carried out in isolation from other optintiaa techniques applied to the system. For
example, [BRAD91b] shows that the scheduling otringions for the pipeline and the
dynamic allocation of registers should be considet@yether to achieve the greatest
efficiency.

UNIT 4: MIPS R4000

One of the first commercially available RISC chiptss was developed by MIPS
Technology Inc. The system was inspired by an expartal system, also using the name
MIPS, developed at Stanford [HENN84]. In this sactive look at the MIPS 84000. It has
substantially the same architecture and instructien of the earlier MIPS designs: the
82000 and 83000. The most significant differenctnhad the 84000 uses 64 rather than 32
bits for all internal and external data paths asrdafidresses, registers, and the ALU.

The use of 64 bits has a number of advantagesa@@rbit architecture. It allows a
bigger address space-large enough for an opersystgm to map more than a terabyte of
files directly into virtual memory for easy acce¥gith 1-terabyte and larger disk drives
now common, the 4-gigabyte address space of at32dchine becomes limiting. Also,
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the 64-bit capacity allows the 84000 to process daich as IEEE double-precision
floating-point numbers and character strings, upight characters in a single action.

The R4000 processor chip is partitioned into twatises, one containing the CPU
and the other containing a coprocessor for memayagement. The processor has a very
simple architecture. The intent was to design &sysn which the instruction execution
logic was as simple as possible, leaving spacdadlaifor logic to enhance performance
(e.g., the entire memory-management unit).

The processor supports thirty-two 64-bit registdrsalso provides for up to 128
Kbytes of high-speed cache, half each for instomstiand data. The relatively large cache
(the IBM 3090 provides 128 to 256 Kbytes of cachedbles the system to keep large sets
of program code and data local to the processéipadling the main memory bus and
avoiding the need for a large register file witk #ttcompanying windowing logic.

3.1 INSTRUCTION SET

Table 13.9 lists the basic instruction set forMIPS R series processors. All processor
instructions are encoded in a single 32-bit wominfat. All data operations are register to
register; the only memory references are pure sbad¥ operations.

The R4000 makes no use of condition codes. If afruntion generates a condition,
the corresponding flags are stored in a generglgaar register. This avoids the need for
special logic to deal with condition codes as th#fgct the pipelining mechanism and the
reordering of instructions by the compiler. Insteh@ mechanisms already implemented to
deal with register-value dependencies are empldyedher, conditions mapped onto the
register files are subject to the same compile-tipmizations in allocation and reuse as
other values stored in registers.

As with most RISC-based machines, the MIPS usésgdes32-bit instruction length.
This single instruction length simplifies instrutifetch and decode, and it also simplifies
the int action of instruction fetch with the virtumemory management unit
(i.e., instructions do not cross word or page beuied). The three instruction formats
(Figure 13.9) share common formatting of opcoded @agister references, simplifying
instruction decode. The effect of more complexringions can be synthesized at compile
time.

Only the simplest and most frequently used memddressing mode is implemented
in hardware. All memory references consist of abit6effset from a 32-bit register. For
example, the "load word" instruction is of the form
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1w r2, 128(r3) ["load word at address 128 offsetfrregister 3 into
register 2
Each of the 32 general-purpose registers can be asehe base register. One r0,

always contains 0.
The compiler makes use of multiple machine instomst to typical addressing

modes in conventional machines. Here is an e [CHOW#&hich uses the instruction
lui (load upper immediate). loads the upper halhatgister with a 16-bit immediate

value, setting the lower
' MIPS R-Series Instruction Set

op Description op Description
Load/Store Instructions SLLV Shift Lelt Logical Variable

iB Load Byte SRLV Shift Right Logical Variable
LBU Load Byte Unsigned SRAV Shift Right Arithmetic Variable
LH Load Halfword Multiply/Divide Instruetions
LHU Load Halfword Unsigned MULT Multiply
Ly Lon ot MULTU Multiply Unsigned
LWL Load Word Left DIV Drivide
LWk 19 Wigrd Repic DIVU Divide Unsigned
SB Store Byte MFHI Move From HI
SH Store Halfword MTHI WMeve To I
5 Siane Word MFLO Move From LO
SWL Store Word Leﬂ“ MTLO Move To LO
SWR Store Word Right

Jump and Branch Instructions
Arithmetic Insteuctions

(ALU Immediate) 1 Jutnp
ADDJ Add Immediate :‘:L ﬁ:i :s ire::ler
ADDIU Add Immediate Unsigned s et L?uk e
SLTI Set on Less Than Immediate
SLTTU Set on Less Than Immediate - o
Unsigned BNE Branch on Not Equal
ANDI AND Tinmediate BLEZ Branch on Less Than or Equal to Zero
ORI OR Immediate BGTZ Branch on Greater Than Zero
XORI Exclusive-OR Immediate BLTZ Branch on Less Than Zero
LUl Load Upper Immediate . BGEZ Branch on Greater Than or Equal to Zero
Avitnetic Thit il : BLTZAL Branch on Less Than Zéro And 1.ink
(3-operand, R-type) BGEZAL Brancl? on Greater Than or Equal to Zero
And Link
ADD Add
ADDU Add Unsiimed Coprocessor Instructions
SUB SifEiic LWCx Load Word to Coprocessor
SUBU Stbiract Unsigned SWCz Store Word to Coprocessor
SLT Set on Less Than MTCz Move To Coprocessor
SLTU Set on Less Than Unsigned e Move From Caprocessor
AND AND ; CTCz Move Control To Coprocessor
OR OR CFCz Move Control From Coprocessor
XOR Exdlusive OR COPz Coprocessor Operation
NOR NOR BCzT Branch on Coprocessor z True
S BCzF Branch on Coprocessor z False
i Shift Left Logiesl Special Instructions
SRL Shift Right Logical SYSCALL  System Call
SRA Shift Right Arithmetic BREAK Break
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6 5

w

16

I-type o
(immediate) LUDcm;mn s It Immediate —,
6 26
J-type s
(jump) LOp eration Target
6 3 3 5 3 6
R-type 2 ] =
(register) LOFEI(ILI()II rs J rt rd Shift ‘ Function

Operation  Operation code

rs Source register specifier

rt Source/destination register specifier
Immediate  Immediate, branch, or address displacement
Target Jump target address

rd Destination register specifier

Shift Shift amount

Function ALU/shift function specifier

figae T30

MIPS Instruction Formats

half to zero. Consider an assembly-language instruchat uses a 32-bit immediate
argument
lw r2, #imm (r4) /" load word at address using eb82mmediate offset #imm
['* offset from register 4 into register 2
This instruction can be compiled into the followikdPS instructions
lui r~, #imm-hi [* where #imme-hi is the high-ord&6 bits of #imm
addurl, rl, r4 T add unsigned #imm-hi to r4 and putin r1
lw r2, #imm-lo (rl) /*where #imm-lo is the low-oed 16 bits of #imm

3.2 INSTRUCTION PIPELINE

With its simplified instruction architecture, thellR6 can achieve very efficient pipelining. It
is instructive to look at the evolution of the MIPeline, as it illustrates the evolution of
RISC pipelining in general.

The initial experimental RISC systems and the fysheration of commercial RISC
processors achieve execution speeds that approgcinstruction per system clock cycle.
To improve on this performance, two classes of gssors have evolved 't'a Iv
vxuccthon a&mdMVtelnsttrudlons per CLOCK cydie: superscdlar ants gupelined
architectures. In essence, a superscalar archigeitplicates each of the pipeline stages so
that two or more instructions at the same stagethef pipeline can be processed
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simultaneously. A super pipelined architecturenis that makes use of more, and more fine-
grained, pipeline stages. With more stages, matuctions can be in the pipeline at the
same time, increasing parallelism.

Both approaches have limitations. With supersqalaelining, dependencies between
instructions in different pipelines can slow dowme tsystem. Also, overhead logic is
required to coordinate these dependencies. Witherpygelining, there is overhead
associated with transferring instructions from etage to the next.

Chapter 14 is devoted to a study of superscaldritaoture. The MIPS 84000 is a
good example of a RISC-based superpipeline ar¢hitc
MIPS R3000 Five-Stage Pipeline Simulator
Figure 13.10a shows the instruction pipeline of 88)00. In the 83000, the pipeline
advances once per clock cycle. The MIPS compileabie to reorder instructions to fill
delay slots with code 70 to 90% of the time. Abtiuctions follow the same sequence of
five pipeline stages:

* Instruction fetch
» Source operand fetch from register.

Clock Cycle
‘¢.§¢z|¢1§¢2|¢11%\@5%\@2@\
| IF | RD feae | ovmm o[- wBe |

ICache |<'RF | ALUOP D-Cache | WB |
ITLB IDEC | DA |DTLB
IA

{a) Detailed R3000 pipeline
IF = Instruction fetch
RD = Read

Cycle Cycl icle 'c ‘ ; 'c

r yele ycle Cycle Cycle Cycle Cycle MEML = ety scness

| LB [rCache |RF| ALU | DTLB [D-Cache|ws| B = Weleback
I-Cache = Instruction cache access

. o . ) RF = Fetch operand from register

{b) Modified R3000 pipeline with reduced latencies Ditiache = Dabreacheuceess
ITLB = Instruction address translation
IDEC = Instruction decode

‘ Cycle Cycle Cycle Cycle Cycle 1A = Compute instruction address
DA = Calculate data virtual address

| ITLB ‘RF ALU D-CacheE 1C |WB| DTLB = Data address translation
TE = Data cache tag check

(c) Optimized R3000 pipeline with parallel TLB and cache accesses

Figare 13,10 Enhancing the R3000 Pipeline

. ALU operation or data operand address generation
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. Data memory reference
. Write back into register file

As illustrated in Figure 3.1.5a, there is not oplgrallelism due to pipelining but also
parallelism within the execution of a single institan. The 60-ns clock cycle is divided
into two 30-ns stages. The external instruction @aich access operations to the cache each
require 60 ns, as do the major internal operat({@mR, DA, IA). Instruction decode is a
simpler operation, requiring only a single 30-regyst overlapped with register fetch in the
same instruction. Calculation of an address for ran¢h instruction also overlaps
instruction decode and register fetch, so thatandir at instruction i can address the
ICACHE access of instruction i + 2. Similarly, aatbat instruction i fetches data that are
immediately used by the OP of instruction i + 1,ileran ALU/shift result gets passed
directly into instruction 1 with no delay. This figcoupling between instructions makes for
a highly efficient pipeline.

In detail, then, each clock cycle is divided ingparate stages, denoted as 01 and 02. The
functions performed in each stage are summarizédlote 3.1.5a.

The 84000 incorporates a number of technical ackg&ower the 83000. The use of more
advanced technology allows the clock cycle timéé¢ocut in half, to 30 ns, and for the
access time to the register file to be cut in Halfaddition, there is greater density on the
chip, which enables the instruction and data catihé® incorporated on the chip. Before
looking at the final 84000 pipeline, let us considew the 83000 pipeline can be modified
to improve performance using 84000 technology.

Figure 3.5.b shows a first step. Remember thatyiokes in this figure are half as long as
those in Figure 3.5.b. Because they are on the saipethe instruction
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Pipeline s
. Stage Phase Funetih

$1 Using the TLB, translate an instruction virtual address to a physical
. address (after a branching decision).

&2 : Send the physical address to the instruction address.
&l Return instruction from instruction cache.
. . Compare tags and validity of fetched instruction.
&2 Decode instruction.
Read register file.
If branch, calculate branch target address.
. pl+a2 If register-to-register operation, the arithmetic or logical operation is performed.

: ._ @1 If a branch, decide whether the branch is to be taken or not.

If a memory reference (load or store), calculate data virtual address.

ALU 2 If a memory reference, translate data virtual address to physical using TLB.
ViER & o If a memory reference, send physical address to data cache.

I\/[EM _. ({)2 i If a memory reference, return data from data cache, and check tags.

B 1 Write to register Hle,

and data cache stages take only half as long; esp gtill occupy only one clock cycle.
Again, because of the speedup of the registerdideess, register read and write still
occupy only half of a clock cycle.

Because the R4000 caches are on-chip, the virgalhysical address translation can
delay the cache access. This delay is reduced pileimmenting virtually indexed caches
and going to a parallel cache access and addrassldtion. Figure 3.1.5¢c shows the
optimized R3000 pipeline with this improvement. Base of the compression of events,
the data cache tag check is performed separateflyeonext cycle after cache access. This
check determines whether the data item is in tobhea

In a super pipelined system, existing hardwaresisduseveral times per cycle by
inserting pipeline registers to split up each @EEge. Essentially, each super pipeline stage
operates at a multiple of the base clock frequetieymultiple depending on the degree of
super pipelining. Tke R4000 technology has the dpaed density to permit super
pipelining of degree 2. Figure 13.11 a shows th@mped R3000 pipeline using this super
pipelining. Note that this is essentially the satyeamic structure as Figure 3.1.5¢

Further improvements can be made. For the R40008ueh larger and specialized
adder was designed. This makes it possible to ¢xe&U operations at twice the rate.
Other improvements allow the execution of loads stndes at twice the rate.

The R4000 has eight pipeline stages, meaning thatany as eight instructions can
be in the pipeline at the same time. The pipelideaaces at the rate of two stages per
clock cycle. The eight pipeline stages are as \ato
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Instruction fetch first half: Virtual address is presented to the instructiocheaand the
translation lookaside buffer.

Clock Cycle ‘ \ l
¢2 "‘;V - —

'[' o1 | 12 | re [ aw | Aw | na oz | 1o ez | W;

| e |71e2 | re | AL [ L per | pe2 | ror | 1C2 we |

() Superpipelined implmentation of the optimized R3000 pipeline

Clock Cycle 1 ‘ 1
oy ot oo, oo, o
e [eme | imE Bal PR DS e | VB
e s e |omx | DE |sDS
(b) R4000 pipeline
IF = Instruction fetch first half ~ DC = Data cache Theoretical
IS = Instruction fetch second h&fF = Data cache first half R3000  and
RF = Fetch operands frDS = Data cache second haif\ctual R4000
EX = Instruction execute TC = Tag check Superpipelines
IC = Instruction cache . Instruction tetch
second half:
Instruction cache

outputs the instruction and the TLB generates thesipal address.

» Register file: Three activities occur in parallel:

Instruction is decoded and check made for interlomkditions (i.e., this instruction
depends on the result of a preceding instruction).

Instruction cache tag check is made.

Operands are fetched from the register file.

Instruction execute: One of three activities can occur:

If the instruction is a register-to-register opemat the ALU performs the arithmetic
or logical operation.

If the instruction is a load or store, the datduat address is calculated.

If the instruction is a branch, the branch targetual address is calculated and
branch conditions are checked.

Data cache first: Virtual address is presentetiécdata cache and TLB.

Data cache secondThe TLB generates the physical address, and tte aeche
outputs the instruction.

Tag check: Cache tag checks are performed for loads andsstore
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» Write back: Instruction result is written back to registeefil

4.0 CONCLUSION

This unit has motivated the key characteristicRIEC machines:

1. A limited instruction set with a fixed format

2. A large number of registers or the use of a compilat optimizes register usage and
3. An emphasis optimizing the instruction pipeline

5.0 SUMMARY
A RISC instruction set architecture also lendslfitte the delayed branch technique, in
which branch instructions are rearranged with otimstruction to improve pipeline
efficiency.
6.0 TUTOR MARKED ASSIGNMENT
1. Briefly explain the two basic approaches used toinmize register- memory operations
on RISC machines.
2. List the advantages of a R4000 of 64 bits over hiBarchitecture.
7.0 REFERENCES/ FURTHER READING
Kane G and Heinrich . TMIPS RISC Architecture Englood Cliffs NJ Prentice Hall,
1992.
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MODULE 5: OPERATING SYSTEM SUPPORT ERROR
DETECTION AND ERROR CORRECTION CODING

UNIT 1: OPERATING SYSTEM OVERVIEW
UNIT 2: SCHEDULING
UNIT 3: MEMORY SYSTEM
1.0Introduction
2.00bjectives
3.0Main content
3.10perating objectives and function
3.2Types of operating system
4.0Conclusion
5.0Summary
6.0Tutor marked assignment
7.0References and further reading

1.0 INTRODUCTION
The operating system (09) IS the soft
ware that controls the execution of programs onracgssor and that manages the
processors resources.
2.0 OBJECTIVES
At the end of this unit, you should be able to

- Understand the meaning of operating system

- Explain the functions of operating system

- Discuss the operating system objectives

3.1 Operating System Objectives And Function
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An OS is a program that controls the execution pdliaation programs and acts as an
interface between the user of a computer and thguater hardware. It can be thought of
as having two objectives:

- Convenience:An OS makes a computer more convenient to use.
- Efficiency: An OS allows the computer system resources toskd in an efficient
manner.
Let us examine these two aspects of an OS in turn.

The operating system a as user/ computer interface

The hardware and software used in providing apipdina to a user can be viewed in a
layered or hierarchical fashion, as depicted inuFég8.1. The user of those applications,
the end user, generally is not concerned with tmputer's architecture. Thus the end user
views a computer system in terms of an applicatidmat application row can used in a
programming language and is developed by an apigiicgorogramme. To develop an
application program as a set of processor instustithat is completely responsible for
controlling the computer hardware would be an oveiwingly complex task. To ease this
task, a set of systems programs is provided. Sdirieege programs are referred to as
utilities. These implement frequently used functions thatstassi program creation, the
management of files, and the control of I1/O devid®gprogrammer makes use of these
facilities in developing an application, and thelagation, while it is running, invokes the
utilities to perform certain functions. The mostpiontant system program is the OS. The
OS masks the details of the hardware from the pragrer and provides the programmer
with a convenient interface for using the systetracts as mediator, making it easier for
the programmer and for application programs to ss&cand use those facilities and
services.
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Operating
system
designer

Utilities

Operating system

Computer hardware

“igmre 8.1 Layers and Views of a Computer System

Briefly. the OS typically provides services in tlolowing area:

v' Program creation: The OS provides a variety of facilities and seggicsuch as
editors and debuggers to assist the programmereaating programs. Typically
these services are in the form of utility progratiat are part of the OS but are
accessible through the @%ogram execution: A number of tasks need to be
performed to program. Instructions and data mudbaded into main memory and
files must be initialized and other resources niesprepared handles all of this for
the user.

v' Access to /O devicesEach 1/0O device requires its own specificationscontrol
signals for operation. The OS takes care of thaildeprogrammer can think in
terms of simple reads and writes.

v' Controlled access to files:In the case of files control must include an
understanding of not only the nature of the I/Oide\disk drive, tap also the file
format on the storage medium. Again the OS wouddétails Further in the case of a
system with multiple simultaneous OS can providetgution mechanisms to
control access to the files.

v/ System accesdn the case of a shared or public system, the @®als access the
system as a Nyhole and to specific system resouides access must provide
protection of resources and data from unauthorizedt resolve conflicts for
resource contention.

126



v' Error detection and response: A variety of errors can occur while system is
running. These include internal and external hardvearors such as a memory error
or a device failure or malfunction; and varioustsafe errors such as arithmetic
overflow attempt to access forbidden memory locatmd inability of the OS to
grant the request of an application. In each daséiS must make the response that
clears the error condition with the least impact mmning applications. The
response may range from ending the program thagechthe error to retrying the
operation, to simply reporting the error to the laygbion.

v' Accounting: A good OS collects usage statistics for variousouece monitor
performance parameters such as response time. YDsyatem, this information is
useful in anticipating the need for future enhaneeinuning the system to improve
performance. On a multiuser system the informatocam be used for billing
purposes.

The operating system as resource manager
A computer is resources for the movement, storagd, processing of data and for theca
these functions. The OS is responsible for manatiiege resources.

Can we say that the OS controls the movement, gidorand process data? From one
point of view, the answer is yes: By managing tlenguter's resources, the OS is in
control of the computer's basic functions. But thasitrol is exercised in a curious way.
Normally, we think of a control mechanism as soxtemal to that which is controlled, or
at least as something that is a distinct separate qf that which is controlled. (For
example, a residential heating is controlled byermostat, which is completely distinct
from the heageneration and heat-distribution apparatus.) Thisot the case with the OS,
which as a control mechanism is unusual in twoeetp
The OS functions in the same way as ordinary coermdftware; that is, it is a program
executed by the processor.

The OS frequently relinquishes control and mustedépon the processor to allow it to
regain control.

The OS is, in fact, nothing more than a computeg@m. Like other computer
programs, it provides instructions for the proces$be key difference is in the intent of
the program. The OS directs the processor in taetithe other system
resources and in the timing of its execution ofeotprograms. But in order for the
processor to do any of these things, it must ceaseuting the OS program and execute
other programs. Thus, the OS relinquishes contnotte processor to do some "useful”
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work and then resumes control long enough to peefiar processor to do the next piece
of work. The mechanisms involved in all this sholddcome clear as the chapter
proceeds.

Figure 3.1.2 suggests the main resources that amaged by the OS. A portion of
the OS is in main memory. This includes the keraehucleus, which contains the most
frequently used functions in the OS and, at a gtwan, other portions of the OS
currently in use. The remainder of main memory amrs user programs and data. The
allocation of this resource (main memory) is colfe jointly by the OS and memory
management hardware in the processor, as we sgeall s

Computer system

Metnory i - /O devices
Operating o /O controller O Printers,
system . = keyboards,
software | - - . digital camera
.| /O controller [< O etf. ’
Programs e e |
and data : °
- I/O controller|= /O
- ' /! !
e - - / }
e ’ \
— - ¥ Storage ™
0S
Programs|

Data

‘gure 8.2 The Operating System as Resource Manager

3.2 Types of operating system

Certain key characteristics serve to differentid@ous types of operating systems. The
characteristics fall along two independent dimemsid he first dimension specifies whether
the system is batch or interactive. Iniateractive system, the user/ programmer interacts
directly with the computer, usually through a kesgtutidisplay terminal, to request the

execution of a job or to perform a transaction tlikenmore, the user may, depending on the
nature of the application, communicate with the potar during the execution of the job. A

batch system is the opposite of interactive. Ther'sigorogram is batched together with

programs from other users and submitted by a casnpyterator. After the program is
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completed, results are printed out for the usere Batch systems are rare today. However, it
will be useful to the description of contemporargemting systems to examine batch
systems briefly.

An independent dimension specifies whether theesygmploysnultiprogramming
or not. With multiprogramming, the attempt is madekeep the processor as busy as
possible, by having it work on more than one proged a time. Several programs are loaded
into memory, and the processor switches rapidly mmthem. The alternative is a
uniprogramming system that works only one prograetane.

With the earliest computers, from the late 1940theo mid-1950s, the programmer
interacted directly with the computer hardwarereh&as no OS. These processors were run
from a console, consisting of display lights, taggWitches, some form of input device, and
a printer. Programs in processor code were loa@ethe input device (e.g., a card reader). If
an error halted the program, the error conditios imdicated by the lights. The programmer
could proceed to examine registers and main metootgtermine the cause of the error. If
the program proceeded to a normal completion, tiygub appeared on the printer.

These early systems presented two main problems.:
Scheduling: Most installations used a sign-up sheet to resproeessor time. Typically, a
user could sign up for a block of time in multiptefsa half hour or so. A user might sign up
for an hour and finish in 45 minutes; this woulduk in wasted computer idle time. On the
other hand, the user might run into problems, mi$H in the allotted time, and be forced to
stop before resolving the problem.
Setup time: A single program, called a job, could involve loaglithe compiler plus the
high-level language program (source program) ineamry, saving the compiled program
(object program), and then loading and linking tbge the object program and common
functions. Each of these steps could in mountinglismounting tapes, or setting up card
decks. If an error occur the hapless user typidadlgt to go back- to the beginning of the
sequence. Thus a considerable amount of time vesd gfst in setting of program to run.

This mode of operation could be termed serial @siog, reflecting the fact that users
have access to the computer in series. Over tiragpus system software tools were
developed to attempt to make serial processing raffr@ent. These include libraries of
common functions, linkers, loaders, debuggers,l&@ddriver routines that were available as
common software for all users.

Early processors were very expensive, and thereforas important to maximize
processor utilization. The wasted time due to saliregland setup time was unacceptable.
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To improve utilization, simple batch operating syss were developed. With such a
system, also called a monitor, the user no longsrdirect access to the processor. Rather,
the user submits the job on cards or tape to a stanmperator, whdpatches the jobs
together sequentially and places the entire batd@mnanput device, for use by the monitor.

To understand how this scheme works, let us loakfiadm two points of view: that of
the monitor and that of the processor. From thatpai view of the monitor, the monitor
controls the sequence of events. For this to bensch of the monitor must always be in
main memory and available for execution (FigureZ3.1That portion is referred to as the
resident monitor. The rest of the monitor consiétatilities and common functions that are
loaded as subroutines to the user program at @iarbeg of any job that requires them. The
monitor reads in jobs one at a time from the ingmxtice (typically a card reader or magnetic
tape drive). As it is read in, the current job lgged in the user program area, and control is
passed to this job. When the job is completed, it

Interrupt
Pl‘ocessjng

Monitor

Control language

B :
Oundary ER interpretey

User
Program
areg

25 T
CiRre 8.3 Me

. T -
Residen; Mont, nory Layout for a

or

returns control to the monitor, which immediate#ads in the next job. The results of
each job are printed out for delivery to the user.

Now consider this sequence from the point of vidwhe@ processor. At a certain
point in time, the processor is executing instruasi from the portion of main memory
containing the monitor. These instructions cause ribxt job to be read in to another
portion of main memory. Once a job has been reathenprocessor will encounter in the
monitor a branch instruction that instructs thegessor to continue execution at the start
of the user program. The processor will then exetli instruction in the user's program
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until it encounters an ending or error conditioith&r event causes the processor to fetch
its next instruction from the monitor program. Thhe phrase "control is passed to a job"
simply means that the processor is now fetching executing instructions in a user
program, and "control is returned to the monitoréams that the processor is now
fetching and executing instructions from the mongmgram.

It should be clear that the monitor handles theedahng problem. A batch of jobs
is queued up, and jobs are executed as rapidlpssilge, with no intervening idle time.

How about the job setup time? The monitor handies as well. With each job,
instructions are included in a job control langugd€L). This is a special type of
programming language used to provide instructienhé monitor. A simple example is
that of a user submitting a program written in FGRN plus some data to be used by
the program. Each FORTRAN instruction and each ibémata is on a separate punched
card or a separate record on tape. In addition @R FRAN and data lines, the job
includes job control instructions, which are dexoby the beginning "$". The overall
format of the job looks like this:

To execute this job, the monitor reads the $FTN land loads the appropriate
compiler from its mass storage (usually tape). dbmpiler translates the user's program
into object code, which is stored in memory or mstesage. If it is stored in memory, the
operation is referred to as "compile, load, and ¢fat is stored on tape, then the $LOAD
instruction is required. This instruction is readtbe monitor, which regains control after
the compile operation. The monitor invokes the &radvhich loads the object program
into memory in place of the compiler and transfewatrol to it. In this manner, a large
segment of main memory can be shared among diffetgdrsystems, although only one
such subsystem could be resident and executingimiea
We see that the monitor, or batch OS, is simplyomputer program. It relies on the
ability of the processor to fetch instructions frarious portions of main memory in
order to seize and relinquish control alternatértain other hardware features are
also desirable:

= Memory protection: While the user program is executing it must ne¢rathe

memory area containing the monitor. If such anmpeis made, the processor
hardware should detect an error and transfer cbtdréhe monitor. The mon-
itor Would then abort the job. print out an erroessage. and load the next job.
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= Timer: A timer is used to prevent a single job from moolopng the system.
The timer is set at the beginning of each job.hi timer expires an interrupt
occurs. and control returns to the monitor.

» Privileged instructions: Certain instructions are designated privileged ead
be executed only by the monitor. If the processmicounters such an
instruction while executing a user program an emberrupt occurs. Among the
privileged instructions are I/O instructions sotthi@e monitor retains control of
all 1/0 devices. This prevents. for example. a usergram from accidentally
reading job control instructions from the next jdba user program wishes to
perform 1/O, it must request that the monitor periache operation for it. If a
privileged instruction is encountered by the preogswhile it is executing a
user program, the processor hardware considers ahierror and transfers
control to the monitor.

» Interrupts: Early computer models did not have this capabilithis feature
gives the OS more flexibility in relinquishing coak to and retraining control
from user programs.

Processor time alternates between execution of pisEgrams and execution of

the monitor. There have been two sacrifices: Sormgmmemory is now given over to
the monitor and some processor time is consumethéymonitor. Both of these are
forms of overhead. Even with this overhead, the ptémbatch system improves
utilization of the computer.
Even with the automatic job sequencing providedalsymple batch OS. The processor
is often idle. The problem is that 1/O devices slmmv compared to the processor. The
calculation concerns a program that processeseadil records and performs, on
average. 100 processor instructions per recordhig example the computer spends
over 96% of its time waiting for 1/O devices to iBh transferring data! The processor
spends a certain amount of time executing, untiegches an 1/O instruction. It must
then wait until that I/O instruction concludes bef@roceeding.
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(c) Multiprogramming with three programs

Mu]tiprogra]ﬁ;ning Example

This inefficiency is not necessaie know that there must be enough memory
to hold the OS (resident monitor) and one user @y Suppose that there is room
for the OS and two user programs. Now, when onen@déds to
I/0. the processor can switch to the other job, clhiikely is not waiting
for(Figure 8.5b). Furthermore we might expand memeoo hold three, four
programs and switch among all of them (Figure 8.9tlis technique knowmas
multiprogrammingor multitasking It is the central theme of modern operating

systems.
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Figure 8.6 Utilization Histograms

With interrupt-driven 1/0O or DMA, the processor aasue an 1/0 command for one job and
proceed with the execution of another job whileltleis carried out by the device controller.
When the I/O operation is complete, the processortérrupted and control is passet] am
interrupt-handling program in the OS. The OS Vit pass control to another job.
Multiprogramming operating systems are fairly sepbated compared to singleprogram,
or uniprogramming, systems. To have several joldyréo run, the jobs must be kept in main
memory, requiring some form of memory managemerdaddition, if several jobs are ready to
run, the processor must decide which one to runchwinequires some algorithm for
scheduling. These concepts are discussed lat@sioitapter.
With the use of multiprogramming, batch processiag
be quite efficient. However, for many jobs, it ssd@table to provide a mode in which the user
interacts directly with the computer. Indeed, fomg jobs, such as transaction processing, an
interactive mode is essential.
Today, the requirement for an interactive compufamlity can be, and often is, met by the
use of a dedicated microcomputer. That option wasamailable in the 1960s, when most
computers were big and costly. Instead, time shavas developed.
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Just as multiprogramming allows the processor tadleamultiple batch jobs at a time,
multiprogramming can be used to handle multiplerattive jobs. In this latter case, the
technique is referred to as time sharing, becdwesprbcessor's time is shared among multiple
users. In a time-sharing system, multiple usersilsameously

o

Batch Multiprogramming Time Sharing
| Principal objective Maximize processor use Minimize response time
‘ Source of directives to Job control language Com.mands entered at the
aperating system commands provided with the job terminal

access the system through terminals, with the @Sl@aving the execution of each user
program in a short burst or quantum of computatibmus, if there are n users actively
requesting service at one time, each user will @ely on the average 11n of the effective
computer speed, not counting OS overhead. Howayreen the relatively slow human
reaction time, the response time on a properlygdesi system should be comparable to that
on a dedicated computer.

Both batch multiprogramming and time sharing usdtipragramming. The key
differences are listed in Table 3.1.3
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4.0 CONCLUSION

Operating system performs a number of functionsatgnprocess scheduling and memory
management can only be performs efficiently anddigpif the processor hardware
includes capabilities to support the operatingesyst

5.0 SUMMARY

The operating system determines which process dhlanlat any given time. Typically the
hardware will interrupt a running process from titogime to enables the operating system
to make a new scheduling decision so as to shamegsor time fairly among a number of
process.

The operating System is a program that managesotinputers resources provides services
for programmer and schedule the execution of thergirograms

6.0 Tutor marked assignment
1. What is an operating system?
2. List and briefly define the key services proddsy an operating system

7.0 References/ Further reading
Stallings W. Operating systems, internals desigmncyples, sixth edition

UNIT 2: SCHEDULING

1.0INTRODUCTION

2.00BJECTIVES

3.0MAIN CONTENT
3.1LONG TERM SCHEDULING
3.2MEDIUM TERM SCHEDULING
3.3SHORT TERM SCHEDULING

4.0 CONCLUSION

5.0 SUMMARY

6.0 TUTOR MARKED ASSIGNMENT

7.0 REFERENCES/ FURTHER READING

1.0 INTRODUCTION
Scheduling is defined as a program in executiois.thie key to multi programming.
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1.00BJECTIVES
At this end of this unit you should be able to
- Explain scheduling
- List and discuss types of scheduling

3.1 THE LONG TERM SCHEDULING

The long-term scheduler determines which programes admitted to the system for
processing. Thus, it controls the degree of mugprmming (number of processes in
memory). Once admitted, a job or user program besaprocess and is added to the queue
for the short-term scheduler. In some systemswdyneeated process begins in a swapped-
out condition, in which case it is added to a quen¢he medium-term scheduler.

In a batch system, or for the batch portion of aegal-purpose OS, newly submitted
jobs are routed to disk and held in a batch qudilm long-term scheduler creates
processes from the queue when it can. There aredegwions involved here. First, the
scheduler must decide that the OS can take on on®ore additional processes. Second,
the scheduler must decide which job or jobs to picaad turn into processes. The criteria
used may include priority, expected execution tiara] I/O requirements.

For interactive programs in a time-sharing systaemprocess request is generated when
a user attempts to connect to the system. Timarmghasers are not simply queued up and
kept waiting until the system can accept them. &atthe OS will accept all authorized
comers until the system is saturated, using sordgbined measure of saturation. At that
point, a connection request is met with a messadjeating that the system is full and the
user should try again later.

3.2 Medium-term scheduling

Medium-term scheduling is part of the swapping fionwg described in Section 8.3.
Typically, the swapping-in decision is based on theed to manage the degree of
multiprogramming. On a system that does not ugealimemory, memory management is
also an issue. Thus, the swapping-in decisionaaitisider the memory requirements of the
swapped-out processes.

3.3 Short-term scheduling

The long-term scheduler executes relatively infeedly and makes the coarse-grained
decision of whether or not to take on a new pracasd which one to take. The short-term
scheduler, also known as the dispatcher, exectegsidntly and makes the fine-grained
decision of which job to execute next.
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To understand the operation of the short-term sdeedwe need to
consider the concept of a process state. Durindifiseme of a process, its status will
change a number of times. Its status at any poititrie is referred to asstate. The term
state is used because it connotes that certain informaiasts that defines

__”Dispatch e = Release % »
eady i ¢ Running ¢ P

Timeout

. Admit

Event

oceurs Event

wait

{ Blocked

the status at that point. At minimum, there are fdefined states for a process (Figure

3.1.1):

. New: A program is admitted by the high-level schedldat is not yet ready to
execute. The OS will initialize the process. moving the ready state.

Ready: The process is ready to execute and is awaitinogsscto the processor.

Running: The process is being executed by the psoce

Waiting: The process is suspended from execution waitingdme system resource such

as FO.

Halted: The process has terminated and will berolgstl by the OS.

For each process in the system the OS must mainfairmation indicating the state of the

process and other information necessary for proegesution. For this purpose each

process is represented in the OS by a processotbitck (Figure 3.12), which typically

contains

Identifier: Each current process has a unique identifier.

State: The current state of the process (new. readysarah).

Priority: Relative priority level.

Program counter. The address of the next instruction in the progta be executed.

Memory pointers: The starting and ending locations of the proaessemory.

Context data These are data that are present in registereiprocessor while the process

is executing. For now, itis
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enough to say that these data represent the "¢bofethe process. The context data plus the
program counter are saved when the process |davesrining state. They are retrieved by the
processor when it resumes execution of the process.
I/O status information: Includes outstanding I/@uests, 1/0 devices (e.g., tape drives)
assigned to this process, a list of files assigodle process, and so on.
Accounting information: May include the amount abgessor time and clock time used,
time limits, account numbers, and so on.

When the scheduler accepts a new job or user retpresxecution, it creates a blank
process control block and places the associatexgsan the new state. After the system has
properly filled in the process control block, thregess is transferred to the ready state.

To understand how the OS manages the schedulitige afarious jobs in memory, let
us begin by considering the simple example in Eig8!9. The figure shows how main
memory is partitioned at a given point in time. Keenel
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of the OS is, of course, always resident. In addjtithere are a number of active
processes, including A and B, each of which iscalted a portion of memory.

We begin at a point in time when process A is ragniThe processor is executing
instructions from the program contained in A's mgmuartition. At some later point in
time, the processor ceases to execute instrudimofisand begins executing instructions in
the OS area. This will happen for one of threeoras
Process A issues a service call (e.g., an 1/O stpue the OS. Execution of A is
suspended until this call is satisfied by the OS.

Process A causes amterrupt. An interrupt is a hardware-generated signal to the
processor. When this signal is detected, the psocaesases to execute A and transfers to
the interrupt handler in the OS. A variety of ewerdlated to A will cause an interrupt.
One example is an error, such as attempting touteex privileged instruction. Another
example is a timeout; to prevent any one process fmonopolizing the processor, each
process is only granted the processor for a slevibgh at a time.
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Some event unrelated to process A that requirestaih causes an interrupt. An example
is the completion of an 1/O operation.

In any case, the result is the following. The pesce saves the current context data
and the program counter for A in As process cortitotk and then begins executing in the
OS. The OS may perform some work, such as iniggaéin I/O operation. Then the short-
term-scheduler portion of the OS decides which gsecshould be executed next. In this
example, B is chosen. The OS instructs the processoestore B's context data and
proceed with the execution of B where it left off.

This simple example highlights the basic functigniof the short-term scheduler.
Figure 5.10 shows the major elements of the OSwedoin the multiprogramming

Opeshiting system

Service
call
handler (code)

Interrupt - i Long-  Short- T

from process Interrupt = = f:em} ‘term
Interrupt | handler (code) | =  uuclle  quese
from I/O e _ . - -

Short-term
scheduler
(code)

Service call
from process

I

Pass control
to process

and scheduling of processes. The OS receives tontige processor at the interrupt handler
if an interrupt occurs and at the service-call hend a service call occurs. Once the
interrupt or service call is handled, the shomrtecheduler is invoked to select a process for
execution.

To do its job, the OS maintains a number of quebdash queue is simply a waiting list
of processes waiting for some resource. The long-tpieue is a list of jobs waiting to use
the system. As conditions permit, the high-levélestuler will allocate memory and create a
process for one of the waiting items. The shoratgueue consists of all processes in the
ready state. Any one of these processes couldhesprocessor next. It is up to the short-
term scheduler to pick one. Generally, this is deite a round-robin algorithm, giving each
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process some time in turn. Priority levels may &lsaised. Finally, there is an I/O queue for
each 1/0O device. More than one process may redhestise of the same 1/0O device. All
processes waiting to use each device are lined thfat device's queue.

Figure 8.11 suggests how processes progress thtbeglomputer under the control of
the OS. Each process request (batch job, useredeiimeractive job) is placed in the long-
term queue. As resources become available, a groeqaest becomes a process and is then
placed in the ready state and put in the short-tpreue. The processor alternates between
executing OS instructions and executing user psesesWhile the OS is in control, it
decides which process in the short-term queue dhoeilexecuted next. When the OS has
finished its immediate tasks, it turns the processer to the chosen process.

As was mentioned earlier, a process being exeomi@g be suspended for a variety of
reasons. If it is suspended because the procesgstsql/O, then it is placed in the
appropriate I/O queue. If it is suspended becatisgimeout or because the OS must attend
to pressing business. then it is placed in theyrstate and put into the short-term queue.
Finally, we mention that the OS also manages aileues. When an 1/O operation is

completed, the OS removes the satisfied process fhat I/O queue and places it in the
short-term queue. It then selects another waitireggss (if any) and signals for the 1/0O
device to satisfy that process's request.
UNIT 3: Memory System
1.0Introduction
2.0 Objectives
3.0Main content

3.1 Characteristics of memory systems

3.2The memory hierarchy

3.3Error correction

1.0 Introduction
Computer memory is organized into a hierarchy. g highest level (closest to the
processor) are the processor registers. Next comeor more levels of cache, When
multiple levels are used, they are denoted L1,a02l so on.Error correction techniques
are commonly used in memory systems.

2.00bjectives
At the end of this unit, you should be able to
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-Understand and

> As one goes down the memory hierarchy, one findsedsing cost/bit, increasing
capacity, and slower access time. It would be ticase only the fastest memory,
but because that is the most expensive memoryragle bff access time for cost by
using more of the slower memory. The design chg#eis to organize th data and
programs in memory so that the accessed memorysaamel usu~ill\ in the faster
memory.

> In general, it is likely that most future accestegrain memory by the processor
will be to locations recently accessed. So the eaaitomatically retains a copy of
some of the recently used words from the DRAM. He tc~ichc is designed
properly, then most of the time the processor vatjuest memory words that are
already in the cache.

Although seemingly simple in concept, computer memexhibits perhaps the widest
range of type, technology, organization, perforneaand cost of any feature of a computer
system. No one technology is optimal in satisfyit@ memory requirements for a
computer system. As a consequence, the typical smnsystem is equipped with a
hierarchy of memory subsystems, some internal ¢osifstem (directly accessible by the
processor) and some external (accessible by tleegsor via an I/O module).

This chapter and the next focus on internal mensdeynents, while Chapter 6 is
devoted to external memory. To begin, the firsttisacexamines key characteristics of
computer memories. The remainder of the chaptemares an essential element of all
modern computer systems: cache memory.

The complex subject of computer memory is made muaeageable if we classify
memory systems according to their key charactesisifThe most important of these are
listed in Table 4.1.

The term location in refers to whether memory iterinal and external to the
computer. Internal memory is often equated withmmaemory. But there are other forms
of internal memory. The processor requires its @weal memory, in
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Table 4.1 Key Characteristics of Computer Memory Systems

Location - Performance
- Internal (e.g. processor registers, main Access time
~ memory, cache) Cycle tinie
External (e,g. optical disks, magnetic Tr%msfcr o
disks, tapes) . Phivmeal T :
b . y;;ca Ype
emiconduct
Number of words M{mcm‘l -
agnetic
Number of bytes g :
' ~ Optical

Unit of Transfer _
: Magneto-optical

. Word Physical Ch i
Block Y i;c? i f;aractel;lat;cs_
Iilete atile
& ochs Mpthiod. .O atile/nonvolatile
. - Erasable/nonerasable
Sequential 0 T
et rganization
Rdom Memory modules

Associative

the form of registers (e.g., see Figure 2.3). Faurtas we shall see, the control unit portion of

the processor may also require its own internal argmVe will defer discussion of these

latter two types of internal memory to later chapteCache is another form of internal
memory. External memory consists of peripheralagerdevices, such as disk and tape, that
are accessible to the processor via I/O controllers

An obvious characteristic of memory is its capackgr internal memory, this is
typically expressed in terms of bytes (1 byte 5t8)lor words. Common word lengths are 8,
16, and 32 bits. External memory capacity is typiaxpressed in terms of bytes.

A related incept is the unit of transfer. For inldrmemory, the unit of transfer is equal
to the number of electrical lines into and outtté memory module. This may be equal to
the word length, but is often larger, such as @l,d2 256 bits. To clarify this point, consider
three related concepts for internal memory:

* Word: The "natural” unit of organization of memory. Tkze of the word is
typically equal to the number of bits used to repret an integer and to the instruction
length. Unfortunately, there are many exceptioms. éxample, th&€CRAY C90 (an
older model CRAY supercomputer) has a 64-bit werdjth but uses a 46-bit integer
representation. The Intel x86 architecture has @dewiariety of instruction lengths,
expressed as multiples of bytes, and a word si32 bits.

* Addressing units: many systems allow addressing at the byte lemednly case, the
relationship between the length in bits A of anradd and the number N of
addressable units i$'2 N.

* Unit of transfer: For main memory, this is the number of bits reatia$ or written
into memory at a time. The unit of transfer neetlegual a word or an addressable
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unit. For external memory, data are often transtem much larger units than a word,
and these are referred to as blocks.
Another distinction among memory types is thethod of accessinginits of data. These
include the following:

+ Sequential accessMemory is organized into units of data, calledores. Access
must be made in a specific linear sequence. Stmtddessing information is used to
separate records and assist in the retrieval pgoéeshared read write mechanism is
used, and this must be moved from its current iodb the desired location, passing
and rejecting each intermediate record. Thus,ithe to access an arbitrary record is
highly variable. Tape units, discussed in Chaptar® sequential access.

+ Direct access:As with sequential access, direct access invadvebared read-write
mechanism. However, individual blocks or recordgeha unique address based on
physical location. Access is accomplished by dieaciess to reach a general vicinity
plus sequential searching, counting, or waitingrgach the final location. Again,
access time is variable. Disk units, discussedhapter 6, are direct access.

+ Random access:Each addressable location in memory has a unigigsically
wired-in addressing mechanism. The time to accesgea location is independent of
the sequence of prior accesses and is constarsg, @hy location can be selected at
random and directly addressed and accessed. Mamoryieand some cache systems
are random access.

+ Associative: This is a random access type of memory that enalesto make a
comparison of desired bit locations within a worsd d specified match, and to do this
for all words simultaneously. Thus, a word is mted based on a portion of its
contents rather than its address. As with ordinarydom-access memory, each
location has its own addressing mechanism, anigvatrtime is constant independa t
of location or prior access patterns. Cache memmonigy employ associative access.

From a user's point of view, the two most importemtracteristics of memory are capacity
and performance. Three performance parametersacke u

+ Access time (latency):For random-access memory, this is the time it takes
perform a read or write operation, that is, theetiftom the instant that an address is
presented to the memory to the instant that data baen stored or made available
for use. For non-random-access memory, accessigitie time it takes to position
the read-write mechanism at the desired location.
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+ Memory cycle time: This concept is primarily applied to random-acaessnory and
consists of the access time plus any additiona tieguired before a second access
can commence. This additional time may be requicedtransients to die out on
signal lines or to regenerate data if they are weastructively. Note that memory
cycle time is concerned with the system bus, reptiocessor.

+ Transfer rate: This is the rate at which data can be transfeméa or out of a
memory unit. For random-access memory, it is etqual(cycle time).

For non-random-access memory, the following retestiop holds:

Ty=Ta+R (4.1)

where

Tn = Average time to read or write N bits

T = Average accedsne

n = Number of bits

R = Transfer rate, in bits per second (bps)

A variety of physical types of memory have been leiygd. The most common today are
semiconductor memory, magnetic surface memory, @sedisk a tape, and optical and
magneto-optical.

Several physical characteristics of data storage iaportant. In a volatiie memory,
information decays naturally or is lost when elealr power is switched off. In a
nonvolatiie memory, information once recorded remaiwithout deteriorate until
deliberately changed; no electrical power is negdaétain information .Magnetic-surface
memories are nonvolatile. Semiconductor memory rbay volatile or nonvolatile.
Nonerasable memory cannot be altered, except byroges the storage unit.
Semiconductor memory of this type is knowrr aad-only mere (ROM). Of necessity, a
practical nonerasable memory must also be nonialati

For random-access memory, the organization is adesygn issue. By onation is
meant the physical arrangement of bits to form wofithe arrangement is not always
used, as is explained in Chapter 5.
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The design constraints on a computer's memory eauimmed up by three question:

How much? How fast? How expensive?

The question of how much is somewhat open enddle IEapacity is

applications will likely be developed to use it.erbuestion of how fast is, in a easier to
answer. To achieve greatest performance, the memust be able to up with the
processor. That is, as the processor is executisiguictions, we not want it to have to
pause waiting for instructions or operands. Thalfguestion must also be considered. For
a practical system, the cost of memory must be iabielationship to other components.

As might be expected, there is a trade-off amorg ttiree key character of memory:
namely, capacity, access time, and cost. A vargdtyechnologic used to implement
memory systems, and across this spectrum of teahpdbliowing relationships hold:
Faster access time, greater cost per bit

Greater capacity, smaller cost per bit

Greater capacity, slower access time

The dilemma facing the designer is clear. The daesigvould like to use memory
technologies that provide for large-capacity memboth because the car

is needed and because the cost per bit is low. Menwe meet performance requirements,
the designer needs to use expensive, relativelgrn@apacity memories with short access
times.

The way out of this dilemma is not to rely on aginmemory component or
technology, but to employ a memory hierarchy. Aidgphierarchy is illustrated in Figure
4.1. As one goes down the hierarchy, the follovaogur:

Decreasing cost per bit i > Increasing capacity
7a Increasing access time
Decreasing frequency of access of the memory bgriteessor

Thus, smaller, more expensive, faster memoriesapplemented by larger, cheaper,

slower memories. The key to the success of thisrozgtion is item (d): decreasing
frequency of access. We examine this concept iatg@raletail when
we discuss the cache, later in this chapter, andialimemory in
Chapter 8. A brief explanation is provided at fhasnt.
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Example 4.1 Suppose that the processor has access to two levels of memory. Level 1
contains 1000 words and has an access tinte of 0.01 us; level 2 contains 100,000 words and
has an access time of 0.1 ps. Assume that if a word to be accessed is in level 1, then the
processor accesses it directly. If it Is In level 2, then the word is first transferred to level 1
and then accessed by the processor. For simplicity, we ignore the time required for the
processor to determine whether the word is in level 1 or level 2, Figure 4.2 shows the gen-
eral shape of the curve that covers this situation. The figure shows the average access
time to a two-level memory as a function of the hit ratio H, where H is defined as the
fraction of all memory accesses that are found in the faster memory (e.g, the cache), 7y is
the access time to level 1, and T, is the access time to level 2. As can be seen, for high

percentages of level 1 access, the average total access time is much closer to that of level |

1 than that of level 2. ;
in our example, suppose 95% of the memory accesses are found in the cache. Then
the average time to access a word can be expressed as

(0.95)(0.01 us) + (0.05)(0.01 s + 0.1 us) = 0.0095 + 0.0055 = 0.015 pus

The average aceess time is much closer to 0.01 ws than to 0.1 us, as desired.
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The use of two levels of memory to reduce averagess time works in prin-
ciple, but only if conditions (a) through (d) appBy employing a variety of tech-
nologies, a spectrum of memory systems existssthtadfies conditions (a) through
(c). Fortunately, condition (d) is also generalbfidg.

The basis for the validity of condition (d) is ainmiple known aslocality of
reference[DENNG68]. During the course of execution of a pargr memory refer-
ences by the processor, for both instructions atal, dend to cluster. Programs typ-
ically contain a number of iterative loops and suwitines. Once a loop or
subroutine is entered, there are repeated refesdnca small set of instructions.
Similarly, operations on tables and arrays invaeeess to a clustered set of data
words. Over a long period of time, the clustersuge change, but over a short
period of time, the processor is primarily workingh fixed clusters of memory
references.

Accordingly, it is possible to organize data acréiss hierarchy such that the
percentage of accesses to each successively lewar it substantially less than
that of the level above. Consider the two-levelneple already presented. Let level
2 memory contain all program instructions and datee current clusters can be
temporarily placed in level |. From time to timeyeoof the clusters in level 1 will
have to be swapped back to level 2 to make roona floew cluster coming in to
level 1. On average, however, most references hllto instructions and data
contained in level 1.

This principle can be applied across more thanléwels of memory, as suggested
by the hierarchy shown in Figure 4.1. The fastestallest, and most expensive
type of memory consists of the registers interoathie processor. Typically, a -
processor will contain a few dozen such regisathpugh some machines contain
hundreds of registers. Skipping down two levelsjnnraemory is the principal
internal memory system of the computer. Each looath main memory has a
unique _address. Main memory is usually extenddgd wihigher-speed, smaller
cache. The -ache is not usually visible to the gogner or, indeed, to the
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processor. It is a dace for staging the movement of data between mamany

and processor registers to improve performance.
The three forms of memory just described are, ajjyic volatile and employ
miconductor technology. The use of three leveldatgothe fact that semiconductor
memory comes in a variety of types, which diffeispeed and cost. Data are stored
more permanently on external mass storage dewteshich the most com on are
hard disk and removable media, such as removabimetia disk, tape, and optical
storage. External, nonvolatilie memory is also reférto as secondary memory
auxiliary memory. These are used to store prograchdata files and are usually
invisible to the programmer only in terms of filesd records, as opposed to
individual bytes or words. Disk is also used toyte an extension to main memory
own as virtual memory, which is discussed in Chate

Other forms of memory may be included in the higmgr For example, large 1
mainframes include a form of internal memory knaagnexpanded storage is uses a
semiconductor technology that is slower and legesive than that of in memory.
Strictly speaking, this memory does not fit inte thierarchy but is a branch: Data
can be moved between main memory and expandedystbra between expanded
storage and external memory. Other forms of seegndamory include optical and
magneto-optical disks. Finally, additional levelancbe positively added to the
hierarchy in software. A portion of main memory daa used as a buffer to hold
data temporarily that is to be read out to diskctSa techniquesometimes
referred to as a disk cachfémproves performance in two ways
4+ Disk writes are clustered. Instead of many smalhdfers of data, we have a
few large transfers of data. This improves diskfqgrerance and minimize
processor involvement.
+ Some data destined for write-out may be referermed program before the
next dump to disk. In that case, the data areenatd rapidly from the software
cache rather than slowly from the disk.
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ERROR CORRECTION

A semiconductor memory system is subject to erfbngese can be categorized as
hard failures and soft errors. A hard failure {geamanent physical defect so that the
memory cell or cells affected cannot reliably stda¢a but become stuck at 0 or 1 or
switch erratically between 0 and 1. Hard errorstlmacaused by harsh environmental
abuse, manufacturing defects, and wear. A softr ésr@ random, nondestructive
event that alters the contents of one or more mgmoells without damaging the
memory. Soft errors can be caused by power suppliglegs or alpha patrticles.
These particles result from radioactive decay arddastressingly common because
radioactive nuclei are found in small quantitiem@arly all materials. Both hard and
soft errors are clearly undesirable, and most mod®in memory systems include
logic for both detecting and correcting errors.

Figure 5.7 illustrates in general terms how thecess is carried out. When data are
to be read into memory, a calculation, depicted &snction f, is performed on the
data to produce a code. Both the code and theadatatored. Thus, if an _VI-bit
word of data is to be stored and the code is @jtlel bits, then the actual size of the
stored word is M K bits.

When the previously stored word is read out, thdeds used to detect and possibly
correct errors. A new set & code bits is generated from the M data bits and
compared with the fetched code bits. The companysgids one of three results:

No errors are detected. The fetched data bitsesteosit.

An error is detected, and it is possible to cortheterror. The data bits plus error
correction bits are fed into a corrector, whichdarces a corrected set of M bits to be
sent out.

An error is detected, but it is not possible tarearit. This condition is reported.
Codes that operate in this fashion are referreasoror-correcting codes. A code

is characterized by the numbs of bit errors in advibat it can correct and detect.
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The simplest of the error-correcting codes is H@amming code devised b:
Richard Hamming at Bell Laboratories. Figure 5.8su¥enn diagrams to illustrate
the use of this code on 4-bit words (M = 4). Witheke intersecting circles, there
aseven compartments. We assign the 4 data biketmber compartments (Figure
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5.8a). The remaining compartments are filled withatvare callegharity b-1Each
parity bit is chosen so. that the total numbersahiits circle is even (Figure 5.8b).
Thus, because circ A includes three data 1s, théydat in that circle set to 1.
Now, if an error changes one of the data bits (fedu8c), it is easily four

By checking the parity bits, discrepancies are ébumcircle A and circle C but in
circle B. Only one of the seven compartments ié iand C but not B. The er can
therefore be corrected by changing that bit.

To clarify the concepts involved, we will develog@de that can dete® - correct
single-bit errors in 8-bit words.

To start, let us determine how long the code masReferring to Figure -
the comparison logic receives as input two K-biluea. A bit-by-bit comparison
done by taking the exclusive-OR of the two inpiise result is called thgynod_
word. Thus, each bit of the syndrome is 0 or 1 according tindéfre is or is n,_ -
match in that bit position for the two inputs.

The syndrome word is therefokebits wide and has a range between C. The value
0 indicates that no error was detected, leathg 1 value - indicate, if there is an
error, which bit was in error. Now, because anrecro
occur on any of the M data bits ldrcheck bits, we must have

2K-1>> M+K

+ 5% Increase in Word Length with Error Correction

- Single-Error Correction/
Single-Error Correction Double-Error Detection
| Data Bits Check Bits % Increase - Check Bits % Increase
: g 4 : 50 5 62.5
16 5 s 6 375
5 6 1875 7 21.875
64 7 10.94 8 -
128 8 6.25 9 T405
256 9 357 10 3.91
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1.0Conclusion
As one goes down the memory hierarchy one findgedsmg cost bit,
increasing capacity, and slower access time. This focuses on internal
memory elements.
2.0 Summary
Although seemingly simple in concept, computer megmexhibits perhaps
the widest range of type, technology, organizatmerformance and cost of
any feature of computer system
The error correction technique involves adding retfunt bits that are a
function of the data bit to form an error correntmnde. If a bits error occurs,
the code will detect and usually correct the error.
3.0 Tutor Marked Assignment
1. What are the differences among direct mapping,cetsoe mapping and
set associative mapping?
2. What is a parity bit?
3. How is the syndrome for the hamming code interpi2te
4.0 References/Further reading
1. Adamck, J. Foundation of coding New York Wiley 1991
2. Smith,a CACHE MEMORIES ACM computing surveys Septen1992
UNIT 4. CACHE MEMORY
1.0INTRODUCTION
2.00BJECTIVES
3.0MAIN CONTEXT
3.1CACHE MEMORY PRINCIPLES
3.2ELEMENTS OF CACHE DESIGN
3.3PENTIUM 4 CACHE ORGANIZATION
3.4ARM CACHE ORGANIZATION
4.0CONCLUSION
5.0SUMMARY
6.0TUTOR MARKED ASSIGNMENT
7.0REFERENCES AND FURTHER READING
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1.0 Introduction
In general it is likely that most future accessntain memory by the
processor will be to locations recently accessexltl® cache memory
automatically retains a copy of some of the regemsied words form the
dynamic random- access memory (DRAM)
2.00bjectives
At the end of this unit, you should be able to
- Explain the principles and elements of cache dé&siglerstood Pentium 4
cache organization
- Discuss ARM cache organization
3.1Cache memory principles
3.2Elements of cache design
3.3Pentium 4 cache organization
3.4ARM cache organization
4.0 Conclusion
If the cache is designed properly then most oftithe the processor will request
memory words that are already in the cache.
5.0 SUMMARY
Cache memories are intended to give memory speedldaage memory size.
Besides, cache are often used in high performaoceputers that deals with
super computers and supercomputers software foentdac application.
Moreover the longer the cache the larger the nundfegates involved in
addressing the cache.
6.0 Tutor marked assignment
For a direct mapped cache a main memory addresswed as consisting of two
fields list and define the two fields.
7.0 Reference and further reading
Agarwal, A. Analysis of cache performance for opeg systems and
multiprogramming. Boston: Kluwer academic publish£889.
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MODULE 6 LOGIC

UNIT 1: BOOLEAN ALGEBRA
UNIT 2: LOGIC OPERATIONS
UNIT 3: COMBINATIONAL CIRCUITS

UNIT 1: BOOLEAN ALGEBRA
Introduction

1.00Objectives
2.0Main content
2.1 Digital circuitry
2.2 Boolean operators
2.3 Basic identities of Boolean Algebra
3.0Conclusion
4.0 Summary
5.0 Tutor marked assignment
6.0 References/ Further reading
Construct a truth table for the following Boolean epression:
a. ABC+ ABC
b. ABC + ABC + ABC
c. A(BC +BQC)
d. (A +B) (A+C) (A+B)

7.0 References/ further reading
The logic of sets Gregg.Jones and zeros: Undeiisaiholean Algebra, Digital

1.0 INTRODUCTION

The operation of the digital computer is basedm dtorage and processing of
binary data. In this unit we suggest how storagsmehts and circuits can be
implemented in digital logic specifically with comiational and sequential

circuits.
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2.0 OBJECTIVES
At the end of this unit you should be able to

- Understand Boolean operators

- Explain the Boolean operators

- Discuss the identities of Boolean Algebra

3.1The digital circuitry

3.2Explain the Boolean operators

3.3The basic
3.1 DIGITAL CIRCUITRY
The digital circuitry in digital computers and othdigital systems is designed,
and its behavior is analyzed, with the use of ahevaiatical discipline known as
Boolean algebra. The name is in honor of an Engistthematician George
Boole, who proposed the basic principles of thggebta in 1854 in his treatise,

An Investigation of the Laws of Thought on WhichRound the Mathematical
Theories of Logic and Probabilities. In 1938, Clau8hannon, a research
assistant in the Electrical Engineering DepartmantM.I.T, suggested that
Boolean algebra could be used to solve problemselay-switching circuit
design [SFIAN38]. Shannon's techniques were subsequently used in the
analysis and design of electronic digital circuBsolean algebra turns out to be
a convenient tool in two areas:

Analysis: It is an economical way of describing thection of digital circuitry.
Design: Given a desired function, Boolean algelaraloe applied to develop a
simplified implementation of that function.

As with any algebra, Boolean algebra makes use afiables and
operations. In this case, the variables and omeratare logical variables and
operations. Thus, a variable may take on the val(lERUE) or O (FALSE). The
basic logical operations are AND, OR, and NOT, whi@re symbolically
represented by dot, plus sign, and over’bar:

A AND B=A-B
A OR B=A+B
NOT A=A
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The operation AND vyields true (binary value 1) mdaonly if both of its
operands are true. The operation OR yields trdtlier or both of its operands
are true. The unary operation NOT inverts the vatdeits operand. For
example, consider the equation

D=A+(B'C)
Disequalto1if Ais 1 or if both B = 0 and Cl=Otherwise D is equal to O.
"The paper is available at this book's web site.
ZLogical NOT is often indicated by an apostrophe:TN®= A'.

3.2 BOOLEAN OPERATORS

Table 20.1 Boolean Operators ,
(a) Boolean Qperators of Two Input Variables

et

{b) Boolean Operators Extended to More than Two Inpats (A, B,...)

odd number of ones.

~€ mnran.

Several points concerning the notation are neeltethe absence of paren-
theses, the AND operation takes precedence ovédfheperation. Also, when no
ambiguity will occur, the AND operation is represah by simple concatenation
instead of the dot operator. Thus,

A+B-C=A+(B-C)=A+BC
all mean: Take the AND of B and C; then take thedDBe result and A.
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Table 20.1a defines the basic logical operationa farm known as a truth
table, which lists the value of an operation foergvpossible combination of values
of operands. The table also lists three other usgfarators: XOR, NAND, and
NOR. The exclusive-or (XOR) of two logical operangsl if and only if exactly
one of the operands has the value 1. The NAND ilomds the complement (NOT)

of the AND function, and the NOR is the complen&®R:
A NAND B = NOT (A AND B)- AB
ANORB=NOT(AORB)=A+B

As we shall see, these three new operations caisdfal in implementing certain

digital circuits.

3.3 THE BASIC IDENTITIES OF BOOLEAN ALGEBRA

Table 24.2 Basic Identities of Boolean Algebra

Basic Postulates

A-B=B-A A-t-B=B+A
A-B+C)_(A-13)+(AA+(B-C)-(A+B)-(A+C)
1-A=A 0O+A=A

A-A=0 A-1A=1

Commutative
I Avarr

Distributive Laws
Identity Elements

Inverse Elementg

Other Identities

0-A=0 1 +A =|

A-A=A Aj-A-A
A-(B-C)-(A-B)-C A+ (B+C)--(A+B)+C
X-B-A+B A-=B=A-13

Associative Laws
DeMorgan's
Theoren

The logical operations, with the exception of N&&n be generalized to

more than two variables, as shown in Table 20.1b.
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Table 20.2 summarizes key identities of Booleaelalg. The equations have been
arranged in two columns to show the complementargual, nature of the AND
and OR operations. There are two classes of igsntibasic rules (orpostulates),
which are stated without proof and other identitiest can be derived from the
basic postulates. The postulates define the wayhich Boolean expressions are
interpreted. One of the two distributive laws isrthianoting because it differs from
what we would find in ordinary algebra:
A+(B°C)-(A+B)-(A+C)
AHANDB=AORR

The reader is invited to verify the expressiongable 20.2 by substituting

actual values (1s and Os) for the variables A8, @.

UNIT 2: LOGIC OPERATIONS
1.0Introduction
2.00bjectives
3.0Main content
3.1Gates
3.2Basic logic gates
4.0 Conclusion
5.0 Summary
6.0 Tutor marked assignment
7.0References/ further reading

1.0 INTRODUCTION
The fundamental building block of all digital logaircuits is the gate. Logical
functions are implemented by the interconnectiogaiés.
2.0 OBJECTIVES
At the end of this unit, you should be able to
- Explain the basic logic gates
- Design by the line diagram for each gates/logicalas
Construct truth table of logical circuits
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3.1 GATES

A gate is an electronic circuit that produces atpuusignal that is a simple
Boolean operation on its input signals. The basitegy used in digital logic are
AND, OR, NOT, NAND, NOR, and XOR. Figure 20.1 ddpithese six gates.
Each gate is defined in three ways: graphic symddgkebraic notation, and truth
table. The symbology used here and throughoutgperalix is the IEEE standard,
IEEE Std 91. Note that the inversion (NOT) operai®indicated by a circle.

Each gate shown in Figure 20.1 has one or two snjpuid one output.
However, as indicated in Table 20.1b, all of theegaxcept NOT can have more
than two inputs. Thus, (X + Y + Z) can be implengehitvith a single OR gate with
three inputs. When one or more of the values ainjat are changed, the correct
output signal appears almost instantaneously, ddlaply by the propagation time
of

Name Graphical Symbol iy Truth Table
AB[F

F=A®B 0010

AND 5 010
s 100

i e 2 s

AB_E“

i 000

OR F E=A+B o011
Biemee—y 101

i I W] s

F:K A|F

NOT or Gl1
. 1o

ABIF

001

NAND F=24ABR 0111
101

1110

A BIF

ool

NOR F=ATB o 1lo
100

11lo

A BIF

0 0l0

XOR F=A®DB 0 1|1
101

1 110
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signals through the gate (known as the gate deldyg.significance of this delay is

discussed in Section 20.3. In some cases, a gategplemented with two outputs,

one output being the negation of the other output.

Here we introduce a common term: we say that terasssignal is to cause signal
line to make a transition from its logically fal€® state to its logically true (1) state.
The true (1) state is either a high or low voltagate, depending on the type of
electronic circuitry.

3.2 BASIC LOGIC GATES

Typically, not all gate types are used in impleraéinoh. Design and fabrication are
simpler if only one or two types of gates are usHuls, it is important to identify
functionally complete sets of gates. This means that any Boolean fundionbe
implemented using only the gates in the set. THeviing are functionally complete
sets:

« AND, OR, NOT

« AND, NOT

e OR, NOT

« NAND

« NOR

It should be clear that AND, OR, and NOT gates titurie a functionally complete set,
because they represent the three operations oeBodallgebra. For the AND and NOT gates
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to form a functionally complete set, there mustbeay to synthesize the OR operation from
the AND and NOT operations. This can be done byyapp DeMorgan's theorem:

A+B=A-B

A OR B = NOT (.(NOT A) AND (NOT B))

Similarly, the OR and NOT operations are functibnabmplete because they can be used to
synthesize the AND operation.

Figure 211.2 shows how the AND, OR, and NOT funican be implemented solely
with HAND gates, and Figure 20.3 shows the samegtiior NOR gates. For this reason,
digital circuits can be, and frequently are, impémted solely with NAND gates or solely
with NOR gates.

With gates, we have reached the most primitiveudidevel of computer hardware. An
examination of the transistor combinations useddostruct gates departs from that realm
and enters the realm of electrical engineering. dtorpurposes, however, we are content to
describe how gates can be used as building blackaplement the essential logical circuits
of a digital computer

4.0 CONCLUSION
Typically not all gates types are used. The desigd fabrication of circuits
becomes simpler and earlier of one or two gatesised.

5.0 SUMMARY
In summary, we have size basic logic gates whiehdafined in three ways,
namely graphic symbol, algebraic notation and ttatie.
6.0 TUTOR MARKED ASSIGNMENT
1. Given a NOR gate and NOT gates, draw a logigrdia that will perform the
tree input and function.
2. Construct the operations XOB from the basic Banloperations and OR na
Dnot

7.0REFERENCES/ FURTHER READING

Farahat, H. Digital design and computer organimaBmca Ratan: CRC press,
2004
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UNIT 3: COMBINATIONAL CIRCUITS
1.0Introduction

2.00bjectives

3.0Main content

1.0

2.0

3.1Implementation of Boolean functions
Introduction
A combinational circuit is an interconnected siegjates whose output at any
time is a function only of the output at that tirdes with a single gate, the
appearance of the input is followed almost immedyaby the appearance of
the output with only gate delays.
Objectives

At the end of this unit, you shoulddi®e to
Understand the truth table and graphical symboks @bmbinational circuits
with its Boolean equations inclusive.
Explain and discuss algebraic simplification,
karnaugh maps and quine mckluskey tables

3.1 IMPLEMENTATION OF BOOLEAN FUNCTIONS
In general terms, a combinational circuit consigta binary inputs and m binary
outputs. As with a gate, a combinational circuit ba defined in three ways:

Truth table: For each of the 2" possible combinations of ingighals, the
binary value of each of the m output signals i®ds

Graphical symbols: The interconnected layout of gates is depicted.
Boolean equations:Each output signal is expressed as a Booleanifumot
its input signals.

Any Boolean function can be’ implemented in elegicdorm as a network of gates.
For any given function, there are a number of alteve realizations. Consider the
Boolean function represented by the truth tabl&éable 20.3. We caexpress this
function by simply itemizing the combinations ofwas of A, B, and C that cause F
to be 1:

F=ABC + ABC + ABC (20.1)
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There are three combinations of input values thase F to be 1, and if any
one of these combinations occurs, the result iBhis form of expression, for self-
evident

Sum-of-Products Implementation of Table 20.3
reasons, is known as the sure of products (SORh:féiigure 20.4 shows a
straightforward implementation with AND, OR, and N@ates.
Another form can also be derived from the truthidaihe SOP form expresses
that the output is 1 if any of the input combinasdhat produce 1 is true. We can
also say that the output is 1 if none of the inponbinations that produce 0 is
true. Thus,
F=(AgC)_(AgC)_(ABC)-(ABC) - (ABC)
This can be rewritten using a generalization of Dej&n's theorem:
(XeY.Z2)=X+Y+Z
Thus,
F=(A+B+C)-(A+B+c)-(A+B+c)(A+B+C)-(A+B+C) (lox) =(AB+C)-(A+B+c)-
(A+B+C)-(A+B+c)-(A+R+c)
This is in the product of sums (POS) form, whiclillisstrated in Figure 20.5. For
clarity, NOT gates are not shown. Rather, it isuassd that each input signal and
its complement are available. This simplifies tlgit diagram and makes the
inputs to the gates more readily apparent.
Thus, a Boolean function can be realized in ei®P or POS form. At this point,
it would seem that the choice would depend on wdrethe truth table contains
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more 1s or Os for the output function: The SOP dvas term for each 1, and the
POS has one term for each 0. However, there asx otinsiderations:

It is often possible to derive a simpler Booleapression from the truth table than
either SOP or POS.

Bl e B e
Y ¥ Y
i
s —~
- A
%
.‘._,.__Mj

Implementation of Table 20.3
It may be preferable to-implement the function watkingle gate type (NAND or
NOR).

The significance of the first point is that, withsampler Boolean expression,
fewer gates will be needed to implement the fumctibhree methods that can be
used to achieve simplification are Algebraic sirfipdition Karnaugh maps Quine-
VicKluskey tables.

3.2 SIMPLIFICATION OF BOOLEAN FUNCTIONS
Algebraic simplification involves the applicatiofi the identities of Table 20.2 to
reduce the Boolean expression to one with feweaneitgs. For example, consider
again Equation (20.1). Some thought should conviheaeader that an equivalent
expression is
F=AB +BC (20.3)
Or, even simpler,

F=B(A+~)
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This expression can be implemented as shown inr&ig0.6. The simplification
of Equation (20.1) was done essentially by obse@wmatFor more complex
expressions, some more systematic approach is deede

_ T ——

A

o I ae
D

S

For purposes of simplification, the Karnaugh map isonvenient
way of representing a Boolean function of a smathher (up to four) of variables.
The map is an array of 2" squares, representingpalible combinations of values of
n binary variables. Figure 20.7a shows the :n&ajpwf squares for a function of two
variables. It is essential for later purposesdbthe combinations in the order 00, 01,
Because the squares corresponding to the combsati@ to be used for recording
information, the combinations are customarily wentabove the squares. In the case
of three variables, the representation is an aeraegt of eight squares (Figure
20.7b), with the values for one of the variablestite left and for the other two
variables above the squares. For four variablessdifares are needed, with the
arrangement indicated in Figure 20.7c.

The map can be used to represent any Boolean danictithe following way.
Each square corresponds to a unique product isuheof-products form, with a 1
value corresponding to the variable and a O vabueesponding to the NOT of that
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variable. Thus, the product AB corresponds to theth square in Figure 20.7a.
For each such product in the function, 1 is plagedhe corresponding square.
Thus, for the two-variable example, the map comess to AB + WB. Given the
truth table of a Boolean function, it is an easytterato construct the map: for each
combination of values of variables that producesult of 1 in the truth table, fill
in the corresponding square of the map with 1. Fg20.7b shows the result for
the truth table of Table 20.3. To convert from aoB@an expression to a map, it is
first necessary to put the expression into whatefsrred to asanonical form:
each term in the expression must contain each blari&o, for example, if we
have Equation (20.3), we must first expand it itite full form of Equation (20.1)
and then convert this to a map.

The labeling used in Figure 20.7d emphasizes tle¢ioaship between variables
and the rows and columns of the map. Here the omes embraced by the symbol
A are those in which the variable A has the valuthé& rows not embraced by the
symbol A are those in which A is 0; similarly for 8, and D.

Once the map of a function is created, we can ofete a simple algebraic
expression for it by noting the arrangement of teeon the map. The principle is
as follows. Any two squares that are adjacent diffeonly one of the variables. If
two adjacent squares both have an entry of ona the corresponding product
terms differ in only one variable. In such a cabe, two terms can be merged by
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eliminating that variable. Foexample, in Figure 20.8a, the two adjacent squares
correspond to the two terms ABCD and ABCD. Thus, filmction expressed is
ABCD + ABCD = ABD

This process can be extended in several wayst, Hies concept of adjacency
can be extended to include wrapping around the efighe map. Thus, the top
square of a column is adjacent to the bottom squearé the leftmost square of a
row is adjacent to the rightmost square. These itiond are illustrated in Figures
20.8b and c. Second, we can group not just 2 sguare2'Z adjacent squares (that
is, 2, 4, 8, etc.). The next three examples in FEgR0.8 show groupings of 4
squares. Note that in this case, two of the vaemldan be eliminated. The last
three examples show groupings of 8 squares, whiokw ahree variables to be
eliminated.

We can summarize the rules for simplification d#ofes:

Among the marked squares (squares with a 1), fwedd that belong to a unique
largest block of 1, 2, 4, or 8 and circle thosecko
Select additional blocks of marked squares thabarkarge as possible and as few
in number as possible, but include every markedasgjat least once. The results
may not be unigue in some cases. For examplemidiked square combines with
exactly two other squares, and there is no fourtlrked square to complete a
larger group, then there is a choice to be madevasvhich of the two groupings
to choose. When you are circling groups, you al@nad to use the same 1 value
more than once.
Continue to draw loops around single marked squaregairs of adjacent marked
squares, or groups of four, eight, and so on it suway that every marked square
belongs to at least one loop; then use as fetheask blocks as possible to include
all marked squares.
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Figure 20.9x, based on Table 20.3, illustratessthwplification process. If any
isolated 1s remain after the groupings, then edidhease is circled as a group of
1s. Finally, before going from the map to a simedf Boolean expression, any
group of 1s that is completely overlapped by otf@ups can be eliminated. This
is shown in Figure 20.9b. In this case, the horiabgroup is redundant and may
be ignored in creating the Boolean expression.

One additional feature of Karnaugh maps needs tanbgationed. In some
cases, certain combinations of values of variablger occur, and therefore the
corresponding output never occurs. These are esfeto as "don't care"
conditions. For each such condition, the letteri&d&ntered into the corresponding
square of the map. In doing the grouping and siicplion each “d” can be
treated as 1 or O whichever leads to the simpbgstession.
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Figure 289 Overlapping Groups

An example, presented in [HAYE98], illustrates tha@ints we have been dis-
cussing. We would like to develop the Boolean esgitns for a circuit that adds 1
to a packed decimal digit. Recall from Section &t with packed decimal, each
decimal digit is represented by a 4-bit code, amabvious way. Thus, 0 = 0000, 1 =
0001, ..., 8 =1000, and 9 = 1001. The remaidHinit values, from 1010 to 1111,
are not used. This code is also referred to asri@aded Decimal (BCD).

Table 20.4 shows the truth table for producing lait4esult that is one more
than a 4-bit BCD input. The addition is modulo T@us, 9 + 1 = 0. Also, note that
six of the input codes produce "don't care" resbiézause those are not valid BCD
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inputs. Figure 20.10 shows the resulting Karnauglpsrfor each of the output vari-
ables. The d squares are used to achieve the dmsbje groupings.
For more than four variables, the Karnaugh map atethecomes increasingly
cumbersome. With five variables, two 16 x 16 maps meeded, with one map
considered to be on top of the other in three dsimers to achieve adjacency. Six
variables require the use of four 16 x 16 tablefour dimensions! An alternative
approach is a tabular technique, referred to aimee-McKluskey method. The
method is suitable for programming on a computegite an autoirmafic fool for
producing minimized Boolem expregSiong.

The method is best explained by means of an exar@uplesider the following
expression:
ABCD+ABCD+ABCD+ABCD+ABCD+ABCD+ABCD+ABCD
Let us assume that this expression was derived &amth table. We would like to
produce a minimal expression suitable for impleratom with gates.

D

61 b

ek it s e
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The first step is to con_ trLictt a table in whieach row corresponds to one of the
product terms of the expression. The terms arepgaaccording to the number of
complemented variables. | =:at is; eve start with term with no complements, if it
exists, then all terms with one complement, andrsoTable 20.5 shows the list for
our exampleexpression, with horizontal fines used to indicate the grouping. For

clarity,
D D
00 01 11 1g 3 01 gLy 10
i .‘ 4 { 2 2 i
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(for F = ABCD + ABCD + ABCD + ABCD +~ ABCD + ABCD + ABCD + ABCD)

each term is represented by a 1 for each uncompkechevariable and a 0 for each
complemented variable. Thus, we group terms aaegrth the number of is they contain.
The index column is simply the decimal equivalamd & useful in what follows.

The next step is to find all pairs of terms thdtediin only one variable, that is, all
pairs of terms that are the same except that onabla is 0 inone of the terms and 1 in the
other. Because of the way in which we have groupederms, we can do this by starting
with the first group and comparing each term of finst group with every term of the
second group. Then compare each term of the sagrongh with all of the terms of the third
group, and so on. Whenever a match is found, @ad®eck next to each term, combine the
pair by eliminating the variable that differs irnetlwo terms, and add that to. a new list.
Thus, for example, the terms ABCD and ABCD are cowath to prodai&e ABC. This
process continues until the entire original talde heen examined. The result is a new table
with the following entries:

ACD ABC ABD ~' BCD, ACD
ABC BCD ABDy

The new table is organized into groups, as indi;ate the same fashion as the first
table. The second table is then processed in the saanner as the first. That is, terms that
differ in only one variable are checked and a nemntproduced for a third table. In this
example, the third table that is produced contairlg one term: BD.

In general, the process would proceed through sgogeetables until a table with no
matches was produced. In this case, this has iaddlwee tables.

Once the process just described is completed, we éaninated many of the possible
terms of the expression. Those terms that havdeen eliminated are used to construct a
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matrix, as illustrated in Table 20.6. Each rowhs matrix corresponds to one of the terms
that have not been eliminated (has no check) inddrilie tables used so far. Each column
corresponds to one of the terms in the originalresgion. An X is placed at each
intersection of a row and a column such that the etement is "compatible” with the
column element. That is, the variables presertierow element have the same value as the
variables present in the column element. Next]Jeeach X

that is alone in a column. Then place a squarendreach X in any row in which there is a
circled X. If every column now has either a squaned circled X, then we are done, and
those row elements whose Xs have been marked tadtie minimal expression. Thus, in
our example, the final expression is

ABC! +ACD+IBC+X UD

In cases in which some columns have neither aeanat a square, additional processing
is required. Essentially, we keep adding row eldmantil all columns are covered.

Let us summarize the twine-McKluskey method to tiwyjustify intuitively why it
works. The first phase of the operation is reaslynstbaightforward,The process eliminates
unneeded variables in product terms. Thus, theesgmn ABC + ABC is equivalent to AB;
because

ABC + ABC=AB(C+C)=A

After the elimination of variables, we are left vian expression that is clearly
equivalent to the original expression. However,réhenay be redundant terms in this
expression, just as we found redundant grouping&kamaugh maps. The matrix layout
assures that each term in the original expressonovered and does so in a way that
minimizes the number of terms in the final exprassi
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Another consideration in the implementation of Bawl functions concerns the types of gates
used. It is sometimes desirable to implement a &oofunction solely with TeTAND gates
or solely with NOR gates. Although this may nottlhe minimum-gate implementation, it has
the advantage of regularity, which can simplify thanufacturing process. Consider again
Equation (2(1.3):

Because the complement of the complement of a vajust the original value;

F=B(A+C)=(AB)+ Applying DeMorgan's theorem,
F = (AB) ° (BC)
which has three NAND forms, as illustrated in Fey@rll.

Figure 26,11 NAND Implementati
Table 20.3 SR

The multiplexer connects lutinle inputs to a sirgdput. At any time, one of the inputs is
selected to to the output. A general block diagrapresentation is shown in Figure This
represents a 4-to+hultiplexer. There are four input lines, labeled DO. D'. D-, @&l One

of these lines is selected to provide the outpgnai F. To select one of the four possible
inputs, a 2-bit selection code is needed, andishimpiti meneed as two select lines labeled
S1 and S2.

An example 4-to--multiplexer is defined by the truth table in Tal2i@.7. This is a
simplified form of a truth table. Instead of shogimll possible combinations of input
variables, it shows tt_e output as data from like D1, D2, or D3. Figure 20.13 shows an
implementation using AND, OR, and NOT gates. S1 §2dare connected to the AND
gates in such a way that, for any combination ofaBd S2, three of the AND gates will
output 0. The fourth AND gate will output the valofethe selected line, which is either 0 or
1. Thus, three of the inputs to the OR gate aregdwd, and the output of the OR gate will
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equal the value of the selected input gate. Using tegular organization, it is easy to

construct multiplexers of size 8-to-1,16-to-1, aadon.
Multiplexers are used in digital circuits to contstgnal and data routing. An example
is the loading of the program counter (PC). Thei@dab be loaded into the program counter

may come from one of several different sources:
A binary counter, if the PC is to be incrementedtii@ next instruction

rrgnre 2082 deto-l Multiplexer
Representation

. The instruction register, if a branch instructicing a direct address has just been
executed
. The output of the AT U, if the branch instructiopesifies the address using a

displacement mode
These various inputs could be connected to thetimpes of a mulltiplexer, with the PC

connected to the output line. The select linesrdetee which value is loaded into the PC.
Because the PC contains multiple bits, multipletipléxers are used, one per bit. Figure
20.14 illustrates this for 16-bit addresses.
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A decoderis a combinational circuit with a number of outpines, only one of which is
asserted at any time, dependent on the pattenpat lines. In general, a
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decoder has n inputs and 2" outputs. Figure 2hatvs a decoder with three inputs and eight
outputs.

Decoders find many uses in digital computers. Orample is address decoding.
Suppose we wish to construct a 1K-byte memory ukig 256 X 8-bit RAM chips. We
want a single unified address space, which camrddeeh down as follows;

Address Chip
0000-00FF 0
0100-01FF 1
0200-02FF 2
0300-03FF 3
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Each chip requires 8 address lines, and theseuamied by the lower-order 8 bits of
the address. The higher-order 2 bits of the 1@hiiress are used to select one of the four
RAM chips. For this purpose, a 2-to-4 decoder edushose output enables one of the four
chips, as shown in Figure 20.16.

With an additional input line, a decoder can beduss a demultiplexer. The
demultiplexer performs the inverse function of altiplexer; it connects a single input to
one of several outputs. This is shown in Figurel20As before, n inputs are decoded to
produce a single one of 2" outputs. All of the 2itput lines are ANDed with a data input
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line. Thus, then inputs act as an address to select a particul@ublihe, and the value on
the data input line (0 or 1) is routed to that odtme.

The configuration in Figure 20.17 can be viewedimother way. Change the label on
the new line from Daténput to Enable. This allows for the control of the timing of the

decoder. The decoded output appears only when rtheded input isoresent and the
enable line has a value of 1.

3.3 READ ONLY MEMORY

Combinational circuits are often referred to as rimoeyless"” circuits, because their output
depends only on their current input and no histdnyrior inputs is retained.

[

S |

N-bit
destination

2¥ outputs
address

e o @ 8 ©

N-t0-2" decoder

|

e @

Data input

Figure 20.17 Implementation of 2 Demultiplexer Using
a Decorder

iabie 2.8  Lruth lable for a ROUOM
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However, there is one sort of memory that is immated with combinational circuits,
namelyread-only memory (ROM).

Recall that a ROM is a memory unit that perform$yahe read operation. This
implies that the binary information stored in a R@vpermanent and was created during
the fabrication process. Thus, a given input toR@M (address lines) always produces
the same output (data lines). Because the outpeata &unction only of the present inputs,
the ROM is in fact a combinational circuit.

A ROM can be implemented with a decoder and a 5§€R> gates. As an example,
consider Table 20.8. This can be viewed as a talite with four inputs and four outputs.
For each of the 16 possible input values, the spording set of values of the outputs is
shown. It can also be viewed as defining the cdsteha 64-bit ROM consisting of 16
words of 4 bits each. The four inputs specify adrads, and the four outputs specify the
contents of the location specified by the addrésgure 20.18 shows how this memory
could be implemented using a 4-to-16 decoder amnd @R gates. As with the PLA, a
regular organization is used, and the interconoastiare made to reflect the desired
result.

ADDERS

So far, we have seen how interconnected gateseasdd to implement such functions as
the routing of signals, decoding, awd ROM. One mi$gkarea not yet addressed is that of
arithmetic. In this brief ova-view, we will contentirselves with looking at the addition
function.
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0000
0001
0010
0011
0160
0161

0110
X Four-input o111

sixteen-

output 1o
decoder 1001
1010
1011
1100
1101
1110
1111

1]

Zy Zy 7 Zy
Fiomre 26,18 A 64-Bit ROM

Binary addition differs from Boolean algebra intttiee result includes a carry term. Thus,

=

= O
e g

1
+0 +

1 1

|+
ole ©
+

ol
=)

However, addition can still be dealt with in Bogldarms. In Table G0.9a, we show the logic
for adding two input bits to produce a 1-bit surd arcarry bit. This truth table
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Overflow
signal

51 S, 8, Sp
Figure 20.19  4-Bit Adder

could easily be implemented in digital logic Howewse are not interested in performing
addition on just a single pair of bits. Rather, wish to add two n-bit numbers. This can be
done by putting together a set of adders so tleatdinry from one adder is provided as input
to the next. A 4-bit adder is depicted in Figurel20

For a multiple-bit adder to work, each of the stbit adders must have three inputs,
including the carry from the next-lower-order addéne revised truth table appears in Table
20.9b. The two outputs can be expressed:

Sum=A BC + ABC + ABC + ABC
Carry=AB+AC+BC

A

3 ) ™
c |/
A

B

iC

Sum

A

B

t;

B ™
T ./
A

B PRV

A

B

L6

Figure 20.26  Implementation of an Adder
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.20.21 Construction of a 32-Bit Adder Using 8-Bit Addets

Thus we have the necessary logic to implement diptetbit adder such as shown in
Figure 20.21. Note that because the output fronh ealder depends on the carry from the
previous adder, there is an increasing delay fitoeneast significant to the most significant
bit. Each single-bit adder experiences a certainuarhof gate delay, and this gate delay
accumulates. For larger adders, the accumulateyy dah become unacceptably high.

If the carry values could be determined withoutihgvto ripple through all the
previous stages, then each single-bit adder cauddtion independently, and delay would
not accumulate. This can be achieved with an appr&aown as carrjookahead. Let us
look again at the 4-bit adder to explain this applo

We would like to come up with an expression thacHjes the carry input to any
stage of the adder without reference to previous/calues. We have

Co = AoBo (20.4)
C = AB; + AAB, + BAGBo (20.5)
Co = AoBq (20.4)
G = AB; + AABy + BAGBo (20.5)

C2 = A2B2 + AAB; + A,A/AGB, + A;B/AB, + B2ACB1 + BA;A¢B, + B2BjAOBO

This process can be repeated for arbitrarily loshdeas. Each carry term can be expressed in
SOP form as a function only of the original inpwtsth no dependence on the carries. Thus,
only two levels of gate delay occur regardlesseflength of the adder.

For long numbers, this approach becomes excessoatyplicated. Evaluating the
expression for the most significant bit of an n-kdider requires an OR gate with n - 1
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inputs and n AND gates with from 2 to n + 1 inpuscordingly, full carry lookahead is
typically done only 4 to 8 bits at a time. Figur@.2L shows how a 32-bit adder can be
constructed out of four 8-bit adders. In this cdlse,carry must ripple through the four 8-bit
adders, but this will be substantially quicker tlaampple through thirty-two 1 bit adders.

4.0 CONCLUSION

The Bolean Algerba is the mathematical foundatibdigital logic: which turns out to be
convenient tool in analysis and design.

5.0 SUMMARY

Boolean algebra makes use of two variables which talee the value 1 or 0. The operators
make use of sign in symbolic form. The postulatefings the way in which Boolean
expression are interpreted.

1.0INTRODUCTION
The fundamental building block of all digital logetrcuit is the gate. Logical functions
are implemented by the interconnection of gates.

3.1 Gate

3.2 basic logic gates

3.1 Implementation of Boolean function(7-9)
3.2  Simplification of Boolean function(9-20)
3.3 Reading memory(20-24)

4.0 CONCLUSIONS
Combination circuit can be defined in three waysl &oolean functions can be
simplified in four ways, namely
Algebraic simplification, karnaugh maps and quingiunkey tables.
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5.0

SUMMARY

In summary, the karnaugh map of simplifying Booldanction appear to be more
cumbersome. The quince mckluskey method is betdldeifor programming on a
computer to give an automatic tools for producingimized Boolean expressions.
TUTOR MARKED ASSIGNMENT.

Write the Boolean expression for a four input NAN&e.

Design an 8 to 1 multiplexer.
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