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Introduction

Information Technology and Software Development is a three credit load course for all the students
offering Post Graduate Diploma (PGD) in Computer Science, Information Technology and other allied
courses.

Software Development is a major branch in computing and information Technology. A software
development professional oversees the processes of software development, the management of
software development project, the maintenance of the installed software in an organisation. For
sometime the field has been dominated with what is the definitive process of software
development. Furthermore there has been the running battle between professionals and managers
on who should control a software development project. There is an attempt to classify it as any
other project that an organisation handles hence anybody could manage it. Whereas others see it as
a highly professional issue that requires high precision in design, management and implementation.
However, software development is all involving. It involves the user (client) whose interest is
paramount. The developing organisation and her professionals ( team)are of great importance.
Therefore a successful exercise can only take place when all these variegated interests are
harmonised.

What You will Learn in this Course

This course consists of units and a course guide. This guide gives you a brief insight into what
the course is all about, the necessary course materials and how you can work with them. In
addition it advocates some general guidelines for the amount of time you are likely to spend
on each unit of the course in order to complete it successfully.

It gives you guidance in respect of your Tutor Marked Assignment which will be made
available in the assignment file. There will be regular tutorial classes that are related to the
course. It is advisable for you to attend these tutorial sessions. The course will equip with
the wherewithal needed to manage a software development project.

Aim of the Course

The course is designed to provide you with the understanding of managing a software
development design and development project. Also it makes you to understand how to take
the client into full consideration in the course of the project.

Course Objectives

To achieve the aims set out, the course has a set of objectives. Each unit has specific
objectives which are included at the beginning of each unit. You should read these
objectives before you study the unit. It is also advisable that you refer to them as you
progress in your study of the unit to ascertain your progress. Also you should also look at
the objectives after completion of each unit. By so doing, you would have followed the
instructions in the unit.
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Below are the comprehensive objectives of the course as a whole. By meeting these
objectives, you should have achieved the aims of aims of the course as whole. In addition to
the aims above, this course sets to achieve some objectives. Thus after going through the
course, you should be able to:

Explain the concept of software development life cycle

Identify the different software development models

Identify the software development processes

Explain how to handle software project planning

Explain the software development modelling languages

Explain the concept and application of Data Flow Diagrams
Explain the process of software validation, verification and testing
Explain the issues of state transitions and state chart

Explain the process of requirement engineering, datamodel and dbms
Working through this Course

To complete this course you are required to read each study unit, read the textbooks and
read other materials which may be provided by the National Open University of Nigeria.

Each unit contains self-assessment exercises and at certain points in the course you will be
required to submit assignments for assessment purposes. At the end of the course there is
final examination. Below you will find listed all the components of the course, what you
have to do and how you should allocate your time to each unit in order to complete the
course on time and successfully.

This course demands that you spend a lot of time to study. My advice is that you optimise
the opportunity provided by the tutorial sessions where you have the opportunity of
comparing your knowledge with that of your colleagues.

The Course Materials

The man components of the course are:

The Course Guide

Study Units
References/Further Readings
Assignments

e N

Presentation Schedule
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Study Unit

The study units in this course are as follows:

Module 1

Unit 1 Software Development Life Cycle

Unit 2 Software Engineering Process Models

Unit 3 Software Development Processes

Module 2

Unit 1 Universal Modelling Language (UML)

Unit 2 Data Modelling

Unit 3 Database Management System

Module 3

Unit 1 Entity Relationship

Unit 2 Data Flow Diagrams (DFDs)

Unit 3 Extreme Programming (XP)

Unit 4 Requirement Engineering

Module 4

Unit 1 State Charts, State Transition Networks and Finite State Machines
Unit 2 Software Project Planning

Unit 3 Software Validation, Verification and Testing

Note each unit consists of one or two weeks’ work and includes introduction, objectives,
reading materials, exercises, conclusions and summary, Tutor Marked Assignment (TMAs),
references and other resources. The unit directs you to work on these exercises related to
required reading. In general these exercises test you on the materials thereby assisting you
to evaluate your progress and to reinforce your comprehension of the material. Together
with the TMA these exercises will help you in achieving the stated learning objectives of the
individual units and of the course as a whole.

Presentation Schedule

Your course materials have important dates for early and timely completion and submission
of your TMAs and attending tutorials. You should remember that you are required to submit
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all your assignments by the stipulated time and date. You should guard against falling
behind in your work.

Assessment

There are three aspects to the assessment of the course. First is made up of self-assessment
exercises, second consists of the TMA and third is the written examination/end of course
examination.

You are advised to do the exercises. In tackling the assignments, you are expected to apply
information, knowledge and techniques you gathered during the course. The assignments
must be submitted to your facilitator for formal assessment in accordance with the
deadlines stated in the presentation schedule and the assignment file. The work you submit
to your tutor for assessment accounts for 30% of your total course work. At the end of the
course you will need to sit for a final examination or end of course examination of about
three hour duration. This examination will count for 70% of the total course mark.

Tutor-Marked Assignment

This the continuous assessment component of your course. It accounts for 30% of the total
score. You will be given four TMAs (4) to answer. Three of these must be answered before
you are allowed to sit for the end of the course examination. The assignment questions for
the units in the course are contained in the assignment file. You will be able to complete
them through your reading the information contained in the reading materials, references
and the study units. You are advised to research deeper into topics so as have a broader
view of the discussions.

Endeavour to get the assignments to the facilitator on or before the deadline. If for any
reason you cannot complete the work on time , contact your facilitator before the
assignment is due to discuss the possibility of an extension. Extension will not be granted
after the due date has passed unless on exceptional circumstances.

Final Examination and Grading

The end of course examination for Information Technology and Software Development will
be for about 3 hours and it has a value of 70% of the total course work. The examination will
reflect the type of self-testing, practice exercise and tutor marked assignment problems you
have previously encountered. All these areas of the course will be assessed.

Use the time between finishing the last unit and sitting for the examination to revise the
whole course. It might be useful to review your self tests, TMAs and the comments on them
before the course examination. The end of course examination covers information from all
parts of the course.
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Course Marking Sceme

Assignment Marks

Assignments 1-4 Four assignments,best three marks of the
four count at 10% each — 30% of course
marks

End of course examination 70% of overall course marks

Total 100% of course materials

Facilitators/Tutors and Tutorials

There are 21 hours of tutorials provided in support of this course. You will be notified of the
dates, times and venues of these tutorials as well as the name and phone numbers of the
facilitator, as soon as you are allocated to a tutorial group.

Your facilitator will mark and comment on your assignments, keep a close watch on your
progress and any difficulties you might face and provide assistance to you during the course.
You are expected to mail TMA to your facilitator at least two working days before the
schedule date. The TMA s will be marked by your tutor returned back to you as soon as
possible.

Do not delay to contact your facilitator by telephone or email if you need assistance.
The following might lead to your needing your facilitator’s assistance:

You do not understand any part of the study or assigned reading

You have difficulty with the self test

You have a question or a problem with an assignment or with the grading of an
assignment

Endeavour to attend tutorials. It affords you the opportunity of face to face contact with the
facilitator and to ask questions which are answered instantly. You also raise problems
encountered in the course of study.

Summary

Information Technology and Software Development is a course designed to equip you with
what it takes to handle large software project. Further more you learn how to manage
software systems in the house. Also you get to understand how you can design your
software t o meet the clients needs avoid errors which are very expensive in software
development.

Furthermore by the time you are through with this course you can function effectively as a
system analyst, software developer, software evaluator etc

| wish you the best and believe you will find the material very interesting.
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1.0 INTRODUCTION

As in any other engineering discipline, software engineering also has some structured
models for software development. This unit will provide you with a generic overview about
different software development methodologies adopted by contemporary software firms.

Like any other set of engineering products, software products are also oriented towards the
customer. It is either market driven or it drives the market. Customer Satisfaction was the
buzzword of the 80's. Customer Delight in the 90’s and Customer Ecstasy in the new
millennium. Products that are not customer or user friendly have no place in the market
even though they are engineered using the best technology. The interface of the product is as
important as the internal technology of the product.

ISO 12207 is an ISO standard for software lifecycle processes. It aims to be the standard that
defines all the tasks required for developing and maintaining software.

The ISO 12207 standard establishes a process of lifecycle for software, including processes
and activities applied during the acquisition and configuration of the services of the system.
Each Process has a set of outcomes associated with it. There are 23 Processes, 95 Activities,
325 Tasks and 224 Outcomes. These ISO details are not for this work.

The standard has the main objective of supplying a common structure so that the buyers,
suppliers, developers, maintainers, operators, managers and technicians involved with the
software development use a common language. This common language is established in the
form of well defined processes. The structure of the standard was intended to be conceived in
a flexible, modular way so as to be adaptable to the necessities of whoever uses it. The
standard is based on two basic principles: modularity and responsibility. Modularity means
processes with minimum coupling and maximum cohesion. Responsibility means to establish
a responsibility for each process, facilitating the application of the standard in projects where
many people can be legally involved.

The set of processes, activities and tasks can be adapted according to the software project.
These processes are classified in three types: basic, support and organizational. The support
and organizational processes must exist independently of the organization and the project
being executed. The basic processes are instantiated according to the situation.

2.0 OBJECTIVE
By the end of this unit the student is expected to be conversant with:

i Generic software development methodologies

ii. Software development life cycle process

iii. Activities involved in initiating a software development project
iv. Software supply and development

3.0 SOFTWARE DEVELOPMENT LIFECYCLE PROCESSES

Software development lifecycle processes contain the core processes involved in creating a
software product. We are going to consider software development lifecycle on two
perspectives.

1. A software user company wishing to procure new software.
2. A software development company wishing produce new software.

3.1 ASOFTWARE USER COMPANY WISHING TO PROCURE NEW SOFTWARE.
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A software user would of a necessity diligently follow five processes to procure a standard
software. They are as follows:

i Acquisition ii. Supply iii. Development iv. Operation v. Maintenance

Because the lifecycle processes cover a very large area a scope was defined. We will explain
all the processes briefly but Acquisition and Development more extensively. Each phase
within the lifecycle processes can be divided into different activities. This unit explains the
different activities for each lifecycle process.

Activity A/ Self Assessment Exercise

1. Explain the implication of ISO 12207 in software development
2. Explain what you mean by software development life cycle
3. Describe the two approaches to software development life cycle

3.2 ACQUISITION

Acquisition covers the activities involved in initiating a project. The acquisition phase can be
divided into different activities and deliverables that are completed chronologically.

Initiation: during this activity the following tasks are completed.

i. Define System requirements and obtain approval if applicable;

i. Define the general requirements of the software

iii. Evaluate other options such as a purchase of an off-the-shelf product or
enhancement of an existing product;

iv. If an off-the-shelf product is purchased, the software requirements of this product
need to be analyzed.

V. Develop an acquisition plan, which can also be used during the acquisition phase

vi. Define acceptance criteria.

vii. Prepare Request for proposal: during this activity the following tasks are
completed:

a. Acquisition requirements, like System requirements and technical
constraints such as target environment, are defined.
b. Contract milestones for reviewing and supplier's progress audits are
defined.
viii. ~ Prepare Contract: during this activity the following tasks are completed
a. Selection procedure for suppliers are developed;
b. Suppliers, based on the developed selection procedure, are selected;
c. The tailor-made ISO/IEC 12207 standard must be included in the contract;
iX. Negotiate changes: Negotiations are held with the selected suppliers;
X. Update contract: Contract is updated with the result from the negotiations in the
previous activity.

Xi. Supplier monitoring: during this activity the following tasks are completed

a. Activities of the suppliers according to the agreements made are
monitored;

b. Work together with suppliers to guarantee timely delivery if needed.

Xii. Acceptance and completion: during this activity the following tasks are completed
a. Acceptance tests and procedures are developed,
b. Acceptance and testing on the product is conducted;
c. Configuration management on the delivered product is conducted,;
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3.3 Supply

During the supply phase a project management plan is developed. This plan contains
information about the project such as different milestones that need to be reached. This
project management plan is needed during the next phase which is the development phase.

3.4 Development

During the development phase the software product is designed, created and tested and will
result in a software product ready to be sold to the customer. Throughout time many people
have developed means of developing a software application. The choice of developing method
often depends on the present situation. The development method which is used in many
projects is the V-model. Techniques that can be used during the development are UML for
designing and TMap for testing. The following are the most important steps of the V- model.

i Define software requirements: Gather the software requirements, or demands, for
the product that is to be created.

ii. Create High level design: In this phase, the software development process, the
software's overall structure and its nuances are defined. In terms of the
client/server technology, the number of tiers needed for the package architecture,
the database design, the data structure design etc. are all defined in this phase. A
software development model is thus created.

iii. Analysis and Design are very crucial in the whole development cycle. Any
glitch in the design phase could be very expensive to solve in the later stage of
the software development. Much care is taken during this phase. The logical
system of the product is developed in this phase.

A basic layout of the product is created. This means the setup of different modules
and how they communicate with each other. This design does not contain very
much detail about the modules.

The different modules present in the High level design are designed separately.
The modules are designed in as much detail as possible.

3.5 CODING
The code is created according to the high level design and the module design.

The design must be translated into a machine-readable form. The code generation step
performs this task. If the design is performed in a detailed manner, code generation can be
accomplished without much complication. Programming tools like compilers, interpreters,
debuggers etc... are used to generate the code. Different high level programming languages
like C, C++, Pascal, Java are used for coding. With respect to the type of application, the
right programming language is chosen.

3.6 TESTING

Once the code is generated, the software program testing begins. Different testing
methodologies are available to unravel the bugs that were committed during the previous
phases. Different testing tools and methodologies are already available. Some companies
build their own testing tools that are tailor made for their own development operations.

Activity B/self Assessment Exercise

1. Describe the following concepts with regards to a software user intending to procure a
software:
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I. software maintenance
ii. software acquisition
iii. software operation

2. What are the steps a software development company would take in producing a
software solution for a client?

3.6.1 Execute Module test

The different modules are tested for correct functioning. If this is the case the project can
move to the next activity, else the project returns to the module design phase to correct any
errors.

3.6.2 Execute Integration test

The communication between modules is tested for correct functioning. If this is the case the
project can move to the next activity, else the project falls back to the high level design to
correct any errors.

3.6.3 Execute System test

This test checks whether all software requirements are present in the product. If this is the
case the product is completed and the product is ready to be transferred to the customer. Else
the project falls back to the software requirements activity and the software requirements
have to be adjusted.

3.6.4 Maintenance

The software will definitely undergo change once it is delivered to the customer. There can be
many reasons for this change to occur. Change could happen because of some unexpected
input values into the system. In addition, the changes in the system could directly affect the
software operations. The software should be developed to accommodate changes that could
happen during the post implementation period.
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3.7 Software Development Activities

The activities of the software development process represented in the waterfall model. There
are several other models to represent this process.

Reamerns
'

Software Development Activities from wikipaedia
3.7.1 Planning

The important task in creating a software product is extracting the requirements or
requirements analysis. Customers typically have an abstract idea of what they want as an end
result, but not what software should do. Incomplete, ambiguous, or even contradictory
requirements are recognized by skilled and experienced software engineers at this point.
Frequently demonstrating live code may help reduce the risk that the requirements are
incorrect.

Once the general requirements are gleaned from the client, an analysis of the scope of the
development should be determined and clearly stated. This is often called a scope document.
Certain functionality may be out of scope of the project as a function of cost or as a result of
unclear requirements at the start of development. If the development is done externally, this
document can be considered a legal document so that if there are ever disputes, any
ambiguity of what was promised to the client can be clarified.

3.7.2 Design

Domain Analysis is often the first step in attempting to design a new piece of software,
whether it be an addition to an existing software, a new application, a new subsystem or a
whole new system. Assuming that the developers (including the analysts) are not sufficiently
knowledgeable in the subject area of the new software, the first task is to investigate the so-
called "domain™ of the software. The more knowledgeable they are about the domain already,
the less work required. Another objective of this work is to make the analysts, who will later
try to elicit and gather the requirements from the area experts, speak with them in the domain's
own terminology, facilitating a better understanding of what is being said by these experts. If
the analyst does not use the proper terminology it is likely that they will not be
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taken seriously, thus this phase is an important prelude to extracting and gathering the
requirements. If an analyst hasn't done the appropriate work confusion may ensue.

3.7.3 Specification

Specification is the task of precisely describing the software to be written, possibly in a
rigorous way. In practice, most successful specifications are written to understand and fine-
tune applications that were already well-developed, although safety-critical software systems
are often carefully specified prior to application development. Specifications are most
important for external interfaces that must remain stable. A good way to determine whether
the specifications are sufficiently precise is to have a third party review the documents
making sure that the requirements and Use Cases are logically sound.

3.7.4 Architecture

The architecture of a software system or software architecture refers to an abstract
representation of that system. Architecture is concerned with making sure the software

system will meet the requirements of the product, as well as ensuring that future requirements
can be addressed. The architecture step also addresses interfaces between the software system
and other software products, as well as the underlying hardware or the host operating system.

3.7.5 Implementation, testing and documenting

Implementation is the part of the process where software engineers actually program the code
for the project.

Software testing is an integral and important part of the software development process. This
part of the process ensures that bugs are recognized as early as possible.

Documenting the internal design of software for the purpose of future maintenance and
enhancement is done throughout development. This may also include the authoring of an
API, be it external or internal.

3.7.6 Deployment and maintenance

Deployment starts after the code is appropriately tested, is approved for release and sold or
otherwise distributed into a production environment.

Software Training and Support is important because a large percentage of software projects
fail because the developers fail to realize that it doesn't matter how much time and planning a
development team puts into creating software if nobody in an organization ends up using it.
People are often resistant to change and avoid venturing into an unfamiliar area, so as a part of
the deployment phase, it is very important to have training classes for new clients of your
software.
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Maintenance and enhancing software to cope with newly discovered problems or new
requirements can take far more time than the initial development of the software. It may be
necessary to add code that does not fit the original design to correct an unforeseen problem or
it may be that a customer is requesting more functionality and code can be added to
accommodate their requests. It is during this phase that customer calls come in and you see
whether your testing was extensive enough to uncover the problems before customers do. If
the labor cost of the maintenance phase exceeds 25% of the prior-phases’ labor cost, then it is
likely that the overall quality, of at least one prior phase, is poor. In that case, management
should consider the option of rebuilding the system (or portions) before maintenance cost is
out of control.

Bug Tracking System tools are often deployed at this stage of the process to allow
development teams to interface with customer/field teams testing the software to identify any
real or perceived issues. These software tools, both open source and commercially licensed,
provide a customizable process to acquire, review, acknowledge, and respond to reported
issues.

Tutor Marked assignment

1. Differentiate between executive module test and executive integration test
2. Explain what you understand by software deployment
3. Describe in details what you mean by bugs

4.0 Summary and Conclusion

Like any other set of engineering products, software products are also oriented towards the
customer. It is either market driven or it drives the market. A software project has an entry
and exit point. It is paramount to note that the software products has to be maintained and
updated to keep abreast with the corporate expansion.
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1.0 Introduction
Software systems come and go through a series of passages that account for their inception,
initial development, productive operation, upkeep, and retirement from one generation to
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another. This unit categorizes and examines a number of methods for describing or modeling
how software systems are developed. It begins with background and definitions of traditional
software life cycle models that dominate most current software development practices. This
is followed by a more comprehensive review of the alternative models of software evolution
that are of current use as the basis for organizing software engineering projects and
technologies.
2.0 objectives
By the end of this unit the student is expected to understand:

i what software development life cycle is

il. how to differentiate between the different software development models

iii. what software production model is

iv. how to apply these models in software development
3.0 History
Explicit models of software evolution date back to the earliest projects developing large
software
systems in the 1950's and 1960's. Overall, the apparent purpose of these early software life
cycle models was to provide a conceptual scheme for rationally managing the development of
software systems. Such a scheme could therefore serve as a basis for planning, organizing,
staffing, coordinating, budgeting, and directing software development activities.
Since the 1960's, many descriptions of the classic software life cycle have appeared. Royce in
1970 originated the formulation of the software life cycle using the now familiar "waterfall™
chart, displayed in Figure 1. The chart summarizes in a single display how developing large
software systems are difficult because it involves complex engineering tasks that may require
iteration and rework before completion. These charts are often employed during introductory
presentations, for people (e.g., customers of custom software) who may be unfamiliar with
the various technical problems and strategies that must be addressed when constructing large
software systems. These classic software life cycle models usually include some version or
subset of the following activities:
I. system Initiation/Planning: where do systems come from? In most situations, new

feasible systems replace or supplement existing information processing
mechanisms whether they were previously automated, manual, or informal.

ii. Requirement Analysis and Specification: identifies the problems a new software
system is suppose to solve, its operational capabilities, its desired performance
characteristics, and the resource infrastructure needed to support system operation
and maintenance.

iii. Functional Specification or Prototyping: identifies and potentially formalizes the
objects of computation, their attributes and relationships, the operations that
transform these objects, the constraints that restrict system behaviour, and so
forth.

iv. Partition and Selection (Build vs. Buy vs. Reuse): given requirements and
functional specifications, divide the system into manageable pieces that denote
logical subsystems, then determine whether new, existing, or reusable software
systems correspond to the needed pieces.

V. Architectural Design and Configuration Specification: defines the interconnection
and resource interfaces between system subsystems, components, and modules in
ways suitable for their detailed design and overall configuration management.
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vi. Detailed Component Design Specification: defines the procedural methods
through which the data resources within the modules of a component are
transformed from required inputs into provided outputs.

vii.  Component Implementation and Debugging: codifies the preceding specifications
into operational source code implementations and validates their basic operation.

viii.  Software Integration and Testing: affirms and sustains the overall integrity of the
software system architectural configuration through verifying the consistency and
completeness of implemented modules, verifying the resource interfaces and
interconnections against their specifications, and validating the performance of the
system and subsystems against their requirements.

iX. Documentation Revision and System Delivery: packaging and rationalizing
recorded system development descriptions into systematic documents and user
guides, all in a form suitable for dissemination and system support.

X. Deployment and Installation: providing directions for installing the delivered
software into the local computing environment, configuring operating systems
parameters and user access privileges, and running diagnostic test cases to assure
the viability of basic system operation.

Xi. Training and Use: providing system users with instructional aids and guidance for
understanding the system's capabilities and limits in order to effectively use the
system.

xii.  Software Maintenance: sustaining the useful operation of a system in its

host/target environment by providing requested functional enhancements, repairs,
performance improvements, and conversions.

3.1 What is a software life cycle model?

A software life cycle model is either a descriptive or prescriptive characterization of how
software is or should be developed. A descriptive model describes the history of how a
particular

software system was developed. Descriptive models may be used as the basis for
understanding

and improving software development processes, or for building empirically grounded
prescriptive models. A prescriptive model prescribes how a new software system should be
developed. Prescriptive models are used as guidelines or frameworks to organize and
structure how software development activities should be performed, and in what order.
Typically, it is easier and more common to articulate a prescriptive life cycle model for how
software systems should be developed. This is possible since most such models are intuitive
or well reasoned. This means that many idiosyncratic details that describe how a software
system is built in practice can be ignored, generalized, or deferred for later consideration.
This, of course, should raise concern for the relative validity and robustness of such life cycle
models when developing different kinds of application systems, in different kinds of
development settings, using different programming languages, with differentially skilled
staff, etc. However, prescriptive models are also used to package the development tasks and
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techniques for using a given set of software engineering tools or environment during a
development project.

Descriptive life cycle models, on the other hand, characterize how particular software
systems

are actually developed in specific settings. As such, they are less common and more difficult
to

articulate for an obvious reason: one must observe or collect data throughout the life cycle of
a

software system, a period of elapsed time often measured in years. Also, descriptive models
are

specific to the systems observed and only generalizable through systematic comparative
analysis.

Therefore, this suggests the prescriptive software life cycle models will dominate attention
until

a sufficient base of observational data is available to articulate empirically grounded
descriptive

life cycle models.

These two characterizations suggest that there are a variety of purposes for articulating
software

life cycle models. These characterizations serve as a

i Guideline to organize, plan, staff, budget, schedule and manage software project
work over organizational time, space, and computing environments.

ii. Prescriptive outline for what documents to produce for delivery to client.

iii. Basis for determining what software engineering tools and methodologies will be
most appropriate to support different life cycle activities.

iv. Framework for analyzing or estimating patterns of resource allocation and
consumption during the software life cycle
V. Basis for conducting empirical studies to determine what affects software

productivity, cost, and overall quality.

3.2 What is a software process model?

In contrast to software life cycle models, software process models often represent a
networked sequence of activities, objects, transformations, and events that embody strategies
for accomplishing software evolution. Such models can be used to develop more precise and
formalized descriptions of software life cycle activities. Their power emerges from their
utilization of a sufficiently rich notation, syntax, or semantics, often suitable for
computational processing.

Software process networks can be viewed as representing multiple interconnected task chains
Task chains represent a non-linear sequence of actions that structure and transform available
computational objects (resources) into intermediate or finished products. Non-linearity implies
that the sequence of actions may be non-deterministic, iterative, accommodate
multiple/parallel alternatives, as well as partially ordered to account for incremental progress.
Task actions in turn can be viewed a non-linear sequences of primitive actions which denote
atomic units of computing work, such as a user's selection of a command or menu entry using
a mouse or keyboard. These units of cooperative work between people and computers are
referred to as structured discourses of work, while task chains have become popularized
under the name of workflow.
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Task chains can be employed to characterize either prescriptive or descriptive action
sequences.
Prescriptive task chains are idealized plans of what actions should be accomplished, and in
what
order. For example, a task chain for the activity of object-oriented software design might
include
the following task actions:

I. Develop an informal narrative specification of the system.

il. Identify the objects and their attributes.

iii. Identify the operations on the objects.

V. Identify the interfaces between objects, attributes, or operations.

V. Implement the operations.
Clearly, this sequence of actions could entail multiple iterations and non-procedural primitive
action invocations in the course of incrementally progressing toward an object-oriented
software design.
Task chains join or split into other task chains resulting in an overall production network or
web. The production web represents the organizational production system that transforms raw
computational, cognitive, and other organizational resources into assembled, integrated and
usable software systems. The production lattice therefore structures how a software system is
developed, used, and maintained. However, prescriptive task chains and actions cannot be
formally guaranteed to anticipate all possible circumstances or idiosyncratic foul-ups that can
emerge in the real world of software development. Thus, any software production web will in
some way realize only an approximate or incomplete description of software development.

Avrticulation work is a kind of unanticipated task that is performed when a planned task chain
is

inadequate or breaks down. It is work that represents an open-ended non-deterministic
sequence

of actions taken to restore progress on the disarticulated task chain, or else to shift the flow of
productive work onto some other task chain. Thus, descriptive task chains are employed to
characterize the observed course of events and situations that emerge when people try to
follow a planned task sequence.

Acrticulation work in the context of software evolution includes actions people take that entail
either their accommodation to the contingent or anomalous behaviour of a software system,
or

negotiation with others who may be able to affect a system modification or otherwise alter
current circumstances.

This notion of articulation work has also been referred to as software process dynamism.

3.3 Traditional Software Life Cycle Models

Traditional models of software evolution have been with us since the earliest days of software
engineering. In this section, we identify four. The classic software life cycle (or "waterfall
chart™)

and stepwise refinement models are widely instantiated in just about all books on modern
programming practices and software engineering. The incremental release model is closely
related to industrial practices where it most often occurs. Military standards based models
have

also certain forms of the classic life cycle model into required practice for government
contractors. Each of these four models uses coarse-grain or macroscopic characterizations
when
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describing software evolution. The progressive steps of software evolution are often
described as

stages, such as requirements specification, preliminary design, and implementation; these
usually

have little or no further characterization other than a list of attributes that the product of such
a

stage should possess. Further, these models are independent of any organizational
development

setting, choice of programming language, software application domain, etc. In short, the
traditional models are context-free rather than context-sensitive. But as all of these life cycle
models have been in use for some time, we refer to them as the traditional models, and
characterize each in turn.

3.4 Classic Software Life Cycle

The classic software life cycle is often represented as a simple prescriptive waterfall software
phase model, where software evolution proceeds through an orderly sequence of transitions
from

one phase to the next in order. Such models resemble finite state machine descriptions of
software evolution. However, these models have been perhaps most useful in helping to
structure, staff, and manage large software development projects in complex organizational
settings, which was one of the primary purposes.

Alternatively, these classic models have been widely characterized as both poor descriptive
and

prescriptive models of how software development "in-the-small” or "in-the-large™ can or
should

occur. Figure 1 provides a common view of the waterfall model for software development
attributed to Royce.

Feasibility

Study
Requirement analysis
and specification \
Design and
specification

\ Coding and

Module testing \
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Integration and

system testing \

Delivery and

maintenance

Figure 1. The Waterfall Model of Software Development (Royce 1970)

Activity A/Self Assessment Exercise
1. What are the steps involved in classic software development
2. Explain the following terms:
i. Software life cycle model
il. Prescriptive model
iii. Descriptive model
3. What is software process model

3.4.1 Stepwise Refinement

In this approach, software systems are developed through the progressive refinement and
enhancement of high-level system specifications into source code components. However, the
choice and order of which steps to choose and which refinements to apply remain unstated.
Instead, formalization is expected to emerge within the heuristics and skills that are acquired
and applied through increasingly competent practice. This model has been most effective and
widely applied in helping to teach individual programmers how to organize their software
development work. Many interpretations of the classic software life cycle thus subsume this
approach within their design and implementations.

3.4.2 Incremental Development and Release

Developing systems through incremental release requires first providing essential operating
functions, then providing system users with improved and more capable versions of a system
at

regular intervals. This model combines the classic software life cycle with iterative
enhancement at the level of system development organization. It also supports a strategy to
periodically distribute software maintenance updates and services to dispersed user
communities.

This in turn accommodates the provision of standard software maintenance contracts. It is
therefore a popular model of software evolution used by many commercial software firms
and

system vendors. This approach has also been extended through the use of software
prototyping

tools and techniques, which more directly provide support for incremental development and
iterative release for early and ongoing user feedback and evaluation.

Figure 2 provides an example view of an incremental development, build, and release model
for engineering large Ada-based software systems, developed by Royce in 1990 at TRW.
Elsewhere, the Cleanroom software development method at use in IBM and NASA
laboratories

provides incremental release of software functions and/or subsystems (developed through
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stepwise refinement) to separate in-house quality assurance teams that apply statistical
measures
and analyses as the basis for certifying high-quality software systems.

3.4.3 Industrial and Military Standards, and Capability Models
Industrial firms often adopt some variation of the classic model as the basis for standardizing
their software development practice. Such standardization is often motivated by needs to
simplify or eliminate complications that emerge during large software development or project
management.

From the 1970's through the present, many government contractors organized their software
development activities according to succession of military software standards such as MIL-
STD-
2167A, MIL-STD 498, and IEEE-STD-016. 1ISO12207 is now the standard that most such
contractors now follow. These standards are an outgrowth of the classic life cycle activities,
together with the documents required by clients who procure either software systems or
complex platforms with embedded software systems. Military software system are often
constrained in ways not found in industrial or academic practice, including:

(1) Required use of military standard computing equipment (which is often technologically
dated and possesses limited processing capabilities);

(2) Are embedded in larger systems (e.g., airplanes, submarines, missiles, command and
control systems) which are mission-critical (i.e., those whose untimely failure could result in
military disadvantage and/or life-threatening risks);

(3) Are developed under contract to private firms through cumbersome procurement and
acquisition procedures that can be subject to public scrutiny and legislative intervention;

(4) Many embedded software systems for the military are among the largest and most
complex systems in the world.

Finally, the development of custom software systems using commercial off-the-shelf
(COTS) components or products is a recent direction for government contractors, and thus
represents new challenges for how to incorporate a component-based development into the
overall software life cycle. Accordingly, new software life cycle models that exploit COTS
components will continue to appear in the next few years.
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Figure 2. An Incremental Development, Build, and Release Model (Royce 1990)

In industrial settings, standard software development models represent often provide explicit
detailed guidelines for how to deploy, install, customize or tune a new software system
release in

its operating application environment. In addition, these standards are intended to be
compatible

with provision of software quality assurance, configuration management, and independent
verification and validation services in a multi-contractor development project.
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These efforts in turn help pave the way for what many software development organizations
now practice, or have been certified to practice, software process capability assessments,
following the Capability Maturity Model developed by the Software Engineering Institute .

3.5 Alternatives to the Traditional Software Life Cycle Models

There are at least three alternative sets of models of software development. These models are
alternatives to the traditional software life cycle models. These three sets focus attention to
either the products, production processes, or production settings associated with software
development. Collectively, these alternative models are finer-grained, often detailed to the
point

of computational formalization, more often empirically grounded, and in some cases address
the

role of new automated technologies in facilitating software development. We examine each
set of models in the following sections.

3.5.1 Software Product Development Models

Software products represent the information-intensive artifacts that are incrementally
constructed

and iteratively revised through a software development effort. Such efforts can be modeled
using

software product life cycle models. These product development models represent an
evolutionary

revision to the traditional software life cycle models. The revisions arose due to the
availability of new software development technologies such as software prototyping
languages and environments, reusable software, application generators, and documentation
support environments. Each of these technologies seeks to enable the creation of executable
software implementations either earlier in the software development effort or more rapidly.
Therefore in this regard, the models of software development may be implicit in the use of
the

technology, rather than explicitly articulated. This is possible because such models become
increasingly intuitive to those developers whose favourable experiences with these
technologies

substantiate their use. Thus, detailed examination of these models is most appropriate when
such

technologies are available for use or experimentation.

3.5.2 Rapid Prototyping and Joint Application Development

Prototyping is a technique for providing a reduced functionality or a limited performance
version

of a software system early in its development. In contrast to the classic system life cycle,
prototyping is an approach whereby more emphasis, activity, and processing are directed to the
early stages of software development (requirements analysis and functional specification). In
turn, prototyping can more directly accommodate early 10 user participation in

determining, shaping, or evaluating emerging system functionality.

Therefore, these up-front concentrations of effort, together with the use of prototyping
technologies, seeks to trade-off or otherwise reduce downstream software design activities
and

iterations, as well as simplify the software implementation effort.

Software prototypes come in different forms including throwaway prototypes, mock-ups,
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demonstration systems, quick-and-dirty prototypes, and incremental evolutionary prototypes.
Increasing functionality and subsequent evolvability is what distinguishes the prototype
forms on this list.

Prototyping technologies usually take some form of software functional specifications as
their

starting point or input, which in turn is simulated, analyzed, or directly executed. These
technologies can allow developers to rapidly construct early or primitive versions of software
systems that users can evaluate. User evaluations can then be incorporated as feedback to
refine

the emerging system specifications and designs. Further, depending on the prototyping
technology, the complete working system can be developed through a continual
revising/refining

the input specifications. This has the advantage of always providing a working version of the
emerging system, while redefining software design and testing activities to input specification
refinement and execution. Alternatively, other prototyping approaches are best suited for
developing throwaway or demonstration systems, or for building prototypes by reusing
part/all

of some existing software systems. Subsequently, it becomes clear why modern models of
software development like the Spiral Model and the ISO 12207 expect that prototyping will
be a common activity that facilitates the capture and refinement of software requirements, as
well as overall software development.

3.5.3 Joint Application Development (JAD)

This is a technique for engaging a group or team of software developers, testers, customers,
and prospective end-users in a collaborative requirements elicitation and prototyping effort.
JAD is quintessentially a technique for facilitating group interaction and collaboration.
Consultants often employ JAD or external software system vendors who have been engaged
to build a custom software system for use in a particular organizational setting. The JAD
process is based on four ideas:

1.People who actually work at a job have the best understanding of that job.

2.People who are trained in software development have the best understanding of the
possibilities of that technology.

3. Software-based information systems and business processes rarely exist in isolation --
they transcend the confines of any single system or office and effect work in related
departments.

People working in these related areas have valuable insight on the role of a system within a
larger community.

4.The best information systems are designed when all of these groups work together on a
project as equal partners.

Following these ideas, it should be possible for JAD to cover the complete development life
cycle of a system. The JAD is usually a 3 to 6 month well-defined project, when systems can
be

constructed from commercially available software products that do not require extensive
coding

or complex systems integration. For large-scale projects, it is recommended that the project
be organized as an incremental development effort, and that separate JAD's be used for each
increment. Given this formulation, it is possible to view open source software development
projects that rely on group email discussions among globally distributed users and
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developers, together with Internet-based synchronized version updates as an informal variant
of JAD.

3.5.4 Assembling Reusable Components

The basic approach of reusability is to configure and specialize pre-existing software
components into viable application systems. Such source code components might already have
associated specifications and designs associated with their implementations, as well as have
been tested and certified. However, it is also clear that software domain models, system
specifications, designs, test case suites, and other software abstractions may themselves be
treated as reusable software development components. These components may have a greater
potential for favourable impact on reuse and semi-automated system generation or
composition. Therefore,

assembling reusable software components is a strategy for decreasing software development
effort in ways that are compatible with the traditional life cycle models.

The basic dilemmas encountered with reusable software componentry include:

(a) acquiring,analyzing and modeling a software application domain,

(b) how to define an appropriate software part naming or classification scheme,

(c) collecting or building reusable software components,

(d) configuring or composing components into a viable application,

(e) maintaining and searching a components library.

In turn, each of these dilemmas is mitigated or resolved in practice through the selection of
software component granularity. The granularity of the components (i.e., size, complexity,
and functional capability) varies greatly across different approaches. Most approaches
attempt to utilize components similar to common data structures with algorithms for their
manipulation: small-grain components. However, the use/reuse of small-grain components in
and of itself does not constitute a distinct approach to software development.

Other approaches attempt to utilize components resembling functionally complete systems or
subsystems (e.g., user interface management system): large-grain components. The use/reuse
of large-grain components guided by an application domain analysis and subsequent mapping
of attributed domain objects and operations onto interrelated components does appear to be

an alternative approach to developing software systems.

There are many ways to utilize reusable software components in evolving software systems
such as during architectural or component design specification as a way to speed
implementation. They might also be used for prototyping purposes if a suitable software
prototyping technology is available.

3.5.5 Application Generation

Application generation is an approach to software development similar to reuse of
parameterized, large-grain software source code components. Such components are configured
and specialized to an application domain via a formalized specification language used as input
to the application generator. Common examples provide standardized interfaces to database
management system applications, and include generators for reports, graphics, user interfaces,
and application-specific editors.

Application generators give rise to a model of software development whereby traditional
software design activities are either all but eliminated, or reduced to a data base design
problem.

The software design activities are eliminated or reduced because the application generator
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embodies or provides a generic software design that should be compatible with the
application

domain. However, users of application generators are usually expected to provide input
specifications and application maintenance services. These capabilities are possible since the
generators can usually only produce software systems specific to a small number of similar
application domains, and usually those that depend on a data base management system.

3.5.6 Software Documentation Support Environments

Much of the focus on developing software products draws attention to the tangible software
artifacts that result. Most often, these products take the form of documents: commented
source code listings, structured design diagrams, unit development folders, etc. These
documents characterize what the developed system is suppose to do, how it does it, how it
was developed, how it was put together and validated, and how to install, use, and maintain
it. Thus, a collection of software documents records the passage of a developed software
system through a set of life

cycle stages. It seems reasonable that there will be models of software development that
focus attention to the systematic production, organization, and management of the software
development documents.

Further, as documents are tangible products, it is common practice when software systems
are

developed under contract to a private firm, that the delivery of these documents is a
contractual

stipulation, as well as the basis for receiving payment for development work already
performed.

Thus, the need to support and validate conformance of these documents to software
development

and quality assurance standards emerges. However, software development documents are
often a

primary medium for communication between developers, users, and maintainers that spans
organizational space and time. Thus, each of these groups can benefit from automated
mechanisms that allow them to browse, query, retrieve, and selectively print documents. As
such, we should not be surprise to see construction and deployment of software environments
that provide ever increasing automated support for engineering the software documentation life
cycle, or how these capabilities have since become part of the commonly available
computeraided software engineering (CASE) tools suites like Rational Rose, and others based
on the use of the Unified Modeling Language (UML).

3.5.7Rapid Iteration, Incremental Evolution, and Evolutionary Delivery

There are a growing number of technological, social and economic trends that are shaping
how a

new generation of software systems are being developed that exploit the Internet and World
Wide Web. These include the synchronize and stabilize techniques popularized by Microsoft
and

Netscape at the height of the fiercely competitive efforts to dominate the Web browser
market of

the mid 1990's. They also include the development of open source software systems that rely
on a decentralized community of volunteer software developers to collectively develop and
test software systems that are incrementally enhanced, released, experienced, and debugged in
an overall iterative and cyclic manner. The elapsed time of these incremental development life
cycles on some projects may be measured in weeks, days, or hours! The centralized
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planning, management authority and coordination imposed by the traditional system life
cycle model has been discarded in these efforts, replaced instead by a more organic,
participatory, reputation-based, and community oriented engineering practice.

Software engineering in the style of rapid iteration and incremental evolution is one that
focuses on and celebrates the inevitability of constantly shifting system requirements,
unanticipated situations of use and functional enhancement, and the need for developers to
collaborate with one another, even when they have never met.

3.6 Program Evolution Models

In contrast to the preceding four prescriptive product development models, Lehman and
Belady

sought to develop a descriptive model of software product evolution at IBM.

Based on their investigations, they identify five properties that characterize the evolution of
large software systems. These are:

1. Continuing change: a large software system undergoes continuing change or becomes
progressively less useful

2. Increasing complexity: as a software system evolves, its complexity increases unless
work is done to maintain or reduce it

3. Fundamental law of program evolution: program evolution, the programming process, and
global measures of project and system attributes are statistically self-regulating with
determinable trends and invariances

4. Invariant work rate: the rate of global activity in a large software project is statistically
invariant

5. Incremental growth limit: during the active life of a large program, the volume of
modifications made to successive releases is statistically invariant.

However, note that these are global properties of large software systems and not causal
mechanisms of software development.

Activity B/Self Assessment Exercise
1. Describe the stepwise refinement approach
2. List the features that differentiates military software from industrial software
3. Describe the following concepts
I. Rapid prototyping
il. Joint application development

3.7 Software Production Process Models

There are two kinds of software production process models: non-operational and operational.
Both are software process models. The difference between the two primarily stems from the
fact

that the operational models can be viewed as computational scripts or programs: programs
that

implement a particular regimen of software engineering and development. Non-operational
models on the other hand denote conceptual approaches that have not yet been sufficiently
articulated in a form suitable for codification or automated processing.

3.7.1 Non-Operational Process Models
There are two classes of non-operational software process models of interest. These are
the spiral model and the continuous transformation models. There is also a wide selection of
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other non-operational models, which for brevity we label as miscellaneous models. Each is
examined in turn.

3.7.1.1The Spiral Model.

The spiral model of software development and evolution represents a risk driven approach to
software process analysis and structuring. This approach, developed by Barry Boehm,
incorporates elements of specification-driven, prototype-driven process methods, together
with the classic software life cycle. It does so by representing iterative development cycles as
an expanding spiral, with inner cycles denoting early system analysis and prototyping, and
outer cycles denoting the classic software life cycle.

The radial dimension denotes cumulative development costs, and the angular dimension
denotes
progress made in accomplishing each development spiral. See Figure 3.

Risk analysis, which seeks to identify situations that might cause a development effort to fail
or
go over budget/schedule, occurs during each spiral cycle. In each cycle, it represents roughly
the
same amount of angular displacement, while the displaced sweep volume denotes increasing
levels of effort required for risk analysis. System development in this model therefore spirals
out
only so far as needed according to the risk that must be managed. Alternatively, the spiral
model
indicates that the classic software life cycle model need only be followed when risks are
greatest,
and after early system prototyping as a way of reducing these risks, albeit at increased cost.
The
insights that the Spiral Model offered has in turn influenced the standard software life cycle
process models, such as 1SO12207 noted earlier. Finally, efforts are now in progress to
integrate
computer-based support for stakeholder negotiations and capture of trade-off rationales into
an
operational form of the WinWin Spiral Model
3.7.1.2 Miscellaneous Process Models.

Many variations of the non-operational life cycle and process models are available. These
include fully interconnected life cycle models that accommodate transitions between any two
phases subject to satisfaction of their pre- and post-conditions, as well as compound variations
on the traditional life cycle and continuous transformation models. However, reports indicate
that in general most software process models are exploratory, though there is now a growing
base of experimental or industrial experience with these models.

National Open University of Nigeria, Victoria Island, Lagos Page 31



Course Title: Information Technology and Software Development

I’
Cumulativa
cost
P —\
Prograss
through
steps

Evaluate alternatives,

Dua'terrr)ine identify, resolve risks
cbjectives,

alternatives,

constraints Risk

/—q\ Risk analysis
analyeie

Risk

analysis

_\ Operational
prototype

Commitment
partition

Review

el _ Simulations, models, benchmarks
—_—

—
T — —

Requirements plan
life-cycle plan

Detailed
design

T
I Code

| test |
Integra:ionl
|and test |

Software
product
design

requirermeants

Develop- Requirements
ment plan | validation

Int:i?;::‘: Design validation
and verification

plan

Implementation| Acceptance I
tast

Plan next phases |

Develop, verity
next-level product

Figure 3.The Spiral Model diagram from (Boehm 1987)
3.8 Operational Process Models

In contrast to the preceding non-operational process models, many models are now beginning
to

appear which codify software engineering processes in computational terms--as programs or
executable models. Three classes of operational software process models can be identified

and

examined. Following this, we can also identify a number of emerging trends that exploit and
extend the use of operational process models for software engineering.

3.8.1 Operational specifications for rapid prototyping.

The operational approach to software development assumes the existence of a formal
specification language and processing environment that supports the evolutionary
development of specifications into an prototype implementation. Specifications in the
language are coded, and when computationally evaluated, constitute a functional prototype of
the specified system. When such specifications can be developed and processed incrementally,
the resulting system prototypes can be refined and evolved into functionally more complete
systems. However, the emerging software systems are always operational in some form during
their development.
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Variations within this approach represent either efforts where the prototype is the end sought,
or where specified prototypes are kept operational but refined into a complete system.

The specification language determines the power underlying operational specification
technology. Simply stated, if the specification language is a conventional programming
language, then nothing new in the way of software development is realized. However, if the
specification incorporates (or extends to) syntactic and semantic language constructs that are
specific to the application domain, which usually are not part of conventional programming
languages, then domain-specific rapid prototyping can be supported. An interesting twist
worthy of note is that it is generally within the capabilities of many operational specification
languages to specify "systems" whose purpose is to serve as a model of an arbitrary abstract
process, such as a software process model. In this way, using a prototyping language and
environment, one might be able to specify an abstract model of some software engineering
processes as a system that produces and consumes certain types of documents, as well as the
classes of development transformations applied to them. Thus, in this regard, it may be
possible to construct operational software process models that can be executed or simulated
using software prototyping technology.

3.8.2 Software automation.

Automated software engineering (also called knowledge-based software engineering)
attempts to take process automation to its limits by assuming that process specifications can
be used directly to develop software systems, and to configure development environments to
support the production tasks at hand. The common approach is to seek to automate some
form of the continuous transformation model. In turn, this implies an automated environment
capable of recording the formalized development of operational specifications, successively
transforming and refining these specifications into an implemented system, assimilating
maintenance requests by incorporating the new/enhanced specifications into the current
development derivation, then replaying the revised development toward implementation.
However, current progress has been limited to demonstrating such mechanisms and
specifications on software coding, maintenance, project communication and management
tasks, as well as to software component catalogs and formal models of software development
processes. Now we can combine different life cycle, product, and production process models
within a process-driven framework that integrates both conventional and knowledge-based
software engineering tools and environments.

3.8.3 Software process automation and programming.

Process automation and programming are concerned with developing formal specifications
of how a system or family of software systems should be developed. Such specifications
therefore provide an account for the organization and description of various software
production task chains, how they interrelate, when then can iterate, etc., as well as what
software tools to use to support different tasks, and how these tools should be used. Focus
then converges on characterizing the constructs incorporated into the language for specifying
and programming software processes.

Therefore, looking the appropriateness of language constructs for expressing rules for
backward and forward-chaining, behaviour, object type structures, process dynamism,
constraints, goals, policies, modes of user interaction, plans, off-line activities, resource
commitments, etc. across various levels of granularity, we discover that conventional
mechanisms such as operating system shell scripts (e.g., Makefiles on Unix) do not support
the kinds of software process automation these constructs portend.
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Many alternative process model formalisms were tried including knowledge-based
representations, rule-based schemes, and Petri-net schemes and variations. In the early
1990's, emphasis focused on the development of distributed client-server environments that
generally relied on a centralized server. The server might then interpret a process model for
how to schedule, coordinate, or reactively synchronize the software engineering activities of
developers working with client-side tools. To no surprise, by the late 1990's emphasis
has shifted towards environment architectures that employed decentralized servers for
process
support, workflow automation, data storage, and tool services. Finally, there was also some
effort to expand the scope of operational support bound to process models in terms that
recognized their growing importance as a new kind of software.
Here we began to see the emergence of process engineering environments that support their
own class of life cycle activities and support mechanisms.

3.9 Emerging Trends and New Directions

In addition to the ongoing interest, that is, the assessment of process-centered or process-
driven

software engineering environments that rely on process models to configure or control their
operation, there are a number of promising avenues that should be optimised in software
process models. These opportunities areas and sample direction for further exploration
include:

I Software process simulation efforts which seek to determine or experimentally
evaluate the performance of classic or operational process models using a sample
of alternative parameter configurations or empirically derived process data.
Simulation of empirically derived models of software evolution or evolutionary
processes also offer new avenues for exploration.

il. Web-based software process models and process engineering environments that
seek to provide software development workspaces and project support capabilities
that are tied to adaptive process models.

ii. Software process and business process reengineering which focuses attention to
opportunities that emerge when the tools, techniques, and concepts for each
disciplined are combined to their relative advantage. This in turn is giving rise to
new techniques for redesigning, situating, and optimizing software process models
for specific organizational and system development settings

iv. Understanding, capturing, and operationalising process models that characterize
the practices and patterns of globally distributed software development associated
with open source software, as well as other emerging software development
processes, such as extreme programming and Web-based virtual software
development enterprises or workspaces.

Tutor Marked Assignment
1. with the aid of a diagram describe spiral model
2. differentiate between process automation and software automation
3. what are the benefits of incremental release

4.0 Summary and Conclusions
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The central point of this unit is that contemporary models of software development must
account for the interrelationships between software products and production processes, as
well as for the roles played by tools, people and their workplaces. Modeling these patterns
can utilize features of traditional software life cycle models, as well as those of automatable
software process models. Nonetheless, we must also recognize that the death of the
traditional system life cycle model may be at hand. New models for software development
enabled by the Internet, group facilitation and distant coordination within open source
software communities, and shifting business imperatives in response to these conditions are
giving rise to a new generation of software processes and process models. These new models
provide a view of software development and evolution that is incremental, iterative, ongoing,
interactive, and sensitive to social and organizational circumstances, while at the same time,
increasingly amenable to automated support, facilitation, and collaboration over the distances
of space and time.
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Software process model is not a mathematical formula. In this
context, it is a description of how to conduct the process of software
development.

Software process is defined as a set of activities that begin with the
identification of a need and concludes with the retirement of a
product that satisfies the need; or more completely, as a set of
activities, methods, practices, and transformations that people use
to develop and maintain software and its associated products (e.g.,
project plans, design documents, code, test cases, user manuals).
Software process capability describes the range of expected results
achieved from a software process. But capability is not the same as
performance. Software process performance is the actual results
achieved from following a software process. That is, results
achieved (performance) differ from results expected (capability).

2.0 OBJECTIVE
At the end of this unit it is expected that you will be able to:

i Explain what a software development process is
ii. Explain the characteristics of software process
iii.  Know the importance of software development

iv.  Know and apply Garvin’s eight dimensions of quality
V. Understand McCall's software quality factors

vi.  Explain the types Software process model

vii.  Use any of the Software Process System

3.0 DEFINITION

A process may be defined as a method of doing or producing something.
Extending this to the specific case of software, we can say that a software
process is a method of developing or producing software.

Software is an integral part of most of the systems. Many software
professionals struggle to build high-quality software and deliver it on time and
within budget. To execute software projects successfully and build high-quality
products, software professionals need to understand the unique
characteristics of software and the approach used for building and maintaining
software.
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In software engineering process there are two conflicting schools of thought.
First interprets the above definitions: This simple definition shows us nothing
new. After all, all software has been developed using some method. "Try it and
see" is a perfectly valid process. However, as highly trained consultants we
would be more likely to refer to it as a heuristic approach.

We can also see that a process is nothing without the something that gets
developed - in our case the software itself - that the process produces. Again,
this is nothing new. Every process produces something.

Two extremes, and a whole spectrum of views between them, characterize most
professionals' view of the process. One extreme represents the “hero tendency'.
This view says concentration on the process achieves nothing more than adding
bureaucratic overhead. It gets in the way of the real work, which is
programming. The second says that process is all. So long as you have and
follow a good process the software will almost write itself.

This guide will attempt to steer a balanced course through these troubled waters,
identifying where, when, and how a greater emphasis on process issues may be
of greater help, and maybe more important, where they would not.

From a general problem-solving point of view, project management
are based on our course content, process may be described simply as:

1. Identifying what is to be done
1i. Deciding how to do it
1ii. Monitoring what is being done

1vv. Evaluating the outcome
3.1 The importance of process

In the past, processes, no matter how professionally executed, have been highly
dependent on the individual developer. This can lead to three key problems.

First, such software is very difficult to maintain. Imagine our software
developer has suddenly died, and somebody else must take over the partially
completed work. Quite possibly there is extensive documentation explaining the
state of the work in progress. Maybe there is even a plan, with individual tasks
mapped out and those that have been completed neatly marked - or maybe the
plan only exists in the developer's head. In any case, a replacement employee
will probably end up starting from scratch, because however good the previous
work, the replacement has no clue of where to start. The process may be superb,
but it is an ad-hoc process, not a defined process.
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Second, it is very difficult to accurately gauge the quality of the finished
product according to any independent assessment. If we have two developers
each working according to their own processes, defining their own tests along
the way, we have no objective method of comparing their work either with each
other, or, more important, with a customers' quality criteria.

Third, there is a huge overhead involved as each individual works out their own
way of doing things in isolation. To avoid this we must find some way of
learning from the experiences of others who have already trodden the same
road.

So it is important for each organization to define the process for a project. At its
most basic, this means simply to write it down. Writing it down specifies the
various items that must be produced and the order in which they should be
produced: from plans to requirements to documentation to the finished source
code. It says where they should be kept, and how they should be checked, and
what to do with them when the project is over. It may not be much of a process.
However, once you have written it down, it is a defined process.

Activity A/Self Assessment Test

what is a software process

define software process capability

what are the two schools of thought in software engineering process
what are the benefits of process in software engineering

PN

3.2 The purpose of process

The purpose of Software Process is to facilitate improvement in the quality,
productivity, performance and assessment of the software development process
by disseminating practice and experience on papers. It aims to be the vehicle of
scientific record for all advances in software process models and descriptions.

It ensures standard and proper documentation of all software activities for
effective system maintenance.
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What do we want our process to achieve? We can identify certain key goals in
this respect.

Effectiveness. Not to be confused with efficiency. An effective
process must help us produce the right product. It doesn't matter how
elegant and well-written the software, nor how quickly we have
produced it. If it isn't what the customer wanted, or required, it's no
good. The process should therefore help us determine what the
customer needs, produce what the customer needs, and, crucially,
verify that what we have produced is what the customer needs.
Maintainability. However good the programmer, things will still go
wrong with the software. Requirements often change between
versions. In any case, we may want to reuse elements of the software
in other products. None of this is made any easier if, when a problem
is discovered, everybody stands around scratching their heads saying
"Oh dear, the person that wrote this left the company last week" or
worse, "Does anybody know who wrote this code?" One of the goals
of a good process is to expose the designers' and programmers'
thought processes in such a way that their intention is clear. Then we
can quickly and easily find and remedy faults or work out where to
make changes.

Predictability. Any new product development needs to be planned,
and those plans are used as the basis for allocating resources: both
time and people. It is important to predict accurately how long it will
take to develop the product. That means estimating accurately how
long it will take to produce each part of it - including the software. A
good process will help us do this. The process helps lay out the steps
of development. Furthermore, consistency of process allows us to
learn from the designs of other projects.

Repeatability. If a process is discovered to work, it should be
replicated in future projects. Ad-hoc processes are rarely replicable
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unless the same team is working on the new project. Even with the
same team, it is difficult to keep things exactly the same. A closely
related issue, is that of process re-use. It is a huge waste and overhead
for each project to produce a process from scratch. It is much faster
and easier to adapt an existing process.

V. Quiality. Quality in this case may be defined as the product's fitness
for its purpose. One goal of a defined process is to enable software
engineers to ensure a high quality product. The process should provide
a clear link between a customer's desires and a developer's product.

vi.  Improvement. No one would expect their process to reach perfection
and need no further improvement itself. Even if we were as good as
we could be now, both development environments and requested
products are changing so quickly that our processes will always be
running to catch up. A goal of our defined process must then be to
identify and prototype possibilities for improvement in the process
itself.

vii. Tracking. A defined process should allow the management,
developers, and customer to follow the status of a project. Tracking is
the flip side of predictability. It keeps track of how good our
predictions are, and hence how to improve them.

These seven process goals are very close relatives of the McCall quality factors
which categorize and describe the attributes that determine how the quality of
the software produced. Does it make sense that the goals we set for our process
are similar to the goals we have for our software? Of course! A process is
software too, albeit software that is intended to be “run' on human beings rather
than machines!

It has already been hinted that all this is too much for a single project to do. It is
essential that the organization provide a set of guidelines to the projects to allow
them to develop their process quickly and easily and with the minimum of
overhead. These guidelines, a form of meta-process, consist of a set of detailed
instructions of what activities must be performed and what documents should be
produced by each project. These instructions are generally known as the Quality
system.

3.3 Quality System

Now we all know, more or less, about Quality systems. Somehow the initial
capital Q' changes the meaning utterly. It is every engineer's nightmare. On our
first day in a new job we find our supervisor is away or doesn't know what to do
with us. So we are handed a mountain of waste-paper and told to familiarize
ourselves with “the Quality system'.
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Such Quality systems are often far removed from the goals | have set out for a
process. All too often they appear to be nothing more than an endless list of
documents to be produced in the knowledge that they will never be read; written
long after they might have had any use; in order to satisfy the auditor, who in
turn is not interested in the content of the document but only its existence. This
gives rise to the quality dilemma, stated in the following theorem: it is possible
for a Quality system to adhere completely to any given quality standard and yet
for that Quality system to make it impossible to achieve a quality process. (I
will describe this from here as Tyrrell's Quality theorem).

So is the entire notion of a quality system flawed? Not at all. It is possible, and
some organizations do achieve, a quality process that really helps them to
produce quality software. Much excellent work is going in to the development
of new quality models that can act as road maps to developing a better quality
system. The Software Engineering Institute's Capability Maturity Model
(CMM) is principal among them.

3.3.1 The meaning of quality

The key goal of these models is to establish and maintain a link between the
quality of the process and the quality of the product - our software - that comes
out of that process. But in order to establish such a link we must know what we
mean by quality or even Quality. The word has many meanings, and this has
helped sow confusion in the minds of both developers and managers.

Earlier on, we defined quality as simply 'fitness for purpose'. Such a definition
might surprise those of you who have not looked in detail at processes or quality
systems. It is based on the British Standard Institute's definition(below).

3.3.2 Quiality

1. "The totality of features and characteristics of a product or service that
bear on its ability to satisfy a given need.' (British Standards Institute).

2. "We must define quality as “conformance to requirements.' Requirements
must be clearly stated so that they cannot be misunderstood.
Measurements are then taken continually to determine conformance to
those requirements. The non-conformance detected is the absence of
quality".

3. Degree of excellence, relative nature or kind of character. Faculty, skill,
accomplishment, characteristic trait, mental or moral attribute.

It is interesting to note that, the BSI and Crosby definitions are counter-
intuitive. Life might be a great deal easier if we had conformance systems - for
intuitively the BSI definition could perhaps better be applied to the word
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conformance! Crosby in particular explicitly rejects the notion of quality as
“degree of excellence' because of the difficulty of measuring such a nebulous
concept.

Yet Crosby's own definition has serious gaps. Wesselius and Ververs provide
an excellent example. The example comes from the US's ballistic missile
warning systems. These regularly gave false indications of incoming attacks,
and would be triggered by various, mainly natural, events. One was a flock of
geese, and another a moonrise. By Crosby's definition there was no quality
problem with the system. How come? Because the model didn't include a
moonrise. Therefore, the system remained completely conformant to its
specifications, and hence its quality was unaffected.

3.3.2.1 Garvin lists eight dimensions of quality

A critical look at what process quality is leads to multi-dimensional view, with
conformance at one end and transcendental or aesthetic quality at the other.
Based on this Garvin lists eight dimensions of quality:

1. Performance quality. Expresses whether the product's primary features
conform to specification. In software terms we would often regard this as
the product fulfilling its functional specification.

2. Feature quality. Does it provide additional features over and above its
functional specification?

3. Reliability. A measure of how often (in terms of number of uses, or in
terms of time) the product will fail. This will be measured in terms of the
mean time between failures (MTBF).

4. Conformance. A measure of the extent to which the originally delivered
product lives up to its specification. This could be measured for example
as a defect rate (possibly number of faulty units per 1000 shipped units,
or more likely in the case of software the number of faults per 1000 lines
of code in the delivered product) or a service call-out rate.

5. Durability. How long will an average product last before failing
irreparably? Again in software terms this has a slightly different meaning,
in that the mechanisms by which software wears out is rather different
from, for example, a car or a light-bulb. Software wears out, in large part,
because it becomes too expensive and risky to change further. This
happens when nobody fully understands the impact of a change on the
overall code. Cynics might say that, on that definition, most software is
worn out before it's delivered. Other cynics would say that many
consultants keep their high-paying jobs purely on the basis that, as the
only person in an organization to understand their own software, that
software automatically “wears out' as soon as they leave.

National Open University of Nigeria, Victoria Island, Lagos Page 45



Course Title: Information Technology and Software Development

6. Serviceability. Serviceability is a measure of the quality and ease of
repair. It is astonishing how often it is that the component in which
everybody has the most confidence is the first to fail - a principle
summed up by the author Douglas Adams: "The difference between
something that can go wrong and something that can't possibly go wrong
is that when something that can't possibly go wrong goes wrong it usually
turns out to be impossible to get at or repair”.

7. Aesthetics. A highly subjective measure. How does it look? How does it
feel to use? What are your subconscious opinions of it? This is also a
measure with an interesting variation over time. Consider your reactions
when you see a ten-year old car. It looks square, box-like, and
unattractive. Yet, ten years ago, had you looked at the same car, it would
have looked smart, aerodynamic and an example of great design. We may
like to think that we don't change, but clearly we do! Of course, give that
car another twenty years and you will look at it and say “oh that's a classic
design!'. I wonder if we will say the same about our software.

8. Perception. This is another subjective measure, and one that it could be
argued really shouldn't affect the product's quality at all. It refers of
course to the perceived quality of the provider, but in terms of gaining an
acceptance of the product it is key. How many of us would regard a
Skoda as desirable a car as a VVolkswagen? Very few, yet they are made
by the same company. This is key to a wider issue: the reputation of the
provider.

3.3.2.2 McCall's software quality factors

McCall's software quality factors define eleven dimensions of quality under
three categories:

I. Product operations (encompassing correctness, reliability, efficiency,
usability, and integrity - this last referring to the control of access by
unauthorized persons)

i. Product revision (maintainability, flexibility, and testability)

iii.  Product transition (portability, reusability, and interoperability).

The primary area that McCall's factors do not address are the subjective ones of
perception and aesthetics

3.4 Software process model

The software process model maybe defined as a simplified description of a
software process, presented from a particular perspective. In essence, each stage
of the software process is identified and a model is then employed to represent
the inherent activities associated within that stage. Consequently, a collection

National Open University of Nigeria, Victoria Island, Lagos Page 46



Course Title: Information Technology and Software Development

of ‘local’ models may be utilised in generating the global picture representative
of the software process. Examples of models include the workflow model, the
data-flow model, and the role model.

I. The workflow model shows the sequence of activities in the process
along with their inputs, outputs and dependencies. The activities in the
model represent human actions.

ii. The dataflow model represents the process as a set of activities each of
which carries out some data transformation. It shows how the input to the
process such as specification is transformed to an output such as design.
The activities here maybe lower than in a workflow model. They may
represent transformations carries out by people or computers.

Iii. The role model represents the roles of people involved in the software
process and the activities for which they are responsible.

Activity B/self assessment test

1.list the purposes of software process

2. what do you understand by quality on software engineering process
3.according to Garvin describe the dimensions of quality

3.5 Software Process System

3.5.1 PROCESS WEAVER

PROCESS WEAVER is a workflow environment which can be used to manage
the process of individual tasks or a sequence of tasks performed by a team. It
offers a comprehensive combination of the functions for modeling, enacting,
and monitoring business processes. Its client/server architecture and application
integration ability make PROCESS WEAVER support distributed,
heterogeneous environments well.

PROCESS WEAVER provides tools for four different process management
roles: the organizer, the participant, the owner and the system administrator.

Process participants are responsible for carrying out the tasks defined by a
business process. The Agenda is a control panel for each participant. Different
tasks are organized in the Agenda. The participants can start Work-contexts
from the Agenda so as to accomplish the task.
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Process organizers are responsible for designing process models which
represent the business practices to be enacted in their organizations. The
Method Editor is used to define hierarchical activities. The Activity Editor is
used to define properties of the activities. The Work-context Editor is used to
define the Work-context used by the participants. The Cooperative Procedure
Editor is used to define the sequencing and the interaction of the activities - the
process model. PROCESS WEAVER uses a model similar to Petri Net to
represent the processes. Places are used to represent states, and transitions are
used to represent activities. A transition contains a condition and an action.
PROCESS WEAVER has many standard conditions and actions. The
organizers can also define their own conditions and actions by the language
CoShell which is a powerful and flexible language provided by PROCESS
WEAVER.

Process owners are responsible for monitoring the execution of a business
process. They can use the Tracer and the control panel to monitor useful
operations and events during the execution of a process. They can also use the
Viewer to view the current execution status of the process.

The system's administrator manages the environment of PROCESS WEAVER
and integrates PROCESS WEAVER with other applications.

3.5.2 The DesignNet

The DesignNet supports iterative processes such as project replanning and
project history. Moreover, it can efficiently support the computation of some
useful properties of a project, e.g., connectedness, plan completeness, and plan
consistence. It is a hybrid model which utilizes the AND/OR graph and the Petri
net.

The AND/OR graph is used to describe the work breakdown structure. The
products and the activities are organized in aggregations by the AND or the OR
operators in the DesignNet. Therefore, the aggregation information of a higher
level node can be collected from its constituents.

The Petri net is used in the DesignNet to describe the dependencies among
activities, resources and products. The typed places can describe activities,
products, resources, and status report information of the project. The
transitions can represent the prerequisites and the end of the activities. To
record the execution history of a project, the tokens of the DesignNet are not
volatile. The DesignNet stores all tokens in their corresponding places. Much
relative information can also be stored within the tokens.
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4.0 Conclusion and Summary

An idea that software processes and software products have much in common,
thus we should use a process program to describe a software process is
proposed in this unit. The process programming which is a rigorous description
of software processes provides a vehicle for the materialization of the processes
by which we develop and evolve software. Different people can communicate
easily through software programs. Software processing also supports the reuse
of software processes because it records the details of the processes precisely.
Moveover, it is expected that the processes which we employ to develop and
evolve end-user software products should also be applicable to the development
and the evolution of process program descriptions.

5.0 Tutor Marked Assignment

i. Describe how process could be applied in software development
ii. explain software process model

iii. choose any software process system and describe its workings
6.0 Further Reading

1. Heineman, G., J.E. Botsford, G. Caldiera, G.E. Kaiser, M.l. Kellner, and.
N.H. Madhaviji., Emerging Technologies that Support a Software Process Life
Cycle.

2. Hekmatpour, S., Experience with Evolutionary Prototyping in a Large
Software Project, ACM

3. Hoffnagel, G. F., and W. Beregi, Automating the Software Development
Process,

4.Horowitz, E. and R. Williamson, SODOS: A Software Documentation
Support Environment—Its Definition, IEEE Trans. Software Engineering

5.Horowitz, E., A. Kemper, and B. Narasimhan, A Survey of Application
Generators, IEEE
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1.0  Introduction

Unified Modeling Language (UML) is a standardized general-purpose modeling
language in the field of software engineering. UML includes a set of graphical
notation techniques to create visual models of software-intensive systems. Large
enterprise applications - the ones that execute core business applications, and keep a
company going - must be more than just a bunch of code modules. They must be
structured in a way that enables scalability, security, and robust execution under
stressful conditions, and their structure - frequently referred to as their architecture -
must be defined clearly enough that maintenance programmers can quickly find and
fix a bug that shows up long after the original authors have moved on to other
projects.

2.0  Objectives

By the end of this unit, you should be able to:

i Define and list the essence of UML

ii. Describe the development history of UML

iii. Distinguish between UML 1.x and UML 2.

iv. Describe the various UML diagrams and their components
V. Describe the features of UML 2

3.0 Definition

Unified Modeling Language (UML) is a standardized general-purpose modeling language
in the field of software engineering. UML includes a set of graphical notation techniques to
create visual models of software-intensive systems. The Unified Modeling Language (UML)
is used to specify, visualize, modify, construct and document the artifacts of an object-
oriented software intensive system under development. UML offers a standard way to
visualize a system'’s architectural blueprints, including elements such as:

i. Actors

ii. Business Processes

iii. (Logical) Components

iv. Activities

v. Programming Language Statement
vi. Database Schemas

vii. Reusable Software Components.
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A collage of UML diagrams From Wikipedia, the free encyclopedia

UML combines best techniques from data modeling (entity relationship diagrams), business
modeling (work flows), object modeling, and component modeling. It can be used with all
processes, throughout the software development life cycle, and across different
implementation technologies. UML has synthesized the notations of the Booch method, the
Object-modeling technigue (OMT) and Object-oriented software engineering (OOSE) by
fusing them into a single, common and widely usable modeling language. UML aims to be a
standard modeling language which can model concurrent and distributed systems. UML is a
de facto industry standard, and is evolving under the auspices of the Object Management
Group (OMG). OMG initially called for information on object-oriented methodologies, that
might create a rigorous software modeling language. Many industry leaders have responded
in earnest to help create the UML standard.

UML models may be automatically transformed to other representations (e.g. Java) by means
of QVT-like transformation languages, supported by the OMG. UML is extensible, offering
the following mechanisms for customization: profiles and stereotype. The semantics of
extension by profiles have been improved with the UML 2.0 major revision.
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From Wikipedia, the free encyclopedia

3.1 HISTORY OF OBJECT-ORIENTED METHODS AND NOTATION.

3.1.1Before UML 1.x

After Rational Software Corporation hired James Rumbaugh from General Electric in 1994,
the company became the source for the two most popular object-oriented modeling
approaches of the day: Rumbaugh's OMT, which was better for object-oriented analysis
(OOA), and Grady Booch's Booch method, which was better for object-oriented design
(OOD). Together Rumbaugh and Booch attempted to reconcile their two approaches and
started work on a Unified Method.

They were soon assisted in their efforts by lvar Jacobson, the creator of the object-oriented
software engineering (OOSE) method. Jacobson joined Rational in 1995, after his company,
Objectory AB, was acquired by Rational. The three methodologists were collectively referred
to as the Three Amigos, since they were well known to argue frequently with each other
regarding methodological practices.

In 1996 Rational concluded that the abundance of modeling languages was slowing the
adoption of object technology, so repositioning the work on a unified method, they tasked the
Three Amigos with the development of a non-proprietary Unified Modeling Language.
Representatives of competing object technology companies were consulted during OOPSLA

National Open University of Nigeria, Victoria Island, Lagos Page 53



Course Title: Information Technology and Software Development

'96; they chose boxes for representing classes over Grady Booch's Booch method's notation
that used cloud symbols.

Under the technical leadership of the Three Amigos, an international consortium called the
UML Partners was organized in 1996 to complete the Unified Modeling Language (UML)
specification, and propose it as a response to the OMG RFP. The UML Partners' UML 1.0
specification draft was proposed to the OMG in January 1997. During the same month the
UML Partners formed a Semantics Task Force, chaired by Cris Kobryn and administered by
Ed Eykholt, to finalize the semantics of the specification and integrate it with other
standardization efforts. The result of this work, UML 1.1, was submitted to the OMG in
August 1997 and adopted by the OMG in November 1997.

3.1.2UML 1.x

As a modeling notation, the influence of the OMT notation dominates (e. g., using rectangles
for classes and objects). Though the Booch "cloud" notation was dropped, the Booch
capability to specify lower-level design detail was embraced. The use case notation from
Objectory and the component notation from Booch were integrated with the rest of the
notation, but the semantic integration was relatively weak in UML 1.1, and was not really
fixed until the UML 2.0 major revision.

Concepts from many other OO methods were also loosely integrated with UML with the
intent that UML would support all OO methods. For example CRC Cards (circa 1989 from
Kent Beck and Ward Cunningham), and OORam were retained. Many others also
contributed, with their approaches flavoring the many models of the day, including: Tony
Wasserman and Peter Pircher with the "Object-Oriented Structured Design (OOSD)" notation
(not a method), Ray Buhr's "Systems Design with Ada", Archie Bowen's use case and timing
analysis, Paul Ward's data analysis and David Harel's "Statecharts"; as the group tried to
ensure broad coverage in the real-time systems domain. As a result, UML is useful in a
variety of engineering problems, from single process, single user applications to concurrent,
distributed systems, making UML rich but also large. The Unified Modeling Language is an
international standard: 1ISO/IEC 19501:2005 Information technology — Open Distributed
Processing — Unified Modeling Language (UML) Version 1.4.2

3.1.3 Development toward UML 2.0

UML has matured significantly since UML 1.1. Several minor revisions (UML 1.3, 1.4, and
1.5) fixed shortcomings and bugs with the first version of UML, followed by the UML 2.0
major revision that was adopted by the OMG in 2005.

There are four parts to the UML 2.x specification:

i.  The Superstructure that defines the notation and semantics for diagrams and their
model elements;

ii. The Infrastructure that defines the core metamodel on which the Superstructure is
based;

iii. The Object Constraint Language (OCL) for defining rules for model elements;

iv. The UML Diagram Interchange that defines how UML 2 diagram layouts are
exchanged.
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Although many UML tools support some of the new features of UML 2.x, the OMG provides
no test suite to objectively test compliance with its specifications.

Activity A/ Self Assessment Exercise

el e

3.2 Software Development Methods

Describe the contributions of the three Amigos in the evolution of UML
List the architectural blueprints used in demonstrating UML
What are the difference s between UML 1.x and 2.x

List the parts of the UML 2.x specification

UML is not a development method by itself, however, it was designed to be compatible with
the leading object-oriented software development methods of its time (for example OMT,
Booch method, Objectory). Since UML has evolved, some of these methods have been recast

to take advantage of the new notations (for example OMT), and new methods have been
created based on UML. The best known is IBM Rational Unified Process (RUP). There are
many other UML-based methods like Abstraction Method, Dynamic Systems Development
Method, and others, designed to provide more specific solutions, or achieve different

objectives.

3.3 Modeling

It is very important to distinguish between the UML model and the set of diagrams of a
system. A diagram is a partial graphical representation of a system's model. The model also
contains a "semantic backplane™ — documentation such as written use cases that drive the
model elements and diagrams.

UML diagrams represent two different views of a system model:

Diagram

g

Structure Behavior
Diagram Diagram
Class Component Object Activity Use Case
Diagram Diagram Diagram Diagram Diagram
Profile CSC::EE‘;JS:LE Deployment Package Interaction State Machine
Diagram Diagram Diagram Diagram Diagram Diagram
Interaction -
Sequence Communication Overview Timing
Notation: UL i Di i
aliof Diagram iagram Diagram Diagram
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i.  Static (or structural) view: Emphasizes the static structure of the system using
objects, attributes, operations and relationships. The structural view includes class
diagrams and composite structure diagrams.

ii. Dynamic (or behavioral) view: Emphasizes the dynamic behavior of the system by
showing collaborations among objects and changes to the internal states of objects.
This view includes sequence diagrams, activity diagrams and state machine diagrams.

UML models can be exchanged among UML tools by using the XM interchange format.

3.3.1 Diagrams overview

UML 2.2 has 14 types of diagrams divided into two categories. Seven diagram types
represent structural information, and the other seven represent general types of behaviour,
including four that represent different aspects of interactions. These diagrams can be
categorized hierarchically as shown in the following class diagram:

UML does not restrict UML element types to a certain diagram type. In general, every UML
element may appear on almost all types of diagrams. This flexibility has been partially
restricted in UML 2.0.

In keeping with the tradition of engineering drawings, a comment or note explaining usage,
constraint, or intent is allowed in a UML diagram.

3.3.1.1 Structure diagrams
Structure diagrams emphasize what things must be in the system being modeled:

i. Class diagram: describes the structure of a system by showing the system's classes,
their attributes, and the relationships among the classes.

i. Component diagram: depicts how a software system is split up into components and
shows the dependencies among these components.

iii. Composite structure diagram: describes the internal structure of a class and the
collaborations that this structure makes possible.

iv. Deployment diagram: serves to model the hardware used in system implementations,
and the execution environments and artifacts deployed on the hardware.

v. Object diagram: shows a complete or partial view of the structure of a modeled
system at a specific time.

vi. Package diagram: depicts how a system is split up into logical groupings by showing
the dependencies among these groupings.

vii. Profile diagram: operates at the metamodel level to show stereotypes as classes with
the <<stereotype>> stereotype, and profiles as packages with the <<profile>>
stereotype. The extension relation (solid line with closed, filled arrowhead) indicates
what metamodel element a given stereotype is extending.
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Since structure diagrams represent the structure of a system, they are used extensively in
documenting the architecture of software systems.

3.3.1.2 Behavior diagrams
Behavior diagrams emphasize what must happen in the system being modeled:

i. Activity diagram: represents the business and operational step-by-step workflows of
components in a system. An activity diagram shows the overall flow of control.

ii. State machine diagram: standardized notation to describe many systems, from
computer programs to business processes.

iii. Use case diagram: shows the functionality provided by a system in terms of actors,
their goals represented as use cases, and any dependencies among those use cases.
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Since behavior diagrams illustrate the behavior of system, they are used extensively to
describe the functionality of software systems.

3.3.2 Interaction diagrams

Interaction diagrams, a subset of behavior diagrams, emphasize the flow of control and data
among the things in the system being modeled:

i. Communication diagram: shows the interactions between objects or parts in terms of
sequenced messages. They represent a combination of information taken from Class,
Sequence, and Use Case Diagrams describing both the static structure and dynamic
behaviour of a system.

ii. Interaction overview diagram: is a type of activity diagram in which the nodes
represent interaction diagrams.

iii. Seguence diagram: shows how objects communicate with each other in terms of a
sequence of messages. Also indicates the lifespans of objects relative to those
messages.

iv. Timing diagrams: are a specific type of interaction diagram, where the focus is on
timing constraints.

The Protocol State Machine is a sub-variant of the State Machine. It may be used to model
network communication protocols.

3.4 Meta modeling

The Object Management Group (OMG) has developed a metamodeling architecture to define
the Unified Modeling Language (UML), called the Meta-Object Facility (MOF). The Meta-
Obiject Facility is a standard for model-driven engineering, designed as a four-layered
architecture. It provides a meta-meta model at the top layer, called the M3 layer. This M3-
model is the language used by Meta-Object Facility to build metamodels, called M2-models.
The most prominent example of a Layer 2 Meta-Object Facility model is the UML
metamodel, the model that describes the UML itself. These M2-models describe elements of
the M1-layer, and thus M1-models. These would be, for example, models written in UML.
The last layer is the MO-layer or data layer. It is used to describe real-world objects.

Beyond the M3-model, the Meta-Object Facility describes the means to create and manipulate
models and metamodels by defining CORBA interfaces that describe those operations.
Because of the similarities between the Meta-Object Facility M3-model and UML structure
models, Meta-Object Facility metamodels are usually modeled as UML class diagrams. A
supporting standard of Meta-Object Facility is XMlI, which defines an XML- based exchange
format for models on the M3-, M2-, or M1-Layer.
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3.5 Criticisms

Although UML is a widely recognized and used modeling standard, it is frequently criticized
for the following deficiencies:

Language bloat

BertrandMeyer, in a satirical essay framed as a student's request for a grade change,
apparently criticized UML as of 1997 for being unnecessarily large; a disclaimer was added
later pointing out that his company nevertheless supports UML. lvarlacobson, a co-architect
of UML, said that objections to UML 2.0's size were valid enough to consider the application
of intelligent agents to the problem. It contains many diagrams and constructs that are
redundant or infrequently used.

Problems in learning and adopting

The problems cited above can make learning and adopting UML problematic, especially
when required of engineers lacking the prerequisite skills. In practice, people often draw
diagrams with the symbols provided by their CASE tool, but without the meanings those
symbols are intended to provide.

Cumulative Impedance/Impedance Mismatching

As with any notational system, UML is able to represent some systems more concisely or
efficiently than others. Thus a developer gravitates toward solutions that reside at the
intersection of the capabilities of UML and the implementation language. This problem is
particularly pronounced if the implementation language does not adhere to orthodox
object-oriented doctrine, as the intersection set between UML and implementation
language may be that much smaller.

Dysfunctional interchange format

While the XMI (XML Metadata Interchange) standard is designed to facilitate the interchange
of UML models, it has been largely ineffective in the practical interchange of UML 2.x models.
This interoperability ineffectiveness is attributable to two reasons. Firstly, XMl 2.x is large and
complex in its own right, since it purports to address a technical problem more ambitious
than exchanging UML 2.x models. In particular, it attempts to provide a mechanism for
facilitating the exchange of any arbitrary modeling language defined by the OMG's Meta-
ObjectFacility (MOF). Secondly, the UML 2.x Diagram Interchange specification lacks
sufficient detail to facilitate reliable interchange of UML 2.x notations between modeling
tools. Since UML is a visual modeling language, this shortcoming is substantial for modelers
who don't want to redraw their diagrams.

Activity B/ Self Assessment Test

Draw and label a complete UML diagram
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FEATURESUML 2.0

i Nested Classifiers: This is an extremely powerful concept. In UML, almost every
model building block you work with (classes, objects, components, behaviors
such as activities and state machines, and more) is a classifier. In UML 2.0, you
can nest a set of classes inside the component that manages them, or embed a
behavior (such as a state machine) inside the class or component that implements
it. This capability also lets you build up complex behaviors from simpler ones, the
capability that defines the Interaction Overview Diagram. You can layer different
levels of abstraction in multiple ways:

For example, you can build a model of your Enterprise, and zoom in to embedded
site views, and then to departmental views within the site, and then to applications
within a department. Alternatively, you can nest computational models within a
business process model. OMG's Business Enterprise Integration Domain Task
Force (BEI DTF) is currently working on several interesting new standards in
business process and business rules.

ii. Improved Behavioral Modeling: In UML 1.X, the different behavioral models were
independent, but in UML 2.0, they all derive from a fundamental definition of a behavior
(except for the Use Case, which is subtly different but still participates in the new
organization).

iii. Improved relationship between Structural and Behavioural Models: As we pointed out
under Nested Classifiers, UML 2.0 lets you designate a behaviour represented by (for
example) a State Machine or Sequence Diagram is the behaviour of a class or a
component.

That is, the new language goes well beyond the Classes and Objects well-modeled by UML
1.X to add the capability to represent not only behavioral models, but also architectural
models, business process and rules, and other models used in many different parts of
computing and even non-computing disciplines.

During the upgrade process, several additions to the language were incorporated into it,
including the Object Constraint Language (OCL) and Action Semantics.

4.0 Conclusion

The Unified Modeling Language (UML) is used to specify, visualize, modify, construct and document
the artifacts of an object-oriented software intensive system under development. UML is not a
development method by itself, however, it was designed to be compatible with the leading object-
oriented software development methods of its time (for example OMT, Boochmethod, Objectory). It

is important to note that since UML has evolved, some of these methods have been recast to take
advantage of the new notations (for example OMT), and new methods have been created based on
UML.
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5.0 Summary

i. UML is a general-purpose modeling language in the field of software engineering.

ii. UML combines best techniques from data modeling (entity relationship diagrams),
business modeling (work flows), object modeling, and component modeling.

iii. UML models can be exchanged among UML tools by using the XMI interchange format.

iv.UML diagrams represent two different views of a system model: behavioural and
structural

6.0 Tutor Marked Assessment.
I. distinguish between UML model and a set of diagrams
ii. UML diagram is categorized into two. List and explain their functions.

iii.List and briefly explain the components static diagrams

iv. List and briefly explain the components dynamic diagrams
V. List some of the problems of UML
Vi. Describe the three main features UML 2
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1.0 Introduction
A database model also referred to as database schema is the format of a database. It

is described in a formal language supported by the database management system.
Database models are generally stored in a data dictionary. Although a schema is
defined in text database language, the term is often used to refer to a graphical
depiction of the database structure. We are going to look into the different types of
database models such as Hierarchical model, Network model, Relational model,
Entity-relationship, Object-relational model and Object model.

2.0 Objective
It is expected that by the end of this unit, you should be able to:
I. Lucidly explain what database model is

ii. Explain in details the different types of database model
iii. Also you should be able to diagrammatically explain each of the types database

models
iv. You should be able to distinguish the various database models and their
applications
3.0 Definition
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A database model or database schema is the structure or format of a database, described in a
formal language supported by the database management system. Schemas are generally
stored in a data dictionary.
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A data model is not just a way of structuring data: it also defines a set of operations that can
be performed on the data. The relational model, for example, defines operations such as

select, project, and join. Although these operations may not be explicit in a particular query
language, they provide the foundation on which a query language is built.

3.1

Models

Various techniques are used to model data structure. Most database systems are built around
one particular data model, although it is increasingly common for products to offer support for
more than one model. For any one logical model various physical implementations may be
possible, and most products will offer the user some level of control in tuning the physical
implementation, since the choices that are made have a significant effect on performance. An
example of this is the relational model: all serious implementations of the relational model
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allow the creation of indexes which provide fast access to rows in a table if the values of
certain columns are known.

3.2 Flat model
Flat File Model

RouteNo. Mills Activity
Roundl 195 12 overlay
Round2 1495 05 parching
Round3 SR301 33 cocksoil

Flat File Model.

The flat (or table) model consists of a single, two-dimensional array of data elements, where
all members of a given column are assumed to be similar values, and all members of a row
are assumed to be related to one another. For instance, columns for name and password that
might be used as a part of a system security database. Each row would have the specific
password associated with an individual user. Columns of the table often have a type
associated with them, defining them as character data, date or time information, integers, or
floating point numbers. This may not strictly qualify as a data model, as defined above.

3.3 Hierarchical model

[ Pavement Improvement ]

A 4

; Maintenance
[ Reconstruction ] [ ] [ Rehabilitation

~

4

Routine [ Corrective ] Preventive

Hierarchical Model

In a hierarchical model, data is organized into a tree-like structure, implying a single upward
link in each record to describe the nesting, and a sort field to keep the records in a particular
order in each same-level list. Hierarchical structures were widely used in the early mainframe
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database management systems, such as the Information Management System (IMS) by IBM,
and now describe the structure of XML documents. This structure allows one 1:N relationship
between two types of data. This structure is very efficient to describe many relationships in
the real world; recipes, table of contents, ordering of paragraphs/verses, any nested and sorted
information. However, the hierarchical structure is inefficient for certain database operations
when a full path (as opposed to upward link and sort field) is not also included for each
record.

One limitation of the hierarchical model is its inability to efficiently represent redundancy in
data. Entity-Attribute-Value database models like Caboodle by Swink are based on this
structure.

Parent—child relationship: Child may only have one parent but a parent can have multiple
children. Parents and children are tied together by links called "pointers"”. A parent will have
a list of pointers to each of their children.

Activity A

I. Explain what you mean by database model

i. What are the different types of database model

iii.  Describe flat file model

iv.  What are the differences between flat file model andhierachical

3.4 Network model

Preventive Maintenance

v y
Rigid Pavement Flexible pavement
Spail Repair . AA
p p Joint Seal Crack Seal Patching
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Sarcone sealant Asphalt sealant

Network Model.

The network model (defined by the CODASY L specification) organizes data using two
fundamental constructs, called records and sets. Records contain fields (which may be
organized hierarchically, as in the programming language COBOL). Sets (not to be confused
with mathematical sets) define one-to-many relationships between records: one owner, many
members. A record may be an owner in any number of sets, and a member in any number of
sets.

The network model is a variation on the hierarchical model, to the extent that it is built on the
concept of multiple branches (lower-level structures) emanating from one or more nodes
(higher-level structures), while the model differs from the hierarchical model in that branches
can be connected to multiple nodes. The network model is able to represent redundancy in
data more efficiently than in the hierarchical model.

The operations of the network model are navigational in style: a program maintains a current
position, and navigates from one record to another by following the relationships in which the
record participates. Records can also be located by supplying key values.

Although it is not an essential feature of the model, network databases generally implement
the set relationships by means of pointers that directly address the location of a record on
disk. This gives excellent retrieval performance, at the expense of operations such as database
loading and reorganization.

Most object databases use the navigational concept to provide fast navigation across networks
of objects, generally using object identifiers as "smart" pointers to related objects.
Objectivity/DB, for instance, implements named 1:1, 1:many, many:1 and many:many named
relationships that can cross databases. Many object databases also support SQL, combining
the strengths of both models.

3.5 Relational model

Activity Code Activity Name
23 Patching
24 Overlay
Key - 24
25 crack sealing
Activity code | Date Route No
24 01/12/01 1.95
24 02/08/01 1.65
Date Activity Route No
code
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01/12/01 | 24 1.95
01/15/01 | 23 1.495
02/08/01 | 24 1.65

The relational model was introduced by E. F. Codd in 1970 as a way to make database
management systems more independent of any particular application. It is a mathematical
model defined in terms of predicate logic and set theory.

The products that are generally referred to as relational databases in fact implement a model
that is only an approximation to the mathematical model defined by Codd. Three key terms
are used extensively in relational database models: relations, attributes, and domains. A
relation is a table with columns and rows. The named columns of the relation are called
attributes, and the domain is the set of values the attributes are allowed to take.

The basic data structure of the relational model is the table, where information about a
particular entity (say, an employee) is represented in columns and rows (also called tuples).
Thus, the "relation™ in "relational database" refers to the various tables in the database; a
relation is a set of tuples. The columns enumerate the various attributes of the entity (the
employee's name, address or phone number, for example), and a row is an actual instance of
the entity (a specific employee) that is represented by the relation. As a result, each tuple of
the employee table represents various attributes of a single employee.

All relations (and, thus, tables) in a relational database have to adhere to some basic rules to
qualify as relations. First, the ordering of columns is immaterial in a table. Second, there can't
be identical tuples or rows in a table. And third, each tuple will contain a single value for
each of its attributes.

A relational database contains multiple tables, each similar to the one in the "flat" database
model. One of the strengths of the relational model is that, in principle, any value occurring
in two different records (belonging to the same table or to different tables), implies a
relationship among those two records. Yet, in order to enforce explicit integrity constraints,
relationships between records in tables can also be defined explicitly, by identifying or non-
identifying parent-child relationships characterized by assigning cardinality (1:1, (0)1:M,
M:M). Tables can also have a designated single attribute or a set of attributes that can act as a
"key", which can be used to uniquely identify each tuple in the table.

A key that can be used to uniquely identify a row in a table is called a primary key. Keys are
commonly used to join or combine data from two or more tables. For example, an Employee
table may contain a column named Location which contains a value that matches the key of a
Location table. Keys are also critical in the creation of indexes, which facilitate fast retrieval
of data from large tables. Any column can be a key, or multiple columns can be grouped
together into a compound key. It is not necessary to define all the keys in advance; a column
can be used as a key even if it was not originally intended to be one.

A key that has an external, real-world meaning (such as a person's name, a book's ISBN, or a
car's serial number) is sometimes called a "natural” key. If no natural key is suitable (think of
the many people named Brown), an arbitrary or surrogate key can be assigned (such as by
giving employees ID numbers). In practice, most databases have both generated and natural
keys, because generated keys can be used internally to create links between rows that cannot
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break, while natural keys can be used, less reliably, for searches and for integration with other
databases. (For example, records in two independently developed databases could be matched
up by social security number, except when the social security numbers are incorrect, missing,
or have changed.)

3.6 Dimensional model

The dimensional model is a specialized adaptation of the relational model used to represent
data in data warehouses in a way that data can be easily summarized using OLAP queries. In
the dimensional model, a database consists of a single large table of facts that are described
using dimensions and measures. A dimension provides the context of a fact (such as who
participated, when and where it happened, and its type) and is used in queries to group related
facts together. Dimensions tend to be discrete and are often hierarchical; for example, the
location might include the building, state, and country. A measure is a quantity describing the
fact, such as revenue. It's important that measures can be meaningfully aggregated - for
example, the revenue from different locations can be added together.

In an OLAP query, dimensions are chosen and the facts are grouped and added together to
create a summary.

The dimensional model is often implemented on top of the relational model using a star
schema, consisting of one table containing the facts and surrounding tables containing the
dimensions. Particularly complicated dimensions might be represented using multiple tables,
resulting in a snowflake schema.

A data warehouse can contain multiple star schemas that share dimension tables, allowing

them to be used together. Coming up with a standard set of dimensions is an important part of
dimensional modeling.

3.7 Objectional database models

Object 1: maintenance report

Date Object 1: Instance

Activity 01/12/01
code 24
Route no.

1.95

Daily . 75
production
Equipment 60
hours
Labour 60
hours

Object2: Maintenance Activity
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Activity code

Activity name

Production unit

Average production rate

Example of an Object-Oriented Model.

In recent years, the object-oriented paradigm has been applied to database technology, creating
a new programming model known as object databases. These databases attempt to bring the
database world and the application programming world closer together, in particular by
ensuring that the database uses the same type system as the application program. This

aims to avoid the overhead (sometimes referred to as the impedance mismatch) of converting
information between its representation in the database (for example as rows in tables) and its
representation in the application program (typically as objects). At the same time, object
databases attempt to introduce the key ideas of object programming, such as encapsulation

and polymorphism, into the world of databases.

A variety of these ways have been tried for storing objects in a database. Some products have
approached the problem from the application programming end, by making the objects
manipulated by the program persistent. This also typically requires the addition of some kind
of query language, since conventional programming languages do not have the ability to find
objects based on their information content. Others have attacked the problem from the
database end, by defining an object-oriented data model for the database, and defining a
database programming language that allows full programming capabilities as well as
traditional query facilities.

Object databases suffered because of a lack of standardization: although standards were
defined by ODMG, they were never implemented well enough to ensure interoperability
between products. Nevertheless, object databases have been used successfully in many
applications: usually specialized applications such as engineering databases or molecular
biology databases rather than mainstream commercial data processing. However, object
database ideas were picked up by the relational vendors and influenced extensions made to
these products and indeed to the SQL language.

Activity B

i Differentiate between records and sets

ii. Explain the following terms tables, relations, attributes, and domains,
snowflake schema.

iii.  With the aid of a diagram explain what you mean by objectional
database model

4.0 Summary and Conclusion

I. A database model also referred to as database schema is the format of a database.

ii. The different types of database models are Hierarchical model, Network model, Relational
model, Entity-relationship, Object-relational model and Object model.
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iii. One limitation of the hierarchical model is its inability to efficiently represent redundancy
in data.

iv. The dimensional model is a specialized adaptation of the relational model used to
represent data in data warehouses in a way that data can be easily summarized using OLAP
queries.

V. Object databases have been used successfully in many applications: usually
specialized applications such as engineering databases or molecular biology
databases rather than mainstream commercial data processing

Vi. The network model is able to represent redundancy in data more efficiently than
in the hierarchical model.

6.0 Tutor Marked Assignment

i. make a collage diagram of all the types of database model

ii. Explain the differences between network model and Hierarchical model

iii. Explain the differences between Object-Oriented Model and Relational model

iv.Diagrammatically describe the network model

7.0 References and Further Reading

1. "http://en.wikipedia.org/wiki/model"
2. Oracle Corporation, Database design and modelling, October-December,2006 Oracle
Magazine
3. E.F.Codd, Relational Database Design, ELBS/DP Publications, 1986
4. Gil Held, Integrated database Design and Networking, 1998, MacGraw Hill, USA
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1.0 Introduction

A DBMS is a set of software programs that controls the organization, storage, management,
and retrieval of data in a database. DBMS are categorized according to their data structures
or types. It is a set of pre-written programs that are used to store, update and retrieve a
Database. The DBMS accepts requests for data from the application program and instructs
the operating system to transfer the appropriate data.

In this unit we are going to look at the historical development of DBMS, the building

blocks, features and capabilities down to the current trend. We also took time to list some
examples.

Objectives

At the end of this unit it is expected that you should be able to:

I. explain what a database management system is

ii. describe the stages of development and the contributions of key stakeholders
iii. explain the different types of DBMS components

iv. understand the logical and physical views of a DBMS

V. understand the various applications of DBMS
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3.0 Definition

A Database Management System (DBMS) is a set of computer programs that controls the
creation, maintenance, and the use of the database of an organization and its end users. It
allows organizations to place control of organization-wide database development in the hands
of database administrators (DBASs) and other specialists. DBMSes may use any of a variety of
database models, such as the network model or relational model. In large systems, a DBMS
allows users and other software to store and retrieve data in a structured way. It helps to
specify the logical organization for a database and access and use the information within a
database. It provides facilities for controlling data access, enforcing data integrity, managing
concurrency controlled, restoring database.

When a DBMS is used, information systems can be changed much more easily as the
organization's information requirements change. New categories of data can be added to the
database without disruption to the existing system.

Organizations may use one kind of DBMS for daily transaction processing and then move the
detail onto another computer that uses another DBMS better suited for random inquiries and
analysis. Overall systems design decisions are performed by data administrators and systems
analysts. Detailed database design is performed by database administrators.

Database servers are computers that hold the actual databases and run only the DBMS and
related software. Database servers are usually multiprocessor computers, with generous
memory and RAID disk arrays used for stable storage. Connected to one or more servers via
a high-speed channel, hardware database accelerators are also used in large volume
transaction processing environments. DBMSs are found at the heart of most database
applications. Sometimes DBMSs are built around a private multitasking kernel with built-in
networking support although nowadays these functions are left to the operating system.

3.1History

Databases have been in use since the earliest days of electronic computing. Unlike modern
systems which can be applied to widely different databases and needs, the vast majority of
older systems were tightly linked to the custom databases in order to gain speed at the
expense of flexibility. Originally DBMSs were found only in large organizations with the
computer hardware needed to support large data sets.

3.1.1 1960s Navigational DBMS

As computers grew in capability, this trade-off became increasingly unnecessary and a
number of general-purpose database systems emerged; by the mid-1960s there were a number
of such systems in commercial use. Interest in a standard began to grow, and Charles
Bachman, author of one such product, Integrated Data Store (IDS), founded the "Database
Task Group" within CODASY'L, the group responsible for the creation and standardization of
COBOL. In 1971 they delivered their standard, which generally became known as the
"Codasyl approach”, and soon there were a number of commercial products based on it
available.
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The Codasyl approach was based on the "manual’ navigation of a linked data set which was
formed into a large network. When the database was first opened, the program was handed
back a link to the first record in the database, which also contained pointers to other pieces of
data. To find any particular record the programmer had to step through these pointers one at a
time until the required record was returned. Simple queries like "find all the people in India"
required the program to walk the entire data set and collect the matching results. There was,
essentially, no concept of "find" or "search™. This might sound like a serious limitation today,
but in an era when the data was most often stored on magnetic tape such operations were too
expensive to contemplate anyway.

IBM also had their own DBMS system in 1968, known as IMS. IMS was a development of
software written for the Apollo program on the System/360. IMS was generally similar in
concept to Codasyl, but used a strict hierarchy for its model of data navigation instead of
Codasyl's network model. Both concepts later became known as navigational databases due to
the way data was accessed, and Bachman's 1973 Turing Award award presentation was The
Programmer as Navigator. IMS is classified as a hierarchical database. IDS and IDMS, both
CODASYL databases, as well as CINCOMs TOTAL database are classified as network
databases.

3.1.2 1970s Relational DBMS

Edgar Codd worked at IBM in San Jose, California, in one of their offshoot offices that was
primarily involved in the development of hard disk systems. He was unhappy with the
navigational model of the Codasyl approach, notably the lack of a "search” facility which was
becoming increasingly useful. In 1970, he wrote a number of papers that outlined a new
approach to database construction that eventually culminated in the groundbreaking A
Relational Model of Data for Large Shared Data Banks.

Codd described a new system for storing and working with large databases. Instead of
records being stored in some sort of linked list of free-form records as in Codasyl, Codd's
idea was to use a "table" of fixed-length records. A linked-list system would be very
inefficient when storing "sparse™ databases where some of the data for any one record could
be left empty. The relational model solved this by splitting the data into a series of
normalized tables, with optional elements being moved out of the main table to where they
would take up room only if needed.

"yl e mble”
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In the relational model, related records are linked together with a "key".

For instance, a common use of a database system is to track information about users, their
name, login information, various addresses and phone numbers. In the navigational approach
all of these data would be placed in a single record, and unused items would simply not be
placed in the database. In the relational approach, the data would be normalized into a user
table, an address table and a phone number table (for instance). Records would be created in
these optional tables only if the address or phone numbers were actually provided.

Linking the information back together is the key to this system. In the relational model, some
bit of information was used as a "key", uniquely defining a particular record. When
information was being collected about a user, information stored in the optional (or related)
tables would be found by searching for this key. For instance, if the login name of a user is
unique, addresses and phone numbers for that user would be recorded with the login name as
its key. This "re-linking" of related data back into a single collection is something that
traditional computer languages are not designed for.

Just as the navigational approach would require programs to loop in order to collect records,
the relational approach would require loops to collect information about any one record.
Codd's solution to the necessary looping was a set-oriented language, a suggestion that would
later spawn the ubiquitous SQL. Using a branch of mathematics known as tuple calculus, he
demonstrated that such a system could support all the operations of normal databases
(inserting, updating etc.) as well as providing a simple system for finding and returning sets
of data in a single operation.

Codd's paper was picked up by two people at the Berkeley, Eugene Wong and Michael
Stonebraker. They started a project known as INGRES using funding that had already been
allocated for a geographical database project, using student programmers to produce code.
Beginning in 1973, INGRES delivered its first test products which were generally ready for
widespread use in 1979. During this time, a number of people had moved "through" the group
— perhaps as many as 30 people worked on the project, about five at a time. INGRES was
similar to System R in a number of ways, including the use of a "language" for data access,
known as QUEL — QUEL was in fact relational, having been based on Codd's own Alpha
language, but has since been corrupted to follow SQL, thus violating much the same concepts
of the relational model as SQL itself.

IBM itself did only one test implementation of the relational model, PRTV, and a production
one, Business System 12, both now discontinued. Honeywell did MRDS for Multics, and now
there are two new implementations: Alphora Dataphor and Rel. All other DBMS
implementations usually called relational are actually SQL DBMSs. In 1968, the University
of Michigan began development of the Micro DBMS relational database management system.
It was used to manage very large data sets by the US Department of Labor, the

Environmental Protection Agency and researchers from University of Alberta, the University
of Michigan and Wayne State University. It ran on mainframe computers using Michigan
Terminal System. The system remained in production until 1996.

3.1.3End 1970s SQL DBMS
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IBM started working on a prototype system loosely based on Codd's concepts as System R in
the early 1970s. The first "quickie™ version was ready in 1974/5, and work then started on
multi-table systems in which the data could be broken down so that all of the data for a record
(much of which is often optional) did not have to be stored in a single large "chunk".
Subsequent multi-user versions were tested by customers in 1978 and 1979, by which time a
standardized query language, SQL, had been added. Codd's ideas were establishing
themselves as both workable and superior to Codasyl, pushing IBM to develop a true
production version of System R, known as SQL/DS, and, later, Database 2 (DB2).

Many of the people involved with INGRES became convinced of the future commercial
success of such systems, and formed their own companies to commercialize the work but
with an SQL interface. Sybase, Informix, NonStop SQL and eventually Ingres itself were all
being sold as offshoots to the original INGRES product in the 1980s. Even Microsoft SQL
Server is actually a re-built version of Sybase, and thus, INGRES. Only Larry Ellison's
Oracle started from a different chain, based on IBM's papers on System R, and beat IBM to
market when the first version was released in 1978.

Stonebraker went on to apply the lessons from INGRES to develop a new database, Postgres,
which is now known as PostgreSQL. PostgreSQL is primarily used for global mission critical
applications (the .org and .info domain name registries use it as their primary data store, as do
many large companies and financial institutions).

In Sweden, Codd's paper was also read and Mimer SQL was developed from the mid-70s at
Uppsala University. In 1984, this project was consolidated into an independent enterprise. In
the early 1980s, Mimer introduced transaction handling for high robustness in applications,
an idea that was subsequently implemented on most other DBMS.

3.2 DBMS building blocks

A DBMS includes four main parts: modeling language, data structure, database query
language, and transaction mechanisms:

3.2.1 Components of DBMS

i. DBMS Engine accepts logical request from the various other DBMS subsystems,
converts them into physical equivalent, and actually accesses the database and data
dictionary as they exist on a storage device.

ii. Data Definition Subsystem helps user to create and maintain the data dictionary and
define the structure of the files in a database.

iii. Data Manipulation Subsystem helps user to add, change, and delete information in a
database and query it for valuable information. Software tools within the data
manipulation subsystem are most often the primary interface between user and the
information contained in a database. It allows user to specify its logical information
requirements.

iv. Application Generation Subsystem contains facilities to help users to develop
transactions-intensive applications. It usually requires that user perform a detailed
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series of tasks to process a transaction. It facilities easy-to-use data entry screens,
programming languages, and interfaces.

v. Data Administration Subsystem helps users to manage the overall database
environment by providing facilities for backup and recovery, security management,
query optimization, concurrency control, and change management.

Activity A

i what is a dbms
ii. briefly explain the contributions of Edgar Codd in the development of DBMS
iii. Enumerate the building blocks of DBMS that you know

3.2.2 Modeling language

A data modeling language is used to define the schema of each database hosted in the DBMS,
according to the DBMS database model. The four most common types of models are the:

i. Hierarchical model,
ii. Network model,

iii. Relational model, and
iv. Object model.

Inverted lists and other methods are also used. A given database management system may
provide one or more of the four models. The optimal structure depends on the natural
organization of the application's data, and on the application's requirements (which include
transaction rate (speed), reliability, maintainability, scalability, and cost).

The dominant model in use today is the ad hoc one embedded in SQL, despite the objections
of purists who believe this model is a corruption of the relational model, since it violates
several of its fundamental principles for the sake of practicality and performance. Many
DBMSs also support the Open Database Connectivity API that supports a standard way for
programmers to access the DBMS.

Before the database management approach, organizations relied on file processing systems to
organize, store, and process data files. End users became aggravated with file processing
because data is stored in many different files and each organized in a different way. Each file
was specialized to be used with a specific application. Needless to say, file processing was
bulky, costly and nonflexible when it came to supplying needed data accurately and

promptly. Data redundancy is an issue with the file processing system because the independent
data files produce duplicate data so when updates were needed each separate file would need
to be updated. Another issue is the lack of data integration. The data is dependent on other data
to organize and store it. Lastly, there was not any consistency or standardization of the data in
a file processing system which makes maintenance difficult. For all these reasons, the database
management approach was produced. Database management systems (DBMS) are designed to
use one of five database structures to provide simplistic access to information stored in
databases. The five database structures are hierarchical, network, relational, multidimensional
and object-oriented models.

The hierarchical structure was used in early mainframe DBMS. Records’ relationships form a
treelike model. This structure is simple but nonflexible because the relationship is confined to
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a one-to-many relationship. IBM’s IMS system and the RDM Mobile are examples of a
hierarchical database system with multiple hierarchies over the same data, RDM Mobile is a
newly designed embedded database for a mobile computer system. The hierarchical structure
is used primary today for storing geographic information and file systems.

The network structure consists of more complex relationships. Unlike the hierarchical
structure, it can relate to many records and accesses them by following one of several paths.
In other words, this structure allows for many-to-many relationships.

The relational structure is the most commonly used today. It is used by mainframe, midrange
and microcomputer systems. It uses two-dimensional rows and columns to store data. The
tables of records can be connected by common key values. While working for IB, E.F. Codd
designed this structure in 1970. The model is not easy for the end user to run queries with
because it may require a complex combination of many tables.

The multidimensional structure is similar to the relational model. The dimensions of the cube
looking model have data relating to elements in each cell. This structure gives a spreadsheet
like view of data. This structure is easy to maintain because records are stored as fundamental
attributes, the same way they’re viewed and the structure is easy to understand. Its high
performance has made it the most popular database structure when it comes to enabling
online analytical processing (OLAP).

The object oriented structure has the ability to handle graphics, pictures, voice and text, types
of data, without difficultly unlike the other database structures. This structure is popular for
multimedia Web-based applications. It was designed to work with object-oriented
programming languages such as Java.

3.2.3 Data structure

Data structures (fields, records, files and objects) optimized to deal with very large amounts
of data stored on a permanent data storage device (which implies relatively slow access
compared to volatile main memory).

3.2.4 Database query language

A database query language and report writer allows users to interactively interrogate the
database, analyze its data and update it according to the users privileges on data. It also
controls the security of the database. Data security prevents unauthorized users from viewing
or updating the database. Using passwords, users are allowed access to the entire database or
subsets of it called subschemas. For example, an employee database can contain all the data
about an individual employee, but one group of users may be authorized to view only payroll
data, while others are allowed access to only work history and medical data.

If the DBMS provides a way to interactively enter and update the database, as well as
interrogate it, this capability allows for managing personal databases. However, it may not
leave an audit trail of actions or provide the kinds of controls necessary in a multi-user
organization. These controls are only available when a set of application programs are
customized for each data entry and updating function.

3.2.5 Transaction mechanism
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A database transaction mechanism ideally guarantees ACID properties in order to ensure data
integrity despite concurrent user accesses (concurrency control), and faults (fault tolerance).
It also maintains the integrity of the data in the database. The DBMS can maintain the
integrity of the database by not allowing more than one user to update the same record at the
same time. The DBMS can help prevent duplicate records via unique index constraints; for
example, no two customers with the same customer numbers (key fields) can be entered into
the database. See ACID properties for more information (Redundancy avoidance).

3.3 Logical and physical view

@ e B @
Extermal Schema Intemal Schema
- User View - - Cognpruter View -

Traditional View of Data

A database management system provides the ability for many different users to share data
and process resources. But as there can be many different users, there are many different
database needs. The question now is: How can a single, unified database meet the differing
requirement of so many users?

A DBMS minimizes these problems by providing two views of the database data: a logical
(external) view and physical (internal) view. The logical view/user’s view, of a database
program represents data in a format that is meaningful to a user and to the software programs
that process those data. That is, the logical view tells the user, in user terms, what is in the
database. The physical view deals with the actual, physical arrangement and location of data
in the direct access storage devices(DASDs). Database specialists use the physical view to
make efficient use of storage and processing resources. With the logical view users can see
data differently from how they are stored, and they do not want to know all the technical
details of physical storage. After all, a business user is primarily interested in using the
information, not in how it is stored.

One strength of a DBMS s that while there is only one physical view of the data, there can be
an endless number of different logical views. This feature allows users to see database
information in a more business-related way rather than from a technical, processing
viewpoint. Thus the logical view refers to the way user views data, and the physical view to
the way the data are physically stored and processed...

3.4 DBMS Features and capabilities
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Alternatively, and especially in connection with the relational model of database management,
the relation between attributes drawn from a specified set of domains can be seen as being
primary. For instance, the database might indicate that a car that was originally "red" might
fade to "pink™ in time, provided it was of some particular "make" with an inferior paint job.
Such higher parity relationships provide information on all of the underlying domains at the
same time, with none of them being privileged above the others.

Throughout recent history specialized databases have existed for scientific, geospatial,
imaging, document storage and like uses. Functionality drawn from such applications has
lately begun appearing in mainstream DBMSs as well. However, the main focus there, at
least when aimed at the commercial data processing market, is still on descriptive attributes
on repetitive record structures.

Thus, the DBMSs of today roll together frequently-needed services or features of attribute
management. By externalizing such functionality to the DBMS, applications effectively share
code with each other and are relieved of much internal complexity. Features commonly
offered by database management systems include:

i Query ability
Querying is the process of requesting attribute information from various perspectives
and combinations of factors. Example: "How many 2-door cars in Texas are green?"
A database query language and report writer allow users to interactively interrogate
the database, analyze its data and update it according to the users privileges on data.

ii. Backup and replication
Copies of attributes need to be made regularly in case primary disks or other equipment
fails. A periodic copy of attributes may also be created for a distant organization that
cannot readily access the original. DBMS usually provide utilities to facilitate the
process of extracting and disseminating attribute sets. When data is replicated between
database servers, so that the information remains consistent throughout the database
system and users cannot tell or even know which server in the DBMS they are using,
the system is said to exhibit replication transparency.

iii. Rule enforcement
Often one wants to apply rules to attributes so that the attributes are clean and reliable.
For example, we may have a rule that says each car can have only one engine
associated with it (identified by Engine Number). If somebody tries to associate a
second engine with a given car, we want the DBMS to deny such a request and
display an error message. However, with changes in the model specification such as,
in this example, hybrid gas-electric cars, rules may need to change. Ideally such rules
should be able to be added and removed as needed without significant data layout
redesign.

iv. Security
Often it is desirable to limit who can see or change which attributes or groups of
attributes. This may be managed directly by individual, or by the assignment of
individuals and privileges to groups, or (in the most elaborate models) through the
assignment of individuals and groups to roles which are then granted entitlements.

V. Computation
There are common computations requested on attributes such as counting, summing,
averaging, sorting, grouping, cross-referencing, etc. Rather than have each computer
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application implement these from scratch, they can rely on the DBMS to supply such
calculations.

Vi. Change and access logging
Often one wants to know who accessed what attributes, what was changed, and when
it was changed. Logging services allow this by keeping a record of access occurrences
and changes.

vii.  Automated optimization
If there are frequently occurring usage patterns or requests, some DBMS can adjust
themselves to improve the speed of those interactions. In some cases the DBMS will
merely provide tools to monitor performance, allowing a human expert to make the
necessary adjustments after reviewing the statistics collected.

3.5 Meta-data repository

Metadata is data describing data. For example, a listing that describes what attributes are
allowed to be in data sets is called "meta-information". The meta-data is also known as data
about data.

Activity B

i list and explain the components of DBMS
ii. mention four types of modelling techniques

3.6 DBMS Current Trends

As of 1998 database management was in need of new style databases to solve current database
management problems. Researchers realized that the old trends of database management were
becoming too complex and there was a need for automated configuration and management.
Surajit Chaudhuri, Gerhard Weikum and Michael Stonebraker, were the pioneers that
dramatically affected the thought of database management systems. They believed that
database management needed a more modular approach and that there are so many
specifications needs for various users. Since this new development process of database
management we currently have endless possibilities. Database management is no longer
limited to “monolithic entities”. Many solutions have developed to satisfy individual needs of
users. Development of numerous database options has created flexible solutions in database
management. Today there are several ways database management has affected the technology
world as we know it. Organizations demand for directory services has become an extreme
necessity as organizations grow. Businesses are now able to use directory services that
provided prompt searches for their company information. Mobile devices are not only able to
store contact information of users but have grown to bigger capabilities. Mobile technology is
able to cache large information that is used for computers and is able to display it on smaller
devices. Web searches have even been affected with database management. Search engine
queries are able to locate data within the World Wide Web. Retailers have also benefited
from the developments with data warehousing. These companies are able to record customer
transactions made within their business. Online transactions have become tremendously
popular with the e-business world. Consumers and businesses are able to make payments
securely on company websites. None of these current developments would have been

National Open University of Nigeria, Victoria Island, Lagos Page 81



Course Title: Information Technology and Software Development

possible without the evolution of database management. Even with all the progress and
current trends of database management, there will always be a need for new development as
specifications and needs grow.

3.7 Examples of Database Management Systems

i. Adabas

ii. Adaptive Server Enterprise
iii. AlphaFive

iv. Computhink's ViewWise
v. CSQL

vi. Daffodil DB

vii. DataEase

viii. FileMaker

ix. Firebird

x. Glom

xi. 1BM DB2

xii. IBM UniVerse

xiii. Ingres

xiv. Informix

xv. InterSystems Caché

xvi. Kexi

Xvii. WX2

Xviii. Linter SQL RDBMS
xix. Mark Logic

xx. Microsoft Access

xxi. Microsoft SQL Server

4.0 Conclusion

For easy access of data and effective information system management doms is inevitable. This
has led to consistent development in the field of database management.

5.0 Summary

i. A DBMS is a set of software programs that controls the organization, storage, management,
and retrieval of data in a database.

ii. Databases have been in use since the earliest days of electronic computing.

iii. 1998 marked a new vista in database management, this led to the advent of flexible and easy
to use database systems available today.

6.0 Tutor Marked Assignment
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i. what is data structure
ii. explain what you understand by the following:

a. Database query language
b. Transaction mechanism
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1.0 Introduction
Data-flow diagrams were invented by Larry Constantine, the original developer of
structured design, based on Martin and Estrin's "data-flow graph"” model of computation.
DFDs are used for the visualization of data processing (structured design). It provides no
information about timing of processes. Data-flow diagrams (DFDs) are one of the three
essential perspectives of the structured-systems analysis and design method SSADM. The
sponsor of a project and the end users will need to be briefed and consulted throughout all
stages of a system's evolution. With a data-flow diagram, users are able to visualize how
the system will operate, what the system will accomplish, and how the system will be
implemented. DFDs make it possible for the old system's dataflow diagrams to be
compared with the new system's data-flow diagrams to draw comparisons to implement a
more efficient system.

2.0 Objectives
By the end of this unit the student is expected to be able to:
i Draw a data flow diagram of proposed system
ii. Compare the DFDs of the old and new system to enhance effective performance
iii. Have a good mastery of different DFDs approaches

3.0 DEFINITION

A data-flow diagram (DFD) is a graphical representation of the flow of data through an
information system. DFDs can also be used for the visualization of data processing
(structured design). On a DFD, data items flow from an external data source or an internal
data store to an internal data store or an external data sink, via an internal process.

A DFD provides no information about the timing or ordering of processes, or about whether
processes will operate in sequence or in parallel. It is therefore quite different from a
flowchart, which shows the flow of control through an algorithm, allowing a reader to
determine what operations will be performed, in what order, and under what circumstances,
but not what kinds of data will be input to and output from the system, nor where the data
will come from and go to, nor where the data will be stored (all of which are shown on a
DFD).

Data Flow Diagram example From Wikipedia, the free encyclopedia

Data Flow Diagram Example

I Command Timeline
Executive
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It is common practice to draw a context-level data flow diagram first, which shows the
interaction between the system and external agents which act as data sources and data sinks.
On the context diagram (also known as the Level 0 DFD) the system's interactions with the
outside world are modelled purely in terms of data flows across the system boundary. The
context d